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ABSTRACT 

Henttonen, Katja 
Sustaining the Bazaar: Explorations into Governance and Sustainability in Open-
Source-Producing Organisations, Communities, and Ecosystems  
Jyväskylä: University of Jyväskylä, 2024, 107 p. 
(JYU Dissertations 
ISSN 2489-9003; 857) 
ISBN 978-952-86-0413-6 

Sustainability has long been a critical, though sometimes latent, theme in FOSS 
research. Today, FOSS underpins critical systems worldwide, making its 
sustainability essential for the security and reliability of the technologies our 
societies rely on. Governance, from day-to-day work coordination to long-term 
strategic planning, is essential to the sustainability of FOSS. This dissertation 
explores FOSS governance and sustainability across the community, corporate, 
and ecosystem levels. Adopting a multi-level approach bridges a gap in the 
literature which examines these levels separately. This research is grounded in 
case studies conducted within FOSS-producing communities, organisations, and 
ecosystems. The case studies triangulate various data sources, such as interviews, 
observations, and documentation, and primarily employ qualitative analysis 
methods. The findings enrich our understanding of how community, corporate, 
and ecosystem governance underpins various forms of sustainability, including 
infrastructural, resource-based, and interactional aspects of it. Additionally, they 
shed light on the dynamics between these levels, revealing both synergies and 
trade-offs.  In a synergistic scenario, different governance levels collectively 
contribute to a positive feedback loop where high-quality products attract more 
users; users become contributors, and their contributions further enhance 
product quality. However, the levels also compete for resources, highlighting 
inherent tensions that must be managed. The findings also illuminate often-
overlooked aspects of FOSS governance, such as the differences between public 
and private sector FOSS, ideological tensions among FOSS-engaged companies, 
and the role of promotional activities in sustaining FOSS.  Furthermore, each case 
study also has a practical goal of equipping practitioners with models and tools 
they need to navigate the complexities of FOSS governance in the case context, 
ultimately enhancing the sustainability of FOSS. The dissertation concludes by 
suggesting several future research directions, including the expansion of FOSS 
sustainability to incorporate environmental and social dimensions. 

Keywords: free software, FOSS, open source, public-private collaboration, 
software ecosystem, software governance, sustainability 
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Basaarin säilyttäminen: Tutkimuksia hallinnosta ja kestävyydestä avoimen 
lähdekoodin organisaatioissa, yhteisöissä ja ekosysteemeissä 
Jyväskylä: Jyväskylän yliopisto, 2024, 107 s. 
(JYU Dissertations 
ISSN 2489-9003; 857) 
ISBN 978-952-86-0413-6 

Kestävyys on jo pitkään ollut tärkeä aihe vapaiden ja avoimen lähdekoodin 
ohjelmistojen (VALO) tutkimuksessa.  Nykyään VALO toimii 
maailmanlaajuisesti monien kriittisten järjestelmien perustana, joten sen 
kestävyys on olennaista yhteiskuntien teknologisen turvallisuuden 
varmistamiseksi. Hallinnolliset tehtävät, aina päivittäisestä työn koordinoinnista 
pitkän aikavälin strategiseen suunnitteluun, ovat keskeisiä VALOn kestävyyden 
kannalta. Tämä väitöskirja tutkii VALOn hallintoa ja kestävyyttä yhteisön, 
yritysten ja ekosysteemin tasolla.  Monitasoinen lähestymistapa paikkaa 
kirjallisuuden katvealuetta, koska aiempi tutkimus on enimmäkseen tarkastellut 
näitä hallintotasoja erillään. Työ perustuu avoimen lähdekoodin ohjelmistoja 
tuottavissa yhteisöissä, organisaatioissa ja ekosysteemeissä tehtyihin 
tapaustutkimuksiin. Tapaustutkimuksissa hyödynnetään erilaisia tietolähteitä, 
kuten haastatteluja, havainnointia ja dokumentteja sekä käytetään pääasiassa 
laadullisia analyysimenetelmiä. Tulokset syventävät ymmärrystä siitä, miten eri 
hallintotasot muovaavat VALOn kestävyyttä ja vuorovaikuttavat keskenään. 
Pureutuminen eri hallintotasojen väliseen dynamiikkaan paljastaa sekä 
synergioita että kompromisseja. Synergisessä tilanteessa eri hallintotasot luovat 
yhdessä positiivisen palautesilmukan, jossa laadukkaat ohjelmistotuotteet 
houkuttelevat käyttäjiä ja käyttäjistä tulee aktiivisia osallistujia, joiden panokset 
edelleen parantavat tuotteen laatua. Toisaalta hallinnon eri tasot kilpailevat 
myös resursseista, mikä synnyttää toimenpiteitä vaativia jännitteitä. Lisäksi 
tutkimustulokset valottavat myös useita aiemmin vähän käsiteltyjä VALO-
hallinnon osa-alueita, esimerkiksi julkisen ja yksityisen sektorin eroja, yritysten 
välisiä ideologisia ristiriitoja sekä markkinointityön vaikutusta kestävyyteen. 
Lisäksi jokainen tapaustutkimus tähtää myös käytännön tavoitteeseen ja tarjoaa 
toimijoille malleja tai työkaluja VALO-johtamiseen kyseisessä ympäristössä, 
edistäen siten VALOn kestävyyttä. Väitöskirjassa ehdotetaan lopuksi useita 
tulevaisuuden tutkimussuuntia, mukaan lukien VALOn kestävyyden 
määritelmän laajentaminen ympäristöllisiin ja sosiaalisiin näkökulmiin. 

Avainsanat: Avoin lähdekoodi, julkis-yksityinen yhteistyö, kestävyys, 
ohjelmistoekosysteemi, ohjelmistojohtaminen, VALO, vapaa ohjelmisto 
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13 

This dissertation explores the role of governance in improving the sustainability 
of free and open-source software (FOSS). The chapter begins by briefly describing 
the motivations for the research, defining important terms, and tracing their 
development. It then articulates the research questions.  The chapter concludes 
with an introduction to the structure of the remainder of the thesis. 

1.1 Background and Motivation 

Over the past two decades, sustainability has remained a critical, though 
sometimes latent, theme in FOSS research (Curto-Millet & Corsín Jiménez, 2023; 
Krishnamurthy et al., 2014; Maruping et al., 2019). Governance is central to the 
sustainability of FOSS projects, involving everything from day-to-day work 
coordination to long-term strategic planning (Chengalur-Smith et al., 2010; 
Harutyunyan & Riehle, 2021; O’Mahony & Karp, 2022).  

In the early 2000s, FOSS introduced a transformative alternative to 
traditional proprietary models, challenging established norms of software 
governance and collaborative work (O’Neil et al., 2021). It was perceived as a 
disruptive force capable of democratising software access, enabling individuals 
and small organisations to compete with large corporate entities. It became 
crucial to assess whether this novel governance model, which Demil and Lecocq 
(2006) termed ‘bazaar governance’, was viable and sustainable enough to coexist 
with—or even replace—traditional software development frameworks. 

As businesses began integrating FOSS with profit-driven models, 
understanding the impact of commercial involvement on FOSS sustainability 
became essential (West & O’Mahony, 2008). Over time, FOSS became mainstream 
and commercialised—a process Germonprez and Kendall (2013) describe as the 
‘domestication of FOSS’.  Today, FOSS is no longer simply an alternative; it has 
become fundamental to numerous critical systems, from web infrastructure to 
national security applications. Ensuring the sustainability of FOSS is vital to the 

1 INTRODUCTION 
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security, stability, and reliability of technologies that our economies and societies 
rely on. With governments and large corporations’ widespread adoption of FOSS, 
there is increasing interest in how to govern FOSS projects sustainably at scale. 

The motivations for studying FOSS sustainability and the role of 
governance within it have evolved over the years, reflecting broad changes in 
technology, business, and society. These shifts intersect with my journey with 
FOSS, which I began as a hobbyist attending international hacker community 
events before transitioning into a professional role in FOSS software 
development in 2006. These experiences have endowed me with practical 
insights into the importance of sustainable FOSS governance, complementing my 
academic research in the field. 

Today, there is a substantial body of research on FOSS governance (as 
reviewed by Markus, 2007; Aksulu & Wade, 2010; Crowston et al., 2011; 
Heimburg & Wiesche, 2022; Linåker et al., 2022). However, much of it remains 
compartmentalised, focusing on organisational, community, or ecosystem 
governance. This dissertation contributes by adopting a multi-level analysis of 
FOSS governance, examining how governance practices across the organisational, 
community, and ecosystem levels influence the sustainability of FOSS. By 
exploring the dynamics of these levels, this research provides a holistic 
perspective on how effective governance can enhance the sustainability of FOSS. 

1.2 Goal and Research Questions 

The goal of the study is to develop a comprehensive understanding of 
governance approaches in FOSS across the community, organisational, and 
ecosystem levels, as well as their impact on the sustainability of FOSS initiatives. 
The central research question guiding this study is as follows: 

RQ How do governance approaches across organizational, community, and 
ecosystem levels influence the sustainability of FOSS? 

Table 1 summarises how each article addresses governance across these three 
key levels. The table highlights whether each article’s emphasis on a particular 
governance level is primary or supplementary, thus illustrating how the research 
aligns with the overarching goals outlined in the research question. 

TABLE 1 Levels of FOSS governance addressed in each article 

Article Community gov-
ernance 

Organisational gov-
ernance 

Ecosystem govern-
ance 

I (& II) Primary Not addressed Supplementary 

III Supplementary Primary Supplementary 

IV Supplementary Primary Supplementary 

V Primary Supplementary Supplementary 

VI Supplementary Supplementary Primary 
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Each article also addresses a specific aspect of governance, focusing on key 
discussions in FOSS research relevant at the time of their publication. The specific 
research questions for each article are as follows: 

RQ-I How can legal, technical, and social considerations be addressed to 
ensure the sustainability of a new FOSS community during its 
establishment? 

RQ-II How can FOSS-based tools best facilitate the sharing and reuse of 
software architectural knowledge, thereby enhancing the sustainability 
of FOSS? 

RQ-III How can resource-constraint software SMEs govern FOSS-based 
innovation in a sustainable manner, particularly within the context of 
India? 

RQ-IV How do managerial attitudes shape the governance of FOSS-based 
innovation in software SMEs, and what are the sustainability 
implications of this? 

RQ-V How can a structured lifecycle management approach improve the 
sustainability of public sector FOSS communities? 

RQ-VI How do governance activities by orchestrators and keystone players 
influence the sustainability of FOSS ecosystems in the public sector 
context? 

These research questions collectively contribute to the overarching goal of 
understanding how governance approaches at various levels influence the 
sustainability of FOSS. 

1.3 Terminology 

This section introduces the terminology used in the dissertation and discusses 
some shifts that occurred during the research process. 

1.3.1 Definitions of Key Terms  

Free and open-source software (FOSS) is commonly defined as software 
published under a licence that allows anyone to access, modify, and share the 
software’s source code (Crowston et al., 2012; Osterloh & Rota, 2007; Schreiber, 
2023). It is important not to confuse free software with freeware, which refers to 
software that is available at no cost but for which access to the source code is not 
available (Wolfenbarger & Smith, 2023). While free software and open-source 
software refer to the same phenomenon, these terms carry distinct ideological 
connotations (Fortunato & Galassi, 2021). Although the historical and ideological 
differences between these terms will be discussed below, they are largely 
irrelevant to the focus of this study. Therefore, this thesis consistently uses a 
widely accepted abbreviation, FOSS (e.g., Carosone, 2017; Crowston et al., 2012; 
Fortunato & Galassi, 2021; Gasson & Purcelle, 2018; Poo-Caamaño et al., 2017). 
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Reflecting the time and forum of their publication, some articles in the 
dissertation use alternative terms, such as FLOSS (free/libre open-source 
software) or OSS (open-source software), synonymously.  

A FOSS project is a specific initiative to develop a software artefact that is 
made available with a FOSS licence. Such projects often originate from the needs 
of an individual or organisation, with the contributor base expanding over time 
(Franco-Bedoya et al., 2017; West & O’Mahony, 2008).  Each FOSS project is 
characterised by its unique governance structure, design principles, and 
collaboration tools, facilitating the management of contributions and the project’s 
long-term direction (Jensen & Scacchi, 2007; West & O’Mahony, 2008). 

A FOSS community is a collective of individuals who contribute directly to 
a specific FOSS project. Franco-Bedoya et al. (2017) described FOSS communities 
as the backbone of FOSS projects, taking care of their development, support, and 
maintenance. Although the term ‘community’ is used diversely in the FOSS 
literature, this thesis adopts a definition that is common in FOSS governance 
studies (e.g. Ljungberg, 2000; Riembauer et al., 2020; West & O’mahony, 2008), in 
which a FOSS community is comprised of individuals actively engaged in the 
work of a project. 

A FOSS ecosystem is defined herein as a set of organisations 
collaboratively developing software distributed under a FOSS licence. This 
definition builds on the FOSS definition mentioned above and the software 
ecosystem (SECO) definition of Manikas and Hansen (2013). These ecosystems 
are often underpinned by a common technology, such as an extendable software 
platform (Jansen, 2020; Manikas & Hansen, 2013). 1  In FOSS ecosystems, the 
technological platform is accessible under a FOSS licence, enabling unrestricted 
modification and redistribution (Kilamo et al., 2012). A well-known example is 
the Eclipse ecosystem, in which various stakeholders collaborate on development 
tools, programming frameworks, and libraries based on the core Eclipse platform 
(Belo & Alves, 2021; Stevens & Draxler, 2010). 

In FOSS and beyond, governance can be defined as a shared basis for 
authority (O’Mahony & Ferraro, 2007). As Shaikh and Henfridsson (2017) note, 
the term ‘governance’ in FOSS research typically refers to high-level principles, 
decision-making structures, and practical management aspects, such as work 
coordination.  In line with Markus (2007), Noni et al. (2011), and O’Mahony and 
Ferraro (2007), this dissertation adopts a broad perspective on FOSS governance 
that encompasses work coordination and everyday management. 

FOSS governance is examined at three levels: community governance, 
organisational governance, and ecosystem governance.  FOSS research has 
traditionally focused on community governance, examining decision-making 

 
1  Manikas et al. (2016) called software ecosystems based on shared technology ‘infrastruc-

ture-rooted’ but also acknowledged the existence of ‘actor-rooted’ and ‘business-rooted’ 
software ecosystems. This observation applies to FOSS ecosystems; for example, the 
Apache Software Foundation ecosystem is rooted in the interaction between actors in-
stead of a shared technology platform (Digkas et al., 2018). However, the FOSS ecosys-
tems studied in this dissertation could be best described as infrastructure rooted or plat-
form centric. 
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processes, conflict resolutions and work coordination within FOSS projects 
(Aksulu & Wade, 2010; Markus, 2007). However, newer studies have broadened 
the scope of research to include organisational and ecosystem perspectives. An 
organisational perspective focuses on how FOSS activities are managed within 
the organisation (Daniel et al., 2018; Harutyunyan & Riehle, 2021), and an 
ecosystem perspective investigates how governance influences the evolution of 
broader FOSS ecosystems (Kilamo et al., 2012; Poo-Caamaño et al., 2017).  

Sustainability can be generally understood as the capacity to sustain 
activity and productivity over time (Chengalur-Smith et al., 2010). Definitions of 
organisational sustainability vary, ranging from those narrowly focused on 
organisational survival and value creation to those encompassing social, 
economic, and environmental dimensions (Chengalur-Smith et al., 2010; Curto-
Millet & Corsín Jiménez, 2023). For the purposes of this dissertation, I adopt the 
narrower perspective. The primary goal of the FOSS community or ecosystem is 
to develop and maintain software products that deliver value to users and other 
stakeholders (Chengalur-Smith et al., 2010). Consequently, sustainability, within 
a FOSS context, is defined as the ability to continue producing and maintaining 
valuable software products over time. 

This basic definition of sustainability is enhanced by differentiating 
between infrastructural, resource-based, and interactional sustainability, in line 
with  Curto-Millet and Corsín Jiménez (2023). Resource-based sustainability 
refers to the capacity of FOSS projects to attract and manage various types of 
resources, including software assets, human resources, and financial 
contributions. Interactional sustainability refers to maintaining a positive and 
effective community dynamic in which participation aligns with the shared 
values and expectations within the community. Infrastructural sustainability 

refers to the capacity to maintain foundational structures and systems that 
provide essential support and stability for a project 2 . The most important 
structures are legal frameworks and digital tooling environments. 

1.3.2 Evolution of Terminology 

In this dissertation, terms are used consistently, as defined previously. However, 
across the set of included articles, the terminology is not entirely consistent, due 
to the long timespan of the research and some shifts in focus. I will explain the 
important terminological shifts in the following. 

The use of the term ‘community’ in FOSS research has evolved over time, 
and this evolution is reflected in the articles included in this dissertation. 
Sometimes, the term is used to encompass not only participants in a given FOSS 
project but, rather, all individuals or organisations involved in a FOSS-related 
ecosystem or movement. For example, Article I refers to ‘the Eclipse community’ 

 
2  The original definition of ‘infrastructural sustainability’ by Curto-Millet & Corsín Jimé-

nez (2023) encompasses a community’s internal infrastructure and strategic integration 
with broader ecosystems. This thesis concentrates on internal infrastructure at the com-
munity level. Additionally, all three types of sustainability are examined at the ecosys-
tem level. 
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to denote all entities interacting within the expansive Eclipse ecosystem. 
However, I adhere to a narrower definition of the FOSS community in this thesis.  
The purpose of this is to capture the difference between more tightly knit 
communities and broader ecosystems, in which the connections between 
participants are typically looser. 

While the term ‘governance’ is also mentioned in the original research 
articles, many of them predominantly use other terms, such as ‘hosting’ (Article 
I), ‘management’ (Articles III, IV, and V), and ‘orchestration’ (Article VI). These 
issues fall within the broad definition of governance typical of FOSS studies, as 
introduced above. Here, FOSS governance encompasses practical work 
coordination, managerial practices, and organisational structures. Thus, all the 
included articles contribute to the discourse on FOSS governance. The various 
governance dimensions will be further elaborated on in the literature review 
below. 

Originally, Articles I and II used the term ‘successful’ instead of the term 
‘sustainability’, which became popularised in FOSS research after their 
publication.  Article VI uses the term ‘health’ instead of ‘sustainability’ to 
describe a desirable state for a FOSS ecosystem. This choice was made at the time 
of publication to underscore an ecosystem perspective because most prior 
research on FOSS sustainability had been centred on individual projects.  It also 
underlined our aim of considering various dimensions of ecosystem well-being 
beyond prolonged existence. For this thesis, the term ‘sustainability’ seemed 
most fitting for encompassing the community, organisational, and ecosystemic 
perspectives. ‘Sustainability’ has been defined herein as continued productive 
activity, not merely continued existence (see 1.3.1), which is close to the definition 
of FOSS health provided in Article VI. The diverse understandings of ‘success’, 
‘sustainability’, and ‘health’ as goals of FOSS governance will be discussed below 
in the literature review. 

1.4 Structure of this Thesis 

The rest of this thesis unfolds over several chapters. Chapter 2 presents a brief 
history of FOSS and describes its essential elements, and Chapter 3 explores the 
existing academic literature on FOSS governance within communities, 
ecosystems, and organisations in depth. Chapter 4 describes the research design 
and methodology employed in this dissertation. Chapter 5 provides an overview 
of the articles included in this dissertation. Chapter 6 synthesises the findings of 
these articles, highlighting how governance mechanisms at various levels 
influence the sustainability of FOSS. Finally, Chapter 7 discusses the critical 
aspects of these findings, reflecting on their limitations, credibility, and 
relationship to the prior literature. The thesis concludes with Chapter 8, which 
summarises contributions to research and practice and outlines directions for 
future research.  
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This chapter introduces the most fundamental dimensions of FOSS identified by 
researchers (Medappa & Srivastava, 2020; West & O’Mahony, 2008): ideologies, 
licences, and the development process. While governance is also recognised as a 
fundamental dimension by West and O’Mahony (2008), it is the primary focus of 
this dissertation and will therefore be explored in detail in its own dedicated 
chapter. The discussion in this chapter will be presented in chronological order 
to highlight the historical evolution of research and practice. 

2.1 Competing and Complementary Ideologies 

The history of FOSS can be traced back to the early decades of computing (1950-
1960s). This era was characterised by a communal approach to software 
development, in which software was often developed collaboratively and shared 
openly among users and developers (Levy, 1984). The associated culture of 
openness, collaboration, and knowledge-sharing is often referred to as the 
‘Hacker Ethic’ (Himanen, 2004; Levy, 1984). This approach was encouraged 
because at the time, software was not seen primarily as a commercial product but, 
rather, as a tool with which to advance computing and research capabilities. 

The commercialisation of software began to take shape in the late 1960s and 
early 1970s, marked by significant events, such as IBM’s ‘unbundling’ decision in 
1969 (Ceruzzi, 2003). This decision separated the sale of software and services 
from hardware, reflecting a shift in the industry’s focus towards recognising 
software as a source of revenue in its own right (Fortunato & Galassi, 2021). This 
unbundling reflected an inevitable shift in the computer industry’s dynamics, 
which was influenced by the realisation that software development required 
significant effort and had considerable commercial potential (Ceruzzi, 2003) 

 

2 ESSENTIALS OF FREE AND  
OPEN-SOURCE SOFTWARE 
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When proprietary software development and distribution models became 
more prevalent, a hacker community began to push back against these changes 
(Elliott & Scacchi, 2008). This ethos led to the emergence of the free software 
movement in the 1980s. The movement was spearheaded by Richard Stallman, 
who had witnessed the shift towards proprietary software in his work at the 
Massachusetts Institute of Technology (MIT) and was concerned about the 
deterioration of the culture of sharing and improvement that had defined the 
early days of computing (Elliott & Scacchi, 2008). Stallman launched the GNU 
(GNU’s Not Unix3) project in 1983 to create a completely free Unix-like operating 
system (Bergquist et al., 2011). This project was not merely a technical effort but, 
rather, a moral quest to ensure users’ freedoms  (Bergquist et al., 2011).  

In 1984, Richard Stallman and fellow hackers founded the Free Software 
Foundation (FSF), a nonprofit organisation dedicated to offering legal, 
organisational, and financial backing for the development of free software, 
including the GNU Project, among others (Elliott & Scacchi, 2008). Since its 
inception, the FSF has championed free software for moral and ethical reasons, 
prioritising user freedom above mere technological benefits. (Fortunato & 
Galassi, 2021). The well-known phrase ‘Free as in free speech, not as in free beer’ 
was coined to dispel terminological confusion and highlight the core concern of 
the movement: not the cost of software but the essential freedom to utilise, alter, 
and share the software as a fundamental right (Elliott & Scacchi, 2008).   

The FSF defined the four essential freedoms that software must provide to 
its users (Ljungberg, 2000): 

• The freedom to run the program as the user wishes for any purpose 
(Freedom 0) 

• The freedom to study how the program works and change it so that it 
computes as the user wishes (Freedom 1) 

• The freedom to redistribute copies so that the user can help others 
(Freedom 2) 

• The freedom to distribute copies of the modified versions to others. By 
doing this, the user can give the entire community a chance to benefit from 
the implemented changes (Freedom 3) 

These freedoms can be considered an early definition of FOSS, laying the 
foundation for the open-source movement a decade later. While intertwined with 
the free software movement, the history of the open-source software movement 
has its own narrative. The term ‘open source’ was coined in the late 1990s to make 
the free software ideology more appealing to the commercial sector, emphasising 
the practical benefits of collaboration and transparency in software development 
over the ethical and philosophical considerations championed by the free 
software movement (Bergquist et al., 2011).  The essay ‘The Cathedral and the 
Bazaar’ (Raymond, 1997) articulated the advantages of open, collaborative 
software development models over traditional, hierarchical models. This essay 

 
3 Humorous, recursive acronyms were part of the hacker culture of the time (Theodoropou-

lou, 2008). 
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captured the essence of the emerging open-source philosophy and crystallised 
the distinction with earlier free software initiatives. 

Eric Raymond and Bruce Parents founded the Open-Source Initiative (OSI) 
in 1998 to promote the use and development of open-source software, 
underlining the efficiency, reliability, and innovation associated with open-
source development methods (Fortunato & Galassi, 2021; Wolfenbarger & Smith, 
2023). It also published the Open-Source Definition (OSD), which is not a licence 
but, rather, outlines the criteria that a software licence must meet to be considered 
open source (Perens, 1999). The OSD was adapted from the Debian Free Software 
Guidelines, which were based on the freedoms previously articulated by the Free 
Software Foundation: free redistribution, access to the source code, and the 
ability to modify and share software (Wolfenbarger & Smith, 2023).  However, 
they were rephrased in a manner that highlighted technical access and 
collaborative development, instead of user freedoms (Fortunato & Galassi, 2021) 

Around this time, the terms ‘FOSS’ (Free and Open-Source Software), 
‘F/OSS’ (Free/Open-source software), and ‘FLOSS’ (Free/Libre and Open-
Source Software) emerged as part of the broader dialogue within the software 
community about how to describe the best software that was both free, as in 
freedom, and open source (Fortunato & Galassi, 2021). Scholars adopted these 
abbreviations, which became used extensively in the academic literature (see, e.g., 
Amherst et al., 2007; Crowston et al., 2005; Scacchi, 2010). As explained by 
Fortunato and Galassi (2021), the aim of doing so was to bridge the ideological 
and philosophical divide between the free software movement, led by the FSF, 
and the open-source movement, represented by the OSI.  The term was chosen 
for this dissertation to respect the histories of both movements while 
acknowledging that their ideological differences are irrelevant to this study (see 
Section 1.3.1). 

The 2000s saw a significant increase in corporate engagement with FOSS 
(Elliott & Scacchi, 2008; Fitzgerald, 2006). Red Hat was one of the first firms to 
effectively monetise open-source software, with an operating system based on 
the Linux Kernel and GNU System components (Elliott & Scacchi, 2008). Other 
trailblazing companies that proved the practicality of open-source-centric 
business models include the Swedish MySQL AB, which developed one of the 
world’s most widely utilised open-source database engines (Fitzgerald, 2006). 
Gradually, FOSS evolved from its roots in volunteer hacking into a commercially 
viable, mainstream form (Bergquist et al., 2011; Fortunato & Galassi, 2021). The 
relative prominence of the two movements also shifted. The OSI’s practical 
approach gained mainstream traction, whereas the FSF’s ideology, which was 
deeply rooted in the original hacker culture, found its influence somewhat 
diminished in the face of evolving industry dynamics (Bergquist et al., 2011). 
However, the term ‘FOSS’ remains widely used to recognise the historical 
contributions and value of both movements to the evolution of the phenomenon 
(Carillo & Bernard, 2015). 
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2.2 Types of FOSS Licences 

FOSS licenses serve as legal frameworks that define the conditions under which 
software can be freely accessed, used, modified, and shared (Sen et al., 2011). 
These licences form the bedrock of the FOSS movement, and as discussed afore, 
the definition of what constitutes ‘free and open-source software’ is primarily 
determined by the type of licence under which the software is distributed 
(Crowston et al., 2012). In academic circles and beyond, FOSS licences are 
commonly segmented into three categories.  Lerner and Tirole (2005) were 
among the first to provide an in-depth academic analysis of these licence 
categories, naming them permissive, restrictive, and highly restrictive. The 
categories have not changed, but subsequent discussions have seen them 
relabeled as non-copyleft, weak copyleft, and strong copyleft (Sen et al., 2008, 
2011).  These can be seen as more neutral; many copyleft advocates view the term 
‘restrictive’ as mischaracterising their intent to maximise user freedoms.  

Non-copyleft licenses, such as the MIT License (Massachusetts Institute of 
Technology License) and BSD License (Berkeley Software Distribution License), 
are characterised by minimal requirements regarding the use, modification, and 
distribution of software (Lerner & Tirole, 2005; Sen et al., 2011). These licences 
allow the software and its derivative works to be incorporated into FOSS and 
proprietary software without requiring the source code to be disclosed or the 
derivative works to be distributed under the same license (Lerner & Tirole, 2005; 
Sen et al., 2011). Despite their revival in the late 1990s (Lerner & Tirole, 2005), 
these types of licences predate copyleft licences (Omar, 2005; Sinclair, 2010). They 
were initially developed at academic institutions to encourage software’s 
widespread use and adaptation by minimising legal barriers to redistribution 
and modification (Omar, 2005; Sinclair, 2010). 

Strong copyleft licenses, most famously the GNU General Public Licence 
(GPL), require that any modified versions of the licensed software or software 
incorporating copyleft-licensed components are released under the same 
licensing terms (Lerner & Tirole, 2002; Sen et al., 2011).  They were a response to 
the experiences of early FOSS projects, such as BSD Unix, which saw its code 
used in proprietary products with no contributions being made to the original 
project (Omar, 2005; Sinclair, 2010). The GPL was initially introduced in 1989 to 
ensure that all versions of GPL-licensed software remained freely accessible and 
that the freedom to use, modify, and redistribute the software remained intact 
(Elliott & Scacchi, 2008). Later, the GPL underwent several revisions, with version 
3 being released in 2007 to address new issues, such as patent retaliation (Finney, 
2009). Furthermore, the GNU Affero General Public License (AGPL), which was 
introduced in the same year as GPLv3, adapted to the era of cloud computing 
and SaaS (Software as a Service) by mandating that the source code be accessible 
to network users (MacDonald, 2013).  
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Weak copyleft licences, such as the Eclipse Public Licence (EPL) and the 
GNU Lesser General Public Licence (LGPL), seek a balance between non-copyleft 
and strong copyleft licenses, offering a middle ground that allows the licensed 
code to be integrated within proprietary projects under specific conditions 
(Lerner & Tirole, 2005; Sen et al., 2011). These licences mandate that any 
modifications to the FOSS code must be released under the same licence, but they 
uniquely permit linking this code with proprietary code (Lerner & Tirole, 2005; 
Sen et al., 2011). They are often utilised to enable proprietary extensions to FOSS 
platforms or the utilisation of FOSS libraries within proprietary software while 
still mandating that modifications to the platform or library itself adhere to the 
same licensing terms (Sen et al., 2008, 2011). The introduction of these licences in 
the late 90s reflects debates within FOSS communities about the best ways to 
promote software freedom while accommodating the practical needs of 
developers and businesses (Sen et al., 2011). 

Even though the FSF has traditionally favoured copyleft licences and the 
OSI has been more inclusive of non-copyleft licenses (Maruping & Matook, 2020), 
this ideological preference has not influenced the recognition of licences as either 
‘free’ or ‘open source.’ All widely recognised licences, including those referenced 
in this study, are classified as ‘free’ by the FSF (2024) and as ‘open source’ by the 
OSI (2024). Consequently, I use the term ‘FOSS licence’, in line with Fortunato 
and Galassi (2021), to encompass licences endorsed by both movements. 
Occasional disputes over nuances in less prevalent licences, such as the Open 
Watcom licence (Free Software Foundation, 2024), have marginal relevance to the 
themes explored in this dissertation. 

Licensing matters are not merely legal technicalities; they profoundly 
influence the growth, management, and ultimate success of FOSS projects. 
Numerous studies have scrutinised the effects of licence selection on project 
outcomes, highlighting both the advantages and drawbacks of copyleft and non-
copyleft licences. For example, it is recognised that a copyleft licence facilitates 
the attraction of high-quality contributions (Colazo & Fang, 2009; Sen et al., 2008, 
2011) and discourages the emergence of closed-source forks, which could 
jeopardise the sustainability of a FOSS project (Ciffolilli, 2004; MacDonald, 2013). 
Conversely, projects licensed under non-copyleft licences tend to garner more 
sponsorship and experience accelerated growth, allowing for diverse revenue 
models to thrive (Colazo & Fang, 2009; 2005; Stewart et al., 2006). 

A relatively recent study conducted by Maruping and Matook (2020) 
reinforces the abovementioned findings. It also delves deep into the intricate 
relationship between licence selection, governance structures, and ideological 
shifts within the FOSS movement. The authors highlight how the re-emergence 
of non-copyleft licences in the 1990s facilitated greater commercial involvement 
in FOSS, leading to the rise of FOSS governance models that blend elements of 
traditional corporate control with efforts to preserve the collaborative ethos 
inherent in the original movements (Maruping & Matook, 2020). They emphasise 
that the alignment between a project’s licence, its governance model, and the 
motivations of its contributors is critical to its success (Maruping & Matook, 2020).  
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2.3 Evolution of the FOSS Development Model 

Although the definition distinguishing FOSS from proprietary software concerns 
licencing, another crucial aspect of FOSS is its distinct development model 
(Crowston et al., 2012). Weber (2004) wrote, ‘The essence of open source is not 
the software. It is the process by which software is created’ (p. 56). The FOSS 
development process is characterised by open collaboration involving teams of 
organisationally and geographically dispersed developers. The perceptions and 
dynamics of the FOSS development model or models, in the plural, as authors 
now prefer, have evolved significantly over the decades. 

The foundational description of the FOSS development model was 
arguably articulated in the GNU Manifesto (Stallman, 1985).  This seminal work 
envisioned a paradigm in which software development was inherently 
collaborative, encouraging programmers to share their code and enhancements 
with the broader community freely. Central to the manifesto’s philosophy were 
the ethics and culture of hacking, as chronicled by Levy (1984). Levy (1984) 
highlighted the hacker community’s commitment to openly sharing knowledge 
to improve software and hardware collectively. These core principles established 
the philosophical bedrock for the FOSS development model, setting a framework 
for collaboration that, while not detailing specific mechanisms, inspired a new 
approach to software development (Lakhani & Wolf, 2003; Vainio & Vadén, 2012). 

In a subsequent development, Eric Raymond (1997; 1999) offered a more 
detailed examination of the pragmatics underpinning the FOSS development 
model. His famous essay (Raymond, 1997) described two software development 
models: the ‘cathedral’ model, which is  akin to traditional software development 
practices in which the code is developed in a centralised, hierarchical manner and 
released in carefully planned versions, and the ‘bazaar’ model, which represents 
the FOSS approach of open, collaborative development. Utilising the Linux 
operating system as a case study, Raymond (1997; 1999) argues that the bazaar 
model, with its open exchange and chaotic evolutionary progress, leads to more 
effective and rapid development cycles and produces higher-quality software. 
Furthermore, Raymond articulates several vital principles that are essential for 
the success of FOSS, including the importance of releasing early and often, 
leveraging user feedback, and the idea that ‘given enough eyeballs, all bugs are 
shallow’ (Linus’s Law). 

Like Raymond, early academic depictions of FOSS development (Fielding, 
1999; Ljungberg, 2000; Mockus et al., 2000; O’Reilly, 1999) portrayed projects as 
beginning with a single programmer tackling a small problem of personal 
interest. As the solution gained importance, the programmer would share it with 
others, leading to the engagement of new users in its ongoing development. 
These contributors offered code, documentation, bug reports, and translations, 
among other things, driven by a shared passion for technology, a commitment to 
software freedom, a desire for recognition, and/or the satisfaction of being part 
of a community creating something of value (Hars & Ou, 2002; Markus et al., 
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2000; Ye & Kishida, 2003). Volunteering was thus a foundational pillar and a 
defining characteristic of the early FOSS movement (Bergquist et al., 2011; 
Markus et al., 2000). 

As scholars sought to understand the groundbreaking phenomenon, the 
early 2000s also witnessed the emergence of more theoretical accounts of FOSS. 
Benkler (2002) expanded the conceptual understanding with the introduction of 
‘commons-based peer production.’  This paradigm highlighted how the creative 
energy of large numbers of people can be coordinated into large, meaningful 
projects, mostly without traditional hierarchical organisation or financial 
compensation. Concurrently, an analysis by Lerner and Jean Tirole (2002) delved 
into the economic principles underlying the FOSS development model, aiming 
to shed light on the motivations and structural dynamics that support it. 
Furthermore, Steven Weber’s (2004) book “The Success of Open Source” delved 
into the organisational dynamics and motivations behind open-source 
collaboration, comprehensively analysing its success factors. This period 
deepened the academic understanding of the FOSS development model, 
affirming it as a viable and potentially superior approach to software 
development. 

By the late 2000s, commercialisation was rapidly changing what scholars 
perceived as the FOSS development model. Brian Fitzgerald (2006) was among 
the pioneers who highlighted the transformation of FOSS, which was related to 
increased corporate involvement. He discussed how the FOSS development 
process had become more structured and less chaotic, with strategic planning 
and commercial interests being increasingly influential. Similarly, Langlois and 
Giampaolo Garzarelli (2008) noted that FOSS projects went beyond the binary 
characterisation of bazaars and cathedrals, embodying hybrid models that 
combined self-organising production with deliberate planning. Fitzgerald (2006) 
also outlined several characteristics of the OSS 2.0 era, including a move from 
generic platforms to specialised domains and the adoption of hybrid models that 
blended open-source and proprietary software elements. 

Over time, as the commercialisation and mainstreaming of FOSS continued 
and accelerated, the distinction between FOSS and proprietary software 
development models became blurred (Mäenpää, 2020; O’Neil et al., 2021) or at 
least less pronounced in certain respects. As part of the phenomenon that 
Germonprez et al. (2013) call the ‘domestication of open source’, many company-
driven FOSS communities have adopted corporate practices, such as license 
vetting and formal code reviews (Germonprez et al., 2013; Mäenpää et al., 2016; 
Medappa & Srivastava, 2020; Schaarschmidt et al., 2015). The proportion of paid 
developers grew, and the role of volunteering diminished over the years (Carillo 
& Bernard, 2015). The portion of paid developers varies significantly from one 
project to another (O’Neil et al., 2021), but for example, paid professionals 

contributed over 85% of Linux Kernel development by 2017 (Corbet & Kroah‐
Hartman, 2017).  Meanwhile, a few large FOSS communities, such as Debian 
(O’Neil et al., 2021), and many small ones, such as Pearl/Raku (Hariharan, 2023), 
have remained volunteer-driven. 
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However, the influence has been bidirectional, with FOSS development 
models also influencing proprietary ones. Co-developing solutions with other 
stakeholders has become commonplace in proprietary settings (Franco-Bedoya 
et al., 2017; Kilamo et al., 2012). This relates to the growing prevalence of 
ecosystem-oriented thinking in software production, in which all software 
ecosystems inherently involve a degree of openness, which is typically achieved 
through interfaces, necessitating inter-organisational cooperation (Franco-
Bedoya et al., 2017; Kilamo et al., 2012). Additionally, many companies have 
embraced FOSS practices for their own proprietary software development, a 
phenomenon known as ‘inner sourcing’ (Buchner & Riehle, 2023; Capraro & 
Riehle, 2016).  This is connected with the use of tools such as Git and Jenkins, 
which are rooted in FOSS principles, offering an open, collaborative, and efficient 
development process (Armenise, 2015; Capraro & Riehle, 2016; Kalliamvakou et 
al., 2015). 

Kilamo et al. (2020) describe a trend in which FOSS and proprietary 
software models converge and swap attributes. They note that projects initially 
adopting a decentralised, bazaar-style approach tend to evolve into more 
structured, cathedral-like models with growth and increasing commercial 
interest. Conversely, initially, closed-source projects increasingly adopt the 
bazaar model to diversify their contributor base (Kilamo et al., 2020).  Several 
authors (e.g., Carillo & Bernard, 2015; Mäenpää et al., 2016; O’Neil et al., 2021) 
encourage other researchers to pay attention to the current diversity of FOSS 
development and governance models, which comprise a variety of practices 
influenced by factors such as project scale, community objectives, and a project’s 
evolutionary history. 

In summary, this chapter has traced the historical developments in FOSS 
ideologies, licensing, and development models, which have fundamentally 
shaped how FOSS projects are governed. The ideological foundations of the FOSS 
movements influence the values that guide governance decisions, such as 
freedom, transparency, and collaboration. The evolution of licensing practices 
establishes the legal frameworks that govern software use, modification, and 
distribution, directly impacting project control and contributor participation. 
Additionally, the development models reflect various governance structures and 
practices, ranging from decentralised, community-driven projects to more 
formalised, corporate-influenced models. By reviewing these elements, I have set 
the stage for the next chapter, in which I will present a literature review on FOSS 
governance, the key focus of this dissertation. 
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This chapter reviews the existing literature on FOSS governance. The literature 
review was carried out through a combination of database searches and the 
snowballing method (Jalali & Wohlin, 2012). Initially, 56 key sources were 
identified using searches 4  on the Web of Science, Google Scholar and the  
Association of Information Systems Electronic Library (AISeL). The literature 
base was expanded via backward snowballing (recursively examining reference 
lists) from newer articles and forward snowballing (examining citing articles) 
from a few older articles. Some sources were also included based on prior 
knowledge, the bibliographies of articles included in this dissertation, and AI-
generated suggestions. 

 The review results are organised into subsections on community 
governance (3.1), corporate governance (3.2), and ecosystem governance (3.3). 
Lastly, the literature on sustainability as a governance goal is reviewed in Section 
3.4. Section 3.4 provides the critical foundation for how the results of this thesis 
are subsequently presented. 

3.1 FOSS Community Governance 

This section reviews the literature on FOSS community governance. In defining 
it, I turn to Markus (2007), who described it as “the means of achieving the 

 
4 The search terms included various combinations of ‘FOSS’, including variations such as 

‘FLOSS’ and ‘open source’; ‘governance’, including related terms such as ‘management’, 
‘orchestration’, and ‘coordination’; and ‘sustainability’, including related terms such as 
‘success’ and ‘health’. Some searches were time limited to focus on recent articles. The 
searches led to a very large number of articles, and not all results were relevant.  For ex-
ample, some articles focused on using ready-made FOSS products for government agen-
cies or on 'open source governance' as the application of open source principles in pub-
lic administration rather than on the governance of FOSS communities or ecosystems. 
Articles that provided significant insights into the focus areas of the dissertation or were 
frequently cited within the FOSS governance literature were prioritised for inclusion. 

3 FOSS GOVERNANCE WITHIN COMMUNITIES, 
ECOSYSTEMS, AND ORGANISATIONS  
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direction, control, and coordination of wholly or partially autonomous 
individuals and organisations on behalf of an OSS development project to which 
they jointly contribute” (p. 152). The first part, 3.1.1, provides a historical 
perspective, while the actual literature review, conducted using the method 
explained at the beginning of the chapter, is presented in subsections 3.1.2 and 
3.1.3. 

3.1.1 Early Research on FOSS Governance  

Contrary to the perceptions of chaos sometimes associated with the bazaar 
metaphor, early FOSS communities already employed forms of governance. 
Markus et al. (2000) wrote, “Despite the clear potential for chaos, open-source 
projects are often surprisingly disciplined and successful through the action of 
multiple, interacting governance mechanisms” (p. 14).  This observation was 
supported by Gallivan (2001), who made a comprehensive content analysis of 
then-published case studies of FOSS projects.  The studies revealed many forms 
of control being practiced. Some were explicit, such as the rules and norms stated 
in FAQs, and others were implicit, such as emphasising an individual’s 
professional reputation.  Gallivan (2001) argued that FOSS projects rely more 
heavily on explicit forms of control than trust to regulate contributor behaviour 
and ensure project success. 

Ljungberg (2000) was among the first to recognise various types of 
governance structures among FOSS communities, including the benevolent 
dictatorship, rotating dictatorship, and voting committee. The most prevalent 
model at the time, benevolent dictatorship, was characterised by a single leader—
often the project’s founder—who retained the final say on key project decisions 
while negotiating with community members. The rotating dictatorship model 
extended the benevolent dictatorship by periodically changing the leader, thus 
distributing responsibilities and decision-making power more evenly among key 
contributors. The voting committee model represented a democratic approach to 
decision-making, with co-developers participating in decisions through a voting 
system. For example, the Apache project used email-based voting with minimal 
quorum consensus. 

Theoretical accounts of the FOSS phenomenon, such as the previously 
mentioned works of Weber, Benkler and Raymond (see Section 2.3) have argued 
that FOSS governance is not merely a variation on existing forms of governance 
but, rather, represents an entirely new structure characterised by a decentralised, 
non-hierarchical approach that leverages collective intelligence. A few years later, 
Demil et al. (2006) also described ‘Bazaar governance’ as an entirely new 
governance structure that diverged from traditional market, firm, and network 
governance structures by being grounded in a specific contract, that is, the FOSS 
license. As also noted by Shaikh and Henfridsson (2017), early theoretical 
discussions can give the impression that FOSS governance is somewhat 
monolithic, likely because of the need to underline FOSS governance as 
something radically new and contrast it effectively with other forms of 
governance. 
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3.1.2 Recognition of Various Governance Models 

However, the governance of FOSS soon came to be recognised as a 
multidimensional phenomenon. As FOSS projects grew and aged, scholars (e.g. 
Amherst et al., 2007; De Laat, 2007; Lattemann & Stieglitz, 2005) observed that 
their governance models evolved as they matured, following a discernible 
trajectory. Lattemann and Stieglitz (2005) analysed the changes in governance 
practices that occurred as FOSS projects went through the four lifecycle phases: 
introduction, growth, maturity, and decline/revival. In turn, de Laat (2007) 
divided the evolution of FOSS community governance into three phases: 
spontaneous, internal, and external governance. In the first phase, governance is 
informal and heavily relies on a close-knit community’s shared norms, values, 
and work practices. Moving into the second phase, formal governance 
mechanisms are introduced, and their primary purpose is to coordinate and 
improve efficiency within larger communities. The third phase witnesses the 
further formalisation and codification of governance practices, which is primarily 
driven by the involvement of external parties. 

As FOSS underwent commercialisation (see Section 2.3), the governance 
practices within FOSS projects gradually evolved a more formalised structure, 
marking the transition to the third phase outlined by De Laat (2007). However, 
alongside this evolution, significant other changes emerged. O’Mahony (2007) 
observed that many FOSS communities that are now commercially sponsored no 
longer operated solely under community management, nor could they be 
described as self-governed. The authors emphasised the importance of FOSS 
researchers differentiating between purely community-managed governance 
and hybrid forms, which amalgamate community-driven and corporate or 
institutional-driven approaches. An article by West and O’Mahony (2008) further 
highlighted the differences between what they called ‘autonomous’ and 
‘sponsored’ FOSS communities. Research on FOSS governance increasingly 
focused on these sponsored or hybrid communities, which aimed to combine the 
benefits of FOSS with proprietary ownership and control (Aksulu & Wade, 2010; 
Shah, 2006). 

Markus (2007) also identified the multifaceted nature of FOSS community 
governance, arguing that it is configurational. Based on a literature review, he 
proposed six dimensions of FOSS governance, encompassing rules on asset 
ownership, project chartering, community management, software development 
processes, conflict resolution, and information/tools management. Tulio and 
Staples (2011) applied these six dimensions to various real-world FOSS projects 
and, as a result, distinguished between three distinct configurations of FOSS 
governance: open, authoritarian, and defined. Open communities are 
characterised by a decentralised nature and informal or non-existent 
management structures. In contrast, authoritarian communities mirror the 
benevolent dictatorship model identified by Ljungberg (2000) and others (e.g. 
Antikainen et al., 2007), featuring centralised control. Defined communities, 
meanwhile, are marked by formal management and decision-making processes. 
In line with de Laat’s (2007) evolutionary model, the introduction of formal 
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governance mechanisms is related to communities maturing and growing.   More 
mature or defined forms of governance are typically supported by a FOSS 
foundation. It has since been noticed, however, that the exact role assumed by a 
foundation varies extensively from one FOSS community to another (Izquierdo 
& Cabot, 2018; Luis et al., 2020). 

In their work building both on de Laat (2007) and Markus (2007), Noni et al. 
(2012) proposed four FOSS governance configurations: ‘open-source-based 
governance’ (a somewhat counterintuitive term considering all four 
configurations are within the open-source world), ‘tolerant dictatorship’, 
‘collective governance’, and ‘sponsored governance’. Collective governance and 
tolerant dictatorship roughly mirror the ‘open’ and ‘authoritative’ models 
identified by Di Tullio and Staples (2013). The two other models relate to 
situations in which communities mature and formal governance structures are 
established, which are described as ‘external governance’ by De Laat (2007) and 
‘defined’ governance by Tulio and Staples (2013). According to Noni (2012), 
governance trajectories can diverge upon reaching this phase. FOSS communities 
may adopt an open-source-based model, in which leadership is institutionalised, 
democratic, and distributed, or a sponsored model, in which elements from 
traditional institutional governance are incorporated to achieve the strategic 
goals of commercial sponsors. This confirmed earlier notions (e.g., O’Mahony, 
2007; West & O’mahony, 2008) that company-driven FOSS projects often have a 
different governance structure than volunteer-driven projects.  

Shaikh and Henfridsson (2017) argued that despite recognising multiple 
governance configurations, most articles still assume a singular authoritative 
structure underlying FOSS community governance. Through a comprehensive 
literature review, they classify FOSS governance studies into three categories: 
those assuming libertarian, collectivist, or centralised authoritative structures. 
Centralised authority research (e.g., Dahlander & O’Mahony, 2010; Di Tullio & 
Staples, 2013; Weber, 2004) highlights a core group’s leadership and decision-
making, which are endorsed by others as long as they align with community 
standards. Libertarian authority research (e.g. De Laat, 2007; Fitzgerald, 2006; 
Gallivan, 2001; Howison & Crowston, 2014; Noni et al., 2011) focuses on 
individual freedom, advocating for equal autonomy and expression among all 
members. Meanwhile, collective authority research (e.g., Fielding, 1999; 
Hemetsberger & Reinhardt, 2009; O’Mahony & Ferraro, 2007) emphasises the 
community’s collective good, highlighting the fact that governance should reflect 
the majority’s needs and benefits. 

3.1.3 Motivating and Coordinating Work in FOSS Communities  

Markus (2007) categorised FOSS governance research of from the early 2000s into 
two subthemes: solving collective action dilemmas and coordinating 
collaborative work. He also pondered then-emerging studies of developer 
climate and motivation as a potentially new subtheme. However, with hindsight, 
these can also be viewed as extensions to the first subtheme, collective action 
dilemmas. In this section, I will present resolving collective action dilemmas and 
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practical work coordination as separate subthemes of FOSS community 
governance research.  

3.1.3.1 Resolving Collective Action Dilemmas 

A significant research topic within the theme of resolving social action dilemmas 
is how various governance models and mechanisms influence the initial and 
sustained motivations of contributors (Franck & Jungwirth, 2003; Linåker et al., 
2018; Lumbard, 2018, Mäenpää, 2020; Riehle et al., 2014; Von Krogh et al., 2012). 
This is a recurring theme in FOSS research because governance plays a crucial 
role in influencing contributor motivation. Governance can offer private benefits, 
such as improved professional reputation, technological control, or learning 
opportunities, but perhaps even more importantly, it can establish a working 
environment that respects the intrinsic, collectivist motivations of contributors 
and is aligned with their ideological beliefs (Daniel et al., 2018; Linåker & 
Runeson, 2020; Mäenpää, 2020; Von Krogh et al., 2012).  

If FOSS community governance fails to engage developers effectively, this 
may result in the premature abandonment of the project or the neglect of essential 
but less appealing maintenance tasks (English & Schweik, 2007; Linåker et al., 
2018a; Von Krogh et al., 2012). This has often happened, prompting researchers 
to argue that, in the context of FOSS, the ‘tragedy of the commons’ is related to 
underproduction rather than the depletion of resources (Amherst et al., 2007; 
English & Schweik, 2007). 

In the context of the developer motivation and emotional climate in the 
FOSS community, interpersonal trust is frequently mentioned (Dabbish et al., 
2012; Orsila et al., 2009; Sajadi et al., 2023; Sapkota et al., 2019). Community trust 
plays a crucial role in attracting new contributors and keeping them engaged 
(Dabbish et al., 2012; Lane et al., 2004; Orsila et al., 2009). Research has explored 
the factors influencing trust (Alarcon et al., 2020; Antikainen et al., 2007) and how 
trust manifests in FOSS projects (Sajadi et al., 2023; Sapkota et al., 2019). The 
manifestations of mistrust have also been studied (Miller et al., 2022). 

In company-driven FOSS projects, sustaining the motivation of volunteers 
is closely related to the challenges of bridging the often-conflicting interests 
between volunteer developers and companies (Bonaccorsi & Rossi, 2005; Capra 
et al., 2008, 2011; Dahlander & Magnusson, 2006; O’Mahony & Bechky, 2008; 
Riehle et al., 2014). It has been observed that the increasing involvement of 
companies influences FOSS governance in ways that are not always favourable 
from the community’s perspective (Dahlander & Magnusson, 2005; 2006; Daniel 
et al., 2018; Yu, 2020). Finding the appropriate balance between openness and 
freedom, which sustains the motivation of external participants, and control, 
which enables the appropriation of private profit, has been recognised as a key 
governance challenge in sponsored FOSS communities (Capra et al., 2011; Noni 
et al., 2011; O’Neil et al., 2021; Shah, 2006; West & O’Mahony, 2008; Zhang et al., 
2022). This is closely related to corporate FOSS governance, which will be 
discussed below. 
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3.1.3.2 Work Co-ordination and Quality Assurance 

Within the theme of work coordination, many questions are related to how the 
work is distributed among developers in FOSS projects (Crowston et al., 2005; 
Dahlander & O’Mahony, 2010). Traditionally, volunteer contributors to FOSS 
projects select tasks based on their interests and skills, with prioritisation 
primarily being determined through community discussions (Crowston et al., 
2012; den Besten et al., 2008; Jensen & Scacchi, 2005; 2007). This process is enabled 
by modular software architecture and collaborative tools, such as mailing lists, 
forums, and issue trackers (Crowston et al., 2012; Dinh-Trong & Bieman, 2005; 
Langlois & Giampaolo Garzarelli, 2008). However, with the maturation and 
growth of FOSS projects, work coordination practices have also evolved (Aksulu 
& Wade, 2010; Germonprez et al., 2013; Scacchi, 2010; Scholtes et al., 2016). 

In response to these changes, research attention has been directed towards 
a work-coordination approach known as ‘open superposition’, which helps to 
maintain developer autonomy in large and complex projects (Howison & 
Crowston, 2014; Li et al., 2020; Maruping & Matook, 2020; Medappa & Srivastava, 
2019). Open superposition involves layering sequential, individual, and 
motivationally independent contributions over time and relies on strategically 
deferring complex tasks (Howison & Crowston, 2014; Li et al., 2020). This 
gradually develops a cumulative artefact with increasing functionality and 
complexity (Howison & Crowston, 2014; Li et al., 2020). Open superposition 
differs from traditional software development approaches, which prioritise 
collaborative and simultaneous task execution through modular design and 
typically address complexity upfront (Howison & Crowston, 2014; Li et al., 2020).   
It has been found to increase the project’s attractiveness among developers 
(Medappa & Srivastava, 2019), thus also touching on collective action dilemmas. 

On the other hand, in some FOSS projects, the increased involvement of 
companies and the growing number of paid developers have led to the adoption 
of more authoritative work coordination mechanisms, which prioritise control 
and predictability over developer autonomy (Aksulu & Wade, 2010; O’Neil et al., 
2021; Scacchi, 2010). This shift involves introducing formal work assignment 
processes and structured project management practices, such as sprints 
(predefined development cycles) and road maps (Germonprez et al., 2013; 
Kilamo et al., 2012; Riehle et al., 2014). 

Another important work coordination issue is quality assurance. The peer 
review of code through pull requests (PRs) is a standard practice in which project 
maintainers or other contributors evaluate contributions before they are merged 
(Crowston et al., 2005; Yu et al., 2016). Mechanisms relating to the evaluation and 
lifespan of pull requests in FOSS have received significant research attention (e.g., 
Alami et al., 2020; Jiang et al., 2019; Moreira Soares et al., 2021; Terrell et al., 2017; 
Yu et al., 2016). Alami et al. (2020) proposed three PR governance styles: 
protective, lenient, and equitable. They examined each style’s underlying beliefs 
and norms and the relationship between merits and social connections in the PR 
acceptance process. The authors concluded that despite their fundamental 
differences, all PR governance models are intended to ensure code quality and 
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the software’s evolution per the community roadmap.  They also note that PR 
governance styles have a non-straightforward relationship with the overall 
governance style of the community. 

Shaikh and Henfridsson (2017) demonstrate that various coordination 
processes co-exist and overlap, reflecting the multiplicity of authority structures 
within a single project. Based on a literature review and a single case study of 
Linux Kernel’s development, four coordination mechanisms are established as 
follows (ibid): Autocratic clearing involves a singular point of entry and exit for 
contributions, making the central figure a ‘clearing house’ for all changes.  In 
oligarchic recursion, a group of trusted individuals essentially acts as a bridge 
between the general contributor base and the central figure(s), which is critical in 
integrating code obtained from contributors, managing patches, and resolving 
implementation details. Federated self-governance grants autonomy to sub-
projects within the larger project, as exemplified by the semi-autonomous 
management of different branches of the Linux Kernal project. Meritocratic idea-
testing promotes an environment in which contributions are collectively and 
transparently evaluated on their merits, regardless of the contributor’s status 
within the community. They argue that a single project may contain different 
coordination mechanisms, with some of these supporting centralised or 
decentralised authority structures. 

3.2 Organisational FOSS Governance 

Early scholars quickly recognised the significance of companies developing well-
considered strategies for engaging with FOSS. In the nascent literature on FOSS, 
various critical factors, such as business models and licensing, were thoroughly 
discussed (e.g., Hecker, 1999; Lerner & Tirole, 2005; Välimäki, 2002; West, 2003). 
Subsequently, a series of studies delving into the intersection of corporate 
interests and FOSS communities emerged (e.g., Dahlander & Magnusson, 2005; 
2006; O’Mahony, 2007; West & O’Mahony, 2008). An improved understanding of 
corporate FOSS governance has been attained through the application of 
established management theories, such as the resource-based view (Alexy et al., 
2018; Ghapanchi et al., 2014; Schoder et al., 2019) and institutional theory (Marsan 
et al., 2012; Nevo & Chengalur-Smith, 2017).Today, organisational or ‘corporate’ 
FOSS governance is a solidified research field that focuses on the practices 
organisations implement to effectively manage their FOSS engagements 
(Harutyunyan & Riehle, 2021; Lundell et al., 2017). 

The popularisation of open innovation theory (Chesbrough, 2003; 2004) has 
significantly influenced the study of organisational FOSS governance. The theory 
underscores the importance of absorbing external ideas and technologies to 
enhance internal innovation processes (outside-in processes) and, on the other 
hand, bringing internal ideas and technologies to market through external 
channels (inside-out processes). The original theory leaned heavily on a well-
regulated intellectual property (IP) regime, envisioning IP as a commodity to be 
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traded in the market. While Chesbrough (2017) never embraced the connection, 
other scholars, such as West and Gallagher (2006) and Henkel (2006), identified 
FOSS as a unique manifestation of open innovation. Following this, companies 
were encouraged to weave FOSS into their internal innovation management 
processes. This integration became a focus of scholarly inquiry into how 
organisations can capitalise on FOSS to drive innovation while navigating its 
inherent challenges (Faridian, 2023; Schreieck et al., 2023; Tang et al., 2021).  

Recent research by Harutyunyan (2022) categorised corporate FOSS 
governance into four subfields: general governance, supply chain governance, 
inbound governance, and outbound governance. General FOSS governance 
pertains to overarching FOSS policies and organisational structures, such as 
open-source program Offices (see, e.g., Munir & Mols, 2021). Supply chain 
governance ensures that suppliers’ FOSS policies are aligned with the company’s 
(Harutyunyan, 2019; 2020). The inbound and outbound governance subfields, 
which appear to draw from open innovation theory, are commonly employed in 
FOSS governance research.  Their contents are further examined in the following 
paragraphs. 

Studies on inbound FOSS governance (e.g.,  Harutyunyan & Riehle, 2019; 
Lundell et al., 2017; Petersen et al., 2018) examine how organisations integrate 
open-source components into their proprietary software projects and the 
methodologies used in selecting FOSS components (Harutyunyan & Riehle, 2019; 
Spinellis, 2019), compliance with open-source licensing (Alspaugh & Scacchi, 
2010; Fendt & Jaeger, 2019; Gangadharan et al., 2012), and strategies for 
managing security vulnerabilities (Cowan, 2023; Wang et al., 2019). It is noted 
that while FOSS components may initially appear to be cost free, further 
assessment reveals indirect financial costs, operational challenges, and strategic 
complexities, necessitating effective corporate governance practices 
(Harutyunyan, 2019). 

Research on outbound FOSS governance addresses processes and policies 
via which organisations can contribute to FOSS projects or release their products 
in open-source form. This includes decisions regarding project open-sourcing 
(Alamer & Alyahya, 2017; Jansen et al., 2012), licensing choices (MacDonald, 2013; 
Scacchi & Alspaugh, 2012; Stewart et al., 2006), and community engagement 
strategies (Gençer & Oba, 2011; Bergquist et al., 2011; Linåker et al., 2018; 
Maruping et al., 2019). As emphasised by Schaarschmidt et al. (2015), outbound 
contributions to FOSS development are investments, for which there must be 
returns. Consequently, much research has focused on FOSS business models 
(Duparc et al., 2022; Krishnamurthy, 2005; Shahrivar et al., 2018; Thomas et al., 
2017). Today, they are often based on developing FOSS platforms and benefiting 
from surrounding ecosystems (Duparc et al., 2022). Business models influence 
governance structures: some depend on broad external participation, while 
others benefit from maximum control over the core platform (Duparc et al., 2022). 

In a commercial setting, all outbound FOSS processes necessitate a degree 
of control over the relevant community or ecosystem (Schaarschmidt et al., 2015). 
Well-resourced companies may establish their FOSS communities or ecosystems 
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by open-sourcing previously closed products, as seen with IBM’s Eclipse and Sun 
Microsystems’s OpenOffice (Joo et al., 2012). Another approach involves 
companies investing in existing ecosystems and gradually increasing their 
influence within them (Schaarschmidt et al., 2015). Studies have examined both 
scenarios: companies launching entirely new FOSS collaborations (Belo & Alves, 
2021; Kilamo et al., 2012; West & Wood, 2013) and companies gradually gaining 
control by participating in pre-existing FOSS communities (Schaarschmidt et al., 
2015; Zhang et al., 2022; Zhou et al., 2016). The mechanisms via which companies 
influence existing FOSS communities often involve human resource tactics, such 
as hiring influential community members or having employees contribute to the 
community to gain influence (Daniel et al., 2018; Schaarschmidt et al., 2015). 

However, companies can also undermine the community by exerting 
disproportionate influence on the project’s direction, often prioritising their own 
business interests over those of the community (Butler et al., 2022; Lundell et al., 
2017; Zhang et al., 2022; Zhou et al., 2016). This can leave projects particularly 
vulnerable if a company later withdraws its support. In their seminal article, 
Dahlander and Magnusson (2006) developed a typology of firm–community 
relationships, identifying symbiotic, communalistic, and parasitic approaches. 
Subsequent literature (Daniel et al., 2018; Zhang et al., 2020, 2022; Zhou et al., 
2016) consistently shows that corporate involvement in FOSS communities can 
impact their sustainability positively or negatively, with the direction of impact 
being largely dependent on corporate governance decisions, namely how 
companies choose to engage.  

While most research on organisational FOSS governance has focused on 
commercial companies (Linåker et al., 2023), public sector FOSS governance has 
also been addressed. Most studies on FOSS governance in public sector 
organisations have traditionally focused on inbound factors, particularly 
adoption factors, which have been thoroughly reviewed by Sánchez et al. (2020). 
The role of public procurement practices in FOSS adoption has also been 
analysed recently (e.g., Lundell et al., 2021). Fewer studies have focused on 
outbound FOSS governance, such as how public sector organisations can 
produce FOSS. For example, there are studies on how public sector organisations 
govern involvement in a particular FOSS project (e.g., Feldman & Horan, 2011; 
Gamalielsson et al., 2021) and how national policy frameworks influence the 
readiness of public sector organisations to produce FOSS (Blind et al., 2021; 
Favario, 2023; Scott & Rung, 2016). Mergel (2015) and Viseur and Jullien (2023) 
studied how government agencies share code within a broader network. The 
scarcity of research on outbound FOSS governance may stem from the fact that 
public sector organisations have only recently shifted from being mere 
consumers of FOSS to also being producers, as described by Favario (2023). 
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3.3 FOSS Ecosystem Governance  

As ecosystems gained prominence in explaining modern software production, 
the study of FOSS governance increasingly shifted to examining ecosystems 
rather than individual projects (Franco-Bedoya et al., 2017; Jansen, 2014). A 
considerable portion of the research on FOSS ecosystem governance is now 
situated within broader examinations of software ecosystems (Manikas, 2016) 
and digital platform ecosystems (Hein et al., 2020). This trend likely mirrors the 
diminishing distinction between FOSS and proprietary production (see Section 
2.3), a phenomenon that is particularly pronounced within the ecosystem 
framework. However, several attributes rooted in platform openness continue to 
differentiate FOSS ecosystems from other software ecosystems (Alves et al., 2017). 

Regarding the definition of FOSS ecosystem governance, we turn to van 
Angeren et al. (2013), who describe software ecosystem governance as “the use 
of strategic procedures and processes to control, maintain, or change the 
ecosystem” (p. 4). Van Angeren et al. (2016) add that a software ecosystem’s 
governance encompasses technical and business aspects, including managing the 
software platform and its interfaces and defining business and partnership 
models. Many authors use the terms ‘ecosystem orchestration’ and ‘ecosystem 
governance’ interchangeably (Bazarhanova et al., 2018; Manikas, 2016;Alvet et al., 
2017).  Some, like Mukhopadhyay and Bouwman (2019), seem to imply a subtle 
distinction, with ecosystem governance referring to the overarching design and 
meta-organisation and orchestration focusing on practical coordination 
processes. Given my broad definition of governance (see Section 1.3), I consider 
practical coordination activities to be part of ecosystem governance. 

Software ecosystems, which are akin to other digital platform ecosystems, 
are essentially comprised of a platform owner (the orchestrator, focal firm, or 
keystone), complementors, and end-users (Heimburg & Wiesche, 2022; Manikas 
& Hansen, 2013). The platform owner manages and develops the software 
platform, setting the stage for complementors, who, driven by their own 
motivations, join the ecosystem to enhance the platform with their products or 
services (Autio, 2022). End-users leverage these offerings to meet their needs.  
While this simplified triad can also characterise the structure of FOSS ecosystems, 
there are notable differences. Unlike most proprietary software ecosystems, FOSS 
ecosystems often feature multiple platform owners (e.g., Hein et al., 2020; Jansen, 
2014; Karger, 2023). Orchestration is often delegated to a foundation, although 
the extent of involvement on the part of FOSS foundations varies considerably 
(Izquierdo & Cabot, 2018; Luis et al., 2020). Free and open-source software 
projects also have various types of complementors, with some contributing 
directly to platform development (Müller et al., 2019; Teixeira et al., 2015).   

Building on an extensive literature review, Hein et al. (2020) identify three 
governance models for digital platform ecosystems: centralised, consortia, and 
peer-to-peer. The centralised model places control in the hands of a single key 
player, such as Facebook or Apple, and it is typically associated with proprietary 
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ecosystems.  FOSS ecosystems can also be governed centrally, as arguably 
exemplified by projects under the Qt group (Carillo & Bernard, 2015; Kilamo et 
al., 2012). However, the two other models are more common in FOSS ecosystems. 
In the ‘consortia’ model, multiple key players share ownership and decision-
making responsibilities. Hein et al. (2020) illustrate this with the example of the 
open-source Cloud Foundry project, in which prominent technology companies, 
such as Cisco, SAP, Dell. IBM, and VMware, collaboratively oversee the 
ecosystem through a dedicated foundation. The peer-to-peer model disperses 
control and decision-making authority across various stakeholders. Due to its 
highly decentralised decision-making structures (Zanotti & Vélez, 2020), the 
Gnome ecosystem may be considered an example of peer-to-peer governance. 

Jansen (2020) developed a maturity model for software organisations to use 
in assessing and refining their ecosystem governance, which has been validated 
through case studies encompassing proprietary and FOSS ecosystems. The 
author suggests that large-scale, industry-friendly FOSS platforms are managed 
similarly to closed platforms, a conclusion stemming from their empirical 
investigation focusing on industrially driven FOSS ecosystems, such as Eclipse 
and Android. Although these ecosystems are formally associated with a 
consortium governance model, a single company (IBM for Eclipse and Google 
for Android) will significantly dominate the others (Bettenburg et al., 2015; 
Mizushima & Ikawa, 2011). 

However, studies on other large-scale, industry-supported FOSS 
ecosystems, such as Apache (Gharehyazie et al., 2015; Wang et al., 2023), 
OpenStack (Zhang et al., 2020; 2022), and Gnome (Oliveira & Alves, 2021; Zanotti 
& Vélez, 2020) have found that they operate without the control of a single 
company, unlike Eclipse or Android, instead benefiting from the support of 
various stakeholders, including corporations, individuals, and nonprofit 
organisations. Their governance models incorporate several mechanisms to 
foster open, inclusive, and meritocratic participation, preventing overt control by 
a single actor. For example, the Gnome Foundation enforces diversity within its 
Board of Directors through policies such as forced rotations and a limit on the 
number of representatives from one organisation (Gnome Foundation, 2023; 
Zanotti & Vélez, 2020). Projects under the Apache Software Foundation adhere 
to a sophisticated voting system for consensus-building on critical decisions, 
including code modifications and project releases (Wang et al., 2023). Meanwhile, 
despite being significantly influenced by corporate interests, OpenStack benefits 
from contributions by hundreds of companies, fostering varied collaborations 
that mitigate the impact of any single entity (Zhang et al., 2020, 2022). 

Additionally, numerous case studies focusing on smaller FOSS ecosystems, 
including Matomo (Gamalielsson et al., 2021), PyPi (Valiev et al., 2018), Skyline 
(Pino et al., 2020), Ruby (Jansen et al., 2011), and Pearl (Hariharan, 2023) have 
touched on governance issues, underscoring the wide range of approaches to 
ecosystem governance within FOSS. This diversity is echoed by several authors 
(Kilamo et al., 2020; O’Neil et al., 2021), who all emphasise the variety of 
governance frameworks across FOSS ecosystems. Furthermore, recent case 
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studies from various countries, such as Kenya (Hewapathirana, 2017), Finland 
(Bazarhanova et al., 2018), and Sweden (Linåker & Runeson, 2020), have shed 
light on the unique dynamics of FOSS ecosystems with a societal purpose in 
which public sector organisations play pivotal roles as keystone players or 
orchestrators. These ecosystems differ from their company-driven counterparts 
in terms of resourcing and objectives, and therefore, the former require different 
governance approaches  (Mukhopadhyay & Bouwman, 2019).  

Based on an extensive literature review, Alves et al. (2017) identified 
governance mechanisms that various players, mostly keystones and 
orchestrators, employ in open and closed software ecosystems. These 
mechanisms were grouped into three categories: value creation (e.g., innovation 
strategies, revenue models, and cost-sharing), the coordination of players (e.g., 
partnership models, conflict resolution, and risk management), and 
organisational openness and control (e.g., knowledge-sharing, architecture 
design, quality standards, and roadmaps).  Many of these mechanisms have 
recently been explored in the context of FOSS ecosystems, including knowledge-
sharing (Nimmagadda et al., 2022), architecture design (Amorim et al., 2023; 
Moon, 2021), and partner/contributor management (Kaur et al., 2022; O’Mahony 
& Karp, 2022). These studies build on the older research on FOSS community 
governance (see Section 3.1) but adopt an ecosystemic perspective. 

3.4 Desired Outcomes of Governance 

In the initial phases of FOSS governance research, scholars primarily aimed to 
understand the impact of governance mechanisms on the success or failure of 
FOSS projects (Capra et al., 2008; Markus, 2007; Sagers, 2004). Success was often 
quantified using metrics such as user and developer adoption rates, the volume 
and frequency of contributions, and stakeholder satisfaction levels (Lee et al., 
2009; Sagers, 2004). Over time, the notion of project success expanded to 
incorporate a longer-term outlook, leading to an increased focus on sustainability 
in FOSS studies (Chengalur-Smith et al., 2010). Sustainability highlights the 
ability of FOSS projects to continue thriving over an extended period (Chengalur-
Smith et al., 2010; Noni et al., 2011; Nyman & Lindman, 2013). According to 
Chengalur-Smith et al. (2010), “sustainability requires certain levels of activity to 
be maintained over a long period, whereas success can be measured at one 
particular point in time.” (p. 660). 

The shift from success to sustainability reflected the growing 
acknowledgement of the challenges faced by FOSS governance as communities 
grow and evolve (Chengalur-Smith et al., 2010; Noni et al., 2011; Nyman & 
Lindman, 2013). It also mirrored the increasing popularity of using ecological 
concepts derived from the natural sciences in organisational research 
(Chengalur-Smith et al., 2010). Central to this perspective is sustaining a positive 
feedback loop in which FOSS projects attract a community of users who 
gradually evolve into contributors (Butler, 2001; Howison & Crowston, 2014; 
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Kane & Ransbotham, 2016). These contributors, in turn, enhance the software, 
attracting even more users and reinforcing the cycle (ibid). 

The FOSS sustainability debate has also become linked with the ‘tragedy of 
the commons’ (Hardin, 1968) debate. Initially, this concept described the issue of 
over-depleting unmanaged common-pool resources (Hardin, 1968; 2007). Digital 
commons, such as FOSS, however, are often regarded as different because digital 
resources are not depleted through use and can be shared indefinitely (Amherst 
et al., 2007). The debate was reframed in the FOSS context to refer to a situation 
in which many wish to use the resource but few are willing to contribute to its 
production (Amherst et al., 2007; English & Schweik, 2007). 

In her work on environmental commons, Ostrom (1999; 2009) argued that 
the tragedy of ‘commons’ can be avoided and that careful community 
governance can sustain common pool resources. Her ideas have significantly 
influenced FOSS sustainability research, as Curto-Millet and Corsín Jiménez 
(2023) noted. Sustainability and, consequently, the ultimate purpose of FOSS 
governance have often been viewed, in this context, as a way to sustain 
community participation and inflow of contributions (Chengalur-Smith et al., 
2010; Dennehy et al., 2023; Fang & Neufeld, 2009; Linåker et al., 2018b).   

Curto-Millet and Corsín Jiménez (2023) argue that despite the change in 
terminology, the understanding of sustainability in FOSS studies has remained 
centred on success. They contend that FOSS studies have suffered from the 
binary framing of sustainability as a “stabilised success or failure” (p. 1).  They 
attribute this partially to the influential position of Ostrom’s (1999; 2009) work 
on environmental commons, in which systems are either sustainable or not based 
on their capacity to manage resources effectively without depletion. They 
continue to argue for a multidimensional view of FOSS sustainability and 
propose a typology of FOSS sustainability consisting of resource-based, 
interactional, and infrastructural sustainability (see Section 1.3.1 for definitions).   

According to Curto-Millet and Corsín Jiménez (2023), the three types of 
sustainability—resource-based, interactional, and infrastructural—interact in 
ways that significantly influence the overall sustainability of FOSS projects. 
These interrelationships may result in synergies, in which enhancements of one 
sustainability type positively affect the others, amplifying beneficial outcomes 
across the project. Conversely, they may involve trade-offs, in which progress in 
one area can inadvertently undermine that in another. Additionally, there are 
instances where these sustainability types are independent; changes in one do 
not necessarily impact the others. Understanding these dynamics is crucial for 
effective governance, allowing project leaders to align management strategies 
with the specific sustainability needs and interactions within their FOSS projects. 

In addition to sustainability, health emerged early as another crucial aspect 
of the well-being of FOSS projects. In the context of FOSS, health was first 
mentioned by Wyn (2007), who described it as vigour (activity level and 
productivity), resilience (the ability to adapt and recover), and organisation (the 
efficiency of the governance structure). Wahyudin et al. (2007) introduced the 
notion of health indicators, which serve as a method for assessing and 
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quantifying attributes that can potentially forecast the viability of individual 
open-source projects. Together, they build a foundation for a large body of 
research on health assessment for FOSS projects (Linåker et al., 2022). 

Much of this research, which was recently reviewed by Linåker et al. (2022), 
focuses on quantitative measurements and mining them from collaborative 
platforms such as GitHub. Link and Germonprez (2018) adopted a less common 
qualitative approach, interviewing practitioners to assess open-source project 
health. They identified three key areas—community, code, and resources—in 
which the health of open-source projects becomes evident and significant. 
Interestingly, this parallels the sustainability types identified by Curto-Millet and 
Corsín Jiménez (2023). Although FOSS health assessment shares similarities with 
FOSS sustainability, its primary objective has focused on assisting organisations 
in selecting FOSS components rather than serving as a governance goal like 
sustainability. 

However, this changed when the body of research on FOSS project health 
was (re5)integrated with existing theories of business ecosystem health (Iansiti & 
Levien, 2004) and software ecosystem health (Hyrynsalmi et al., 2015; Manikas & 
Hansen, 2013). For example, Jansen (2014) compiled an inventory of metrics 
mentioned in the prior FOSS literature into a comprehensive framework and 
extended them to cover both FOSS projects and networks.  She organised these 
metrics in alignment with the business ecosystem health dimensions proposed 
by Iansiti and Levien (2004): productivity, resilience, and niche creation. Unlike 
traditional research on FOSS project health, ecosystem research has placed 
significant emphasis on the interplay between ecosystem health and governance 
(Mukhopadhyay & Bouwman, 2019; Oliveira & Alves, 2021). 

Ecosystem governance and orchestrating activities are perceived as crucial 
in sustaining and improving the health of ecosystems (Hyrynsalmi et al., 2015; 
Iansiti & Levien, 2004; Manikas & Hansen, 2013). Several articles, as 
comprehensively reviewed by Alves et al. (2017), delve into specific orchestration 
activities, such as conflict management procedures, assessing their influence on 
software ecosystem health. Indeed, health is often posited as the goal of 
ecosystem governance. For example, Alves et al. (2017) define governance 
mechanisms as “managerial tools of participants in software ecosystems …. that 
have the goal of influencing an ecosystem's health” (p. 2).  

While much research on enhancing ecosystem health through governance 
mechanisms has focused on keystone players, Carst and Hu (2023) underscore 
the significant role of complementors in shaping the well-being and overall 
trajectory of software ecosystems. This is particularly pertinent in the context of 
FOSS, in which numerous studies highlight the influential role of peripheral 
ecosystem participants (Bazarhanova et al., 2018; Dhungana, 2013; Tiwana, 2015). 

 
5  One could talk about ‘reintegration’ because originally, the influential article on FOSS 

health by Wyn (2007) was, in turn, influenced by the work of Iansity and Levien (2004). 
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3.5 Summary of Literature Review 

This chapter thoroughly reviewed how research explored FOSS governance at 
three levels: community, organisation, and ecosystem. Studies in FOSS 
community governance evolved from acknowledging foundational governance 
structures to more nuanced explorations of governance diversity. The growing 
involvement of corporations in FOSS gave rise to a new research focus on 
corporate FOSS governance. As the concept of ecosystems gained prominence in 
software research, attention shifted towards FOSS governance and orchestration 
at the ecosystem level. The well-being of FOSS has long been seen as a key 
objective of governance, with the term ‘sustainability’ being increasingly used to 
describe this goal since the 2010s. 

However, FOSS governance research remains fragmented across these 
levels, with few exceptions, such as Jansen (2014), who considered the ‘project’ 
and ‘network’ levels in parallel. Most studies concentrate on specific governance 
activities and their impact on FOSS sustainability at a single level, such as conflict 
resolution or sponsor attraction, often neglecting the interconnectedness of 
governance across these levels. This fragmentation has created a gap in 
understanding the governance challenges relevant at each level and how they 
interrelate, ultimately affecting the overall sustainability of FOSS.  
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This chapter presents the research design and methodology employed in this 
dissertation. Section 4.1 outlines the overall research approach and philosophical 
foundations. Section 4.2 explains case study designs, providing justifications for 
the selection of case organisations and the number of cases. Sections 4.3 and 4.4 
then detail the methods used for data collection and analysis, respectively. 

4.1 Research Approach and Philosophical Stance 

The case study is an empirical inquiry that investigates a phenomenon within its 
real-life context (Runeson & Höst, 2009; Simons, 2014; Yin, 1998). It focuses on 
understanding how the phenomenon interacts with its environment through an 
in-depth analysis of specific cases rather than using controlled settings or 
statistically representative samples (Runeson & Höst, 2009). In this dissertation, 
the case study was selected as the primary research approach because it aligns 
well with the nature of the phenomenon being studied, the research objectives, 
and the types of research questions posed, as detailed below.  

As a phenomenon, FOSS governance involves complex interactions among 
diverse stakeholders. Case studies are particularly suited to exploring these 
interactions in depth, offering a nuanced understanding of governance processes. 
Given that FOSS communities and ecosystems vary significantly in size, scope, 
purpose, and culture (Carillo & Bernard, 2015), the case study method effectively 
captures these contextual influences on governance practices and outcomes. 

Much of my research has a strong practical orientation. Case studies are 
arguably well suited to delivering practical contributions because they can 
capture rich, contextual information, which allows practitioners to assess the 
results’ applicability to their situations  (Chetty, 1996). Furthermore, my research 
questions are ‘how ’-oriented, necessitating a deep understanding of operational 
issues instead of reporting incidents or frequencies.  Case studies are often 

4 RESEARCH DESIGN AND METHODOLOGY 
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regarded as particularly effective in analysing ‘why’ and ‘how’ questions due to 
their explanatory nature (Rowley, 2002; Yin, 2009). 

The various ontological and epistemological positions in IS research shape 
the approaches to case study research. Positivist case studies aim to identify 
general laws or principles that can explain behaviour in specific contexts.  These 
may be formulated deductively, through hypothesis testing, as highlighted by 
Yin (1998; 2009) or inductively, through theory generation, as advocated by 
Eisenhardt (1989). In either case, the emphasis is on the researcher’s objectivity 
and the ability to replicate the findings across contexts. In contrast, the 
interpretivist approach to case study research, as described by Flyvbjerg (2004) 
and Walsham (1995), emphasises understanding the meaning that participants 
attribute to their experiences and the context in which they operate. They 
underline the depth and breadth of insights and rich contextual descriptions, 
often placing little importance on generalisation. Research within this paradigm 
is seen as fundamentally subjective, with researchers being encouraged to reflect 
on their own biases and subjectivities (Goldkuhl, 2012; Walsham, 1995). 

The philosophical position of this dissertation places it between positivism 
and interpretivism.  It could best be described as falling within a broad category 
of perspectives described as critical realism (Groff, 2004; Sayer, 2010). Critical 
realism combines ontological realism, a belief that some mind-independent 
reality is ‘out there’, with epistemological relativism, a position that our 
knowledge of reality is always conceptually mediated and thus approximate or 
probabilistic at best (ibid). Unlike positivist approaches, which prioritise 
observable phenomena, and unlike interpretivism, which emphasises subjective 
experiences, critical realism focuses on uncovering the underlying structures and 
mechanisms that shape both observable phenomena and subjective experiences 
within a broader context (Easton, 2010). 

Critical realism has influenced the case studies presented in this dissertation 
in terms of the objective of describing and explaining empirical realities beyond 
the subjective perceptions of the research participants (ontological realism). 
Additionally, it has shaped my attempts to critically assess how both my 
subjectivities and those of the informants have influenced the research process 
(epistemological relativism). Although the research questions primarily focus on 
the ‘how’, they implicitly delve into the ‘why’ by examining the factors 
contributing to the sustainability of FOSS ecosystems. From my perspective, 
many FOSS governance mechanisms are neither directly measurable nor entirely 
subjective. Furthermore, according to some scholars, such as Easton (2010), 
critical realism aligns well with the case study approach, as it supports our 
understanding of causalities within specific contexts. 

While critical realism forms the foundation of my thinking, the practical 
orientation of my research also has a great deal in common with pragmatism (e.g., 
Mead, 1938; Morgan, 2014). Pragmatism emphasises the practical application of 
ideas and the usefulness of theories in solving real-world problems (Goldkuhl, 
2012). In my case studies, the aim is not only to understand the underlying 
mechanisms of FOSS governance but also to provide actionable 
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recommendations that practitioners can implement. However, I also believe that 
understanding underlying structures and mechanisms is essential for a 
comprehensive analysis of any phenomenon. Consequently, I feel comfortable 
aligning myself with critical realism in the philosophical sense despite the 
practical focus of my work. I also believe critical realism is not at odds with a 
practical orientation. While the existence of a mind-independent reality is 
unverifiable, assuming its presence surely facilitates practical decision-making in 
professional contexts. 

Both critical realism and pragmatism have been associated with favouring 
mixed-method approaches (Easton, 2010; Goldkuhl, 2012).However, this 
dissertation primarily relies on qualitative methods, although some case studies 
incorporate small quantitative elements. Qualitative methods provide a deep, 
detailed analysis of complex issues involving human behaviour, and many 
consider them especially suited to grasping organisational dynamics (Cassell et 
al., 2004). Furthermore, authors such as Chetty (1996) encourage using qualitative 
methods in case studies aimed at making practical contributions. He (ibid) argues 
that quantitative approaches, by reducing organisational characteristics to a 
limited number of variables, often strip away the contextual richness necessary 
for the findings to be genuinely helpful for practitioners. It is also noteworthy 
that, partially due to the extensive data mining opportunities offered by FOSS 
platforms such as SourceForge and GitHub (Almarzouq et al., 2022; 
Kalliamvakou et al., 2016), quantitative research has become very popular in 
FOSS research (see Crowston et al., 2012; Linåker et al., 2022 for reviews). 
Therefore, I perceived a greater need for qualitative research to study the aspects 
of FOSS governance that cannot be derived solely from measurable variables. 

4.2 Case Study Designs 

This dissertation consists of studies employing both single-case and multi-case 
designs. The choice of analytic unit—a company, community, or ecosystem—
varies depending on the research objectives. Brief introductions to the case 
contexts, objectives, and research questions were provided in Section 1.2.  This 
section focuses on other decisions in case study design, particularly the number 
of cases, case study approaches, and criteria for case selection.   

To describe the diverse study designs employed, Stake’s (1995, 2005) 
typology of case study approaches and Flyvbjerg's (2006, 2011) case selection 
strategies are referenced herein. Stake’s typology focuses on the purpose and 
scope of the case study. It distinguishes between intrinsic case studies, conducted 
out of specific interest in a unique case; instrumental case studies, which provide 
broader insights through an in-depth focus on a single case; and collective case 
studies, which examine multiple cases to identify patterns across contexts (Stake 
1995, 2005)  Flyvbjerg (2006, 2011) outlines several case selection strategies that 
align with these purposes, including critical cases, which are strategically 
important in relation to the problem being studied; deviant cases, which are 
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unusual or special in some way; and maximum variation cases, which capture a 
wide range of perspectives and experiences. These categories are not rigid 
classifications but serve as concepts to describe the case studies in this 
dissertation to some extent. 

Table 2 summarizes the case study designs across the articles, detailing the 
number of cases, the type of organization studied, and their relationship with 
Stake’s (1995, 2005) case study types and Flyvbjerg’s (2006, 2011) case selection 
strategies. The following paragraphs elaborate on these choices.  

TABLE 2 Summary of case study designs across articles 

Article Number of 
cases 

Case 
name(s) 

Organisation 
type 

Case selec-
tion strategy 
(Flyvberg 
2004, 2011) 

Case study 
type (Stake, 
1997, 2005) 

Articles I 
and II 

Single case Stylebase 
for Eclipse 

FOSS Commu-
nity 

Critical case  Instrumental 
case study 

Article III Single case Mahiti In-
fotech 

Company Deviant case Intrinsic case 
study  

Article IV Multi-case 
study, six 
cases 

Unnamed 
SMEs 

Company Maximum 
variation 
cases 

Collective 
case study 

Article V Single case Oskari Plat-
form  

Community Critical  
case 

Instrumental 
case study 

Article VI Multi-case 
study, 
three cases 

Decidim, 
Oskari, 
Plone   

FOSS Ecosys-
tem 

Maximum 
variation 
cases 

Collective 
case study 

 
Single studies allow for a deep, comprehensive, and detailed examination 

and are particularly well suited to studying cases deemed ‘deviant’ or ‘critical.’ 
(Flyvbjerg, 2004).  For instance, the case company in India studied in Article III 
was notably active in the FOSS scene, contrasting sharply with many other Indian 
software companies at the time, which reportedly lacked the capabilities to utilize 
FOSS components, let alone contribute to FOSS communities. This aligns with 
Flyvbjerg's (2004, 1011) concept of a deviant case. This case study can also be 
described as primarily intrinsic, driven by a specific interest in understanding the 
unique characteristics of the company6. In contrast, Article I and IV present more 
instrumental case studies and, in terms of case selection criteria, can be seen as 
examples of ‘critical’ cases. According to Flyvbjerg (2011), a critical case allows 
for logical deductions such as, ‘If this is (not) valid for this case, then it applies to 
all (no) cases.’  For example, the Oskari platform, which is featured in Article IV, 
was a flagship public sector FOSS initiative in Finland. The Finnish Ministry of 

 
6   While the case study presented in Article III was largely intrinsic in the beginning, some 

broader lessons could also be drawn, especially due to similar patterns later identified 
in other cases.  Stake (1997) warns against categorizing case studies strictly into three 
‘boxes’, reminding that is rarely possible. The case studies in this dissertation could be 
seen as aligning with these categories to a degree rather than being pure representa-
tions.   
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Finance aimed to use it as a model for open-source practices that could be 
replicated in other public sector organizations. 

The use of multiple case studies allows for a comprehensive exploration of 
differences and similarities across contexts (Bryman, 2008; Eisenhardt, 1989). 
Deriving recommendations for policy or practice can also become easier via the 
use of multiple cases, given the reduced risk of idiosyncratic findings (ibid). I 
adopted a multi-case design for two studies to obtain a comprehensive view of a 
research topic. The study of six FOSS-engaged software companies in Article IV 
revealed a broad spectrum of managerial attitudes towards FOSS across firms. In 
Article VI, consistent patterns emerged in three public sector FOSS ecosystems 
despite variations in terms of national origin, size, and domain.  In Stake’s (1997, 
2005) terms, these could be categorized as collective case studies. The case 
selection criteria were centered on achieving ‘maximum variation’ (Flyvbjerg, 
2004, 2011), aiming to identify cases that, despite diverse variations, have shared 
patterns that cut across these variations. Setting the number of cases between 
three and six was an attempt to strike a balance between maximising data 
richness and maintaining a manageable scope while also aiming to achieve a 
reasonable level of thematic saturation (see Runeson et al., 2012). 

In addition to the mentioned rationales for case selection, convenience of 
access also played a role. Access to organizations or communities was often 
facilitated by personal contacts, which helped in building rapport with 
informants. In some instances, my involvement with the organisations or 
communities consisted of a full-time professional role, allowing for long-term 
participatory observation. This deep engagement complemented interview 
findings and enriched crucial background knowledge.  One of the case studies 
(Article V, Oskari platform) was methodologically framed as an ‘action case’ 
(Vidgen & Braa, 1997) to reflect its dual objective: revealing the case context and 
facilitating actionable improvements. While the interventionist elements were 
not as pronounced as in full-fledged action research, they surpassed what could 
be justified by participatory observation alone. 

4.3 Data Collection Methods 

Triangulating multiple data sources is one of the key strengths of case study 
research (Runeson et al., 2012), as it allows for a nuanced and comprehensive 
understanding of complex phenomena. This dissertation employed various data 
collection methods across the included articles to capture diverse perspectives 
and insights. Table 3 summarises the data sources and the volume of the data 
analysed for each article, highlighting the use of interviews, document analysis, 
observation, and software analysis. 
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TABLE 3  Summary of data collection methods 

Article Interviews Documents  Observation 
 

Software 

Article I N/A*  63 pages 6-month work 
period 

10 250 LOC* 

Article II N/A  N/A  N/A  3 applications 
(87 FP*) 

Article III 4 h 28 min 50+ pages 10+ pages of 
notes  

N/A  

Article IV 8+ h* 50+ pages N/A N/A  

Article V 5+ h  N/A 6-month work 
period 

N/A  

Article VI 13 h 40 min 223 pages 21 pages of 
notes 

N/A  

 
*Explanations: N/A = not applicable, LOC = lines of code, FP = function points, h = hours 

 
The data collection methods used are as follows: 

Interviews: This dissertation employs semi-structured interviews, with the level 
of structuring varying across the studies. The interviews for Articles III and IV 
were more structured, reflecting the choice of a theory-driven approach for these 
early phases of the research. In contrast, later interviews, as in Articles V and VI, 
allowed more space for spontaneous discussions and, thus, exploring emerging 
themes. All interviews were recorded and transcribed, with a few exceptions due 
to technical failures or instances in which informants did not permit recording; 
in such cases, hand-written notes were taken. Informant selection was influenced 
by the research question posed in each article, and I made a general attempt to 
include individuals from diverse professional roles and positions within the case 
organisation to gather a broad range of perspectives. 

Documents: The documents analysed fell into three categories: unpublished and 
potentially confidential business documents received from informants, such as 
balance sheets and strategy documents; publicly available online documents, 
including FOSS community descriptions and governance rules; and ongoing 
discussions on FOSS forums, such as on digital platforms, IRC (Internet Relay 
Chat) channels, and mailing lists. Unpublished documents and tools were stored 
in a dedicated case study database or folder, with links being saved for publicly 
accessible documents. Only excerpts that were relevant to the research questions 
were retained for lively discussion forums.  

Observation: Observation methods ranged across the spectrum of participant 
observation. As a researcher, I assumed a dual role: that of an observer who 
systematically noted behaviours and interactions within the setting and that of a 
participant who engaged to varying degrees depending on access and the 
objectives of the case context. Levels of participation ranged from moderate, such 
as mingling informally at community events or in company cafeterias, to full 
involvement, such as contributing to an open-source software project and 



 
 

48 
 

leading design workshops in a professional capacity. Observational data were 
primarily recorded through notetaking. Furthermore, some of the documents 
described above were accessed during participant observation. 

Software:  In Article II, a black box testing approach was adopted, in which three 
open-source software tools were installed and used without accessing or 
analysing the underlying code. This methodology was crucial in evaluating the 
tools from an end-user's perspective, focusing on external functionalities and 
usability. Conversely, the research in Article I involved a thorough analysis of 
the existing Eclipse architecture, which is essential for integrating a new plugin 
seamlessly. This analysis enhanced the plugin’s technical utility and deepened 
our understanding of modular development within software ecosystems. Thus, 
software served as a data source in Article I. In Articles V and VI, although 
knowledge of the platform software was vital for context, aiding in the 
discussions with informants and the interpretation of the findings, it did not 
constitute an independent data source. 

4.4 Data Analysis Methods 

This section offers an overview of the data analysis methods employed. It begins 
by detailing the primary analysis method, which is qualitative content analysis, 
and then briefly describes the additional analytical methods used in the included 
articles. 

4.4.1 Qualitative Content Analysis 

Qualitative content analysis was applied to interview transcripts, selected 
documents, and observation notes.  Both directed and conventional approaches 
were used. In directed content analysis (Hsieh & Shannon, 2005), initial coding 
categories are derived from existing theory, facilitating theory-driven data 
exploration. Conversely, in conventional content analysis, categories are 
developed directly from the data, allowing themes to emerge naturally, without 
theoretical preconceptions (Hsieh & Shannon, 2005). 

Template analysis (King, 1998; 2012) was utilised throughout the 
dissertation and provided a structured yet flexible approach to thematic coding. 
Central to this method is a coding ‘template’—a hierarchical organisation of 
themes deemed essential for analysing the dataset. This template guides the 
initial stages of analysis and is also iteratively refined as the analysis progresses. 
Themes may be refined, combined, split, or discarded, and new themes may 
emerge, necessitating revising the template. This iterative process is continued 
until a stable template that accurately reflects the data’s themes is achieved. 

There were several pragmatic reasons for choosing template analysis. The 
method is adaptable to the specific needs and contexts of various research 
projects and adept at managing relatively large volumes of data. It effectively 
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balances a priori theoretical concerns with emergent themes derived from the 
data, supporting both conventional and directed content analysis. An additional 
advantage of template analysis is its flexibility in terms of not being tied to any 
theoretical framework or epistemological stance. 

The initial study containing interviews (Article III) adopted a more theory-
driven approach, using directed content analysis with prior codes derived from 
open innovation theory and FOSS business research. In contrast, the later studies 
(Articles III-VI) adopted a more open-ended coding approach that was informed 
by my experiences with the limitations of a strictly theory-driven coding strategy. 
Article III can be categorised as employing directed content analysis, but it used 
only a few initial codes related to open innovation theory. Article V utilised 
purely conventional content analysis, with all codes derived directly from the 
data. Article VI employed a combination of directed and conventional content 
analysis, emphasising the latter. 

All studies that implemented formal thematic coding had interview 
transcripts as their primary data source. Documents and observations were 
crucial in supplementing and corroborating the data collected from the 
interviews. While some core documents and observational notes underwent 
systematic coding identical to that the interview transcripts were subjected to, 
most of these supplementary data were integrated into the content analysis 
differently. Alongside the thematic coding of the interview data, documents and 
observation notes were scrutinised for examples that either corroborated or 
contested the themes derived from the interviews. This pragmatic approach 
allowed for the inclusion of much larger sets of supplementary data. The role of 
triangulation was emphasised: data from interviews were often supported, but 
sometimes contested, by evidence derived from documents or observations, 
prompting the further examination of conflicts within the data. This led to 
credible and robust research findings. 

4.4.2 Specialised Analytical Methods 

In addition to the qualitative content analysis employed across several research 
articles, this dissertation integrates the following specialised analysis methods to 
address specific aspects of the research questions in some articles: 

Quality-Driven Architecture Design and Analysis (QADA): Utilised in Article 
I, QADA (Matinlassi et al., 2002; Niemelä & Ihme, 2001; Ovaska et al., 2010) is an 
academically grounded software engineering methodology that ensures 
software architectures have critical quality attributes, such as performance, 
security, maintainability, and scalability. This method underpinned the 
development of an open-source Eclipse plugin and supported its integration 
within the Eclipse ecosystem. 

Normative Information Model-Based Systems Analysis and Design 
(NIMSAD): Applied in Article II, the NIMSAD (Jayaratna, 1994; Simister, 1996) 
framework was used to evaluate and assess the functionality and usability of 
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three open-source tools. Its structured approach offers a robust framework for 
systematic analysis, enhancing our understanding of information systems. 

Value Network Analysis (VNA): VNA (Allee, 2003; 2008) is a practice-oriented 
method of mapping relationships and analysing value exchanges among 
stakeholders. Used in Article III, alongside qualitative content analysis, it helped 
delineate the company’s strategic position within FOSS-related value networks 
and quantify associated revenue streams. 

Software Configuration Management (SCM) Plan: Software configuration 
management planning (Leon, 2015) leverages strategic planning to refine 
software processes and lifecycle activities.  Due to its practical relevance and 
adaptability, it was selected to guide the iterative improvement of management 
practices within a public sector FOSS community, as reported in Article V. 

These methods are primarily qualitative but also incorporate quantitative 
elements, creating a mixed methods approach. They blend academic theories 
with practical IS applications and, in my view, have been particularly helpful in 
enhancing the practical relevance of the research findings. 
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This chapter provides a concise overview of the six articles that form the core of 
this dissertation. Each article is summarised in a structured format, covering the 
objective, methodology, and key results. 

5.1 Article I: Contributing to Eclipse – A Case Study 

Objective  

The objective of this study was to understand the requirements for building a 
sustainable FOSS community, particularly within an existing platform ecosystem 
such as Eclipse. Equal consideration was given to the social, technical, and legal 
aspects of community development. This study explored both the academic 
literature and practitioner accounts of FOSS community building. Based on these 
resources, it aimed to make informed governance decisions concerning issues 
such as licensing, hosting infrastructure, and initial communications. These 
choices are designed to contribute to the long-term sustainability of the 
community. The article documents these experiences and their implications. 

Methodology 

The study documents and analyses the lessons learned from a practical trial 
involving the development of an Eclipse plugin called Stylebase for Eclipse and 
the building of a new FOSS community to continue this development. The paper 
was written in a manner typical of ‘experience reporting’ in software engineering 
at the time and did not discuss methodology in detail. The work can be seen as a 
form of participatory observation in which the researcher fully engages in plugin 
development and community building. The QADA methodology (Matinlassi et 
al., 2002; Niemelä & Ihme, 2001) was instrumental in the technical and functional 
design of the plugin, as explained by Ovaska et al. (2010).  

5 OVERVIEW OF THE INCLUDED ARTICLES 
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Results 

The study highlighted the complexities and rewards of contributing to FOSS 
ecosystems, providing insights into various practical issues, including project 
hosting, choosing and complying with licences as well as strategies for building 
user and contributor bases. Developing the plugin proved relatively 
straightforward; however, integrating FOSS components raised technical and 
legal issues, necessitating careful consideration and, sometimes, the replacement 
of components. The report also discussed some previously unreported practical 
hurdles, such as the lengthy acceptance processes of FOSS hosting services at that 
time. Reflecting its era, the report also analysed the steps taken to avoid 
ideological disapproval on the part of certain FOSS communities, such as 
replacing Sun Java libraries and ensuring full Linux support, even though Linux 
users were a marginal or nonexistent user base. In addition to this article, more 
detailed results have been published in a research report  (Henttonen, 2007). 

5.2 Article II: Open Source-Based Tools for Sharing and Reuse of 
Software Architectural Knowledge  

Objective  

The article is an extension of Article I, but it shifts in focus from FOSS community 
building to the purpose of the software artefact itself. The article was intended to 
evaluate how well the Stylebase for Eclipse plugin meets its intended purpose, 
which is to boost the sharing and reuse of software architectural knowledge 
(SHARK) within FOSS projects and other geographically distributed 
development teams.  It was believed that the effective dissemination of 
architectural knowledge could improve the sustainability of FOSS projects by 
facilitating better decision-making and integration practices. Furthermore, the 
long-term sustainability of the plugin community itself was naturally dependent 
on it creating value for users. 

Methodology 

The methodology employed involves constructing an evaluation framework 
specifically designed to assess SHARK tools. This evaluation framework was 
built on the NIMSAD meta-framework (Jayaratna, 1994; Simister, 1996), and its 
criteria were derived from the academic literature. The framework was applied 
to assess Style for Eclipse and two other open-source tools for the same purpose: 
Web of Patterns and PAKME (Process-based Architecture Knowledge 
Management Environment). The study utilised publicly available materials, 
hands-on tool installation, and usage in certain test scenarios to derive insights 
into each tool’s effectiveness. 
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Results 

The evaluation revealed distinct strengths and areas for improvement in 
‘Stylebase for Eclipse’ as compared to the two other tools. The strengths of 
‘Stylebase for Eclipse’ included its flexibility, easy integration with Eclipse tools, 
and illustrative presentation of design knowledge. ‘Web of Patterns’ excelled at 
facilitating the search and retrieval of design patterns directly from source code, 
making it highly suitable for FOSS and other agile projects. In turn, PAKME, the 
most comprehensive tool evaluated, offered robust functionalities for managing 
extensive architectural knowledge at the cost of being complex to deploy. The 
results pinpointed areas for further enhancement regarding the ‘Stylebase for 
Eclipse’ plugin, including usability improvements and the addition of 
collaborative features. They highlighted the fact that the long-term success of the 
‘Stylebase for Eclipse’ community would be tied to its ability to deliver value 
through both robust features and ease of integration into developers’ daily 
activities. Although it was not the focus of this work, the results also illustrated 
the potential of SHARK tools to support the sustainable governance of FOSS 
projects broadly by enabling efficient architectural knowledge management. 

5.3 Article III: Libre Software as an Innovation Enabler in India – 
Experiences of a Bangalorean Software SME  

Objective 

The study explores the role of organisational FOSS governance in fostering 
innovation and economic development within a small to medium-sized 
enterprise (SME) in Bangalore, India. The primary objective is to assess how the 
SME governs its FOSS efforts to enhance innovative capabilities and value chain 
positioning. These issues are related to open-source governance, particularly 
how the SME manages its engagement with FOSS communities and integrates 
open-source tools into its business model to sustain competitive advantages. 

Methods 

The approach adopted is a primarily qualitative case study of Mahiti Infotech, a 
Bangalore-based company that integrates FOSS into its business model. Data 
were collected through semi-structured interviews with the company’s directors 
and senior developers and supplemented by document analysis and 
observations of employee interactions in the workspace and on relevant IRC 
channels. The dataset is hereafter referred to as the ‘Dataset of Article III’. The 
interviews were recorded, transcribed, and thematically analysed using the 
template analysis (King, 1998) method.  The initial coding was based on concepts 
derived from open innovation theory (Chesbrough, 2004; West & Gallagher, 
2006), but it was adjusted to accommodate the themes drawn from the data.  The 
role of other data collection methods was primarily to corroborate or contrast the 
evidence gathered through interviews. In addition, the documents provided data 
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in support of value network analysis (Allee, 2003; 2008), which was used as a 
complementary analytical method. This approach helped elucidate the business 
model by tracing monetary and non-monetary value flows. 

Results 

The study found that the case company had developed mature organisational 
FOSS governance practices and that leveraging FOSS significantly boosted its 
innovation capabilities and progression in the software value chain. By 
incorporating FOSS into products, the company cut R&D costs, hastened time-
to-market, and bolstered global competitiveness. Despite resource limitations, 
the company prioritised contributing to FOSS communities. Being active 
developers, rather than mere users of FOSS solutions, improved their brand 
image, provided marketing benefits, and created opportunities for inter-
organisational learning.  The company ensured the compatibility of its business 
models with FOSS licenses and integrated FOSS tools and practices into internal 
processes, such as employee training. Challenges were also reported, including 
adapting FOSS solutions to local market needs and financing some FOSS efforts. 
In addition to this article, I published a longer and more detailed report on the 
results in (Henttonen, 2011). 

5.4 Article IV:  Managerial Perspective of Open Collaboration 
and Networked Innovation  

Objectives  

The study explored the diverse managerial views regarding FOSS usage and 
networked innovation across six software companies. The primary objectives 
were to understand the differences in managerial attitudes towards FOSS, the 
expected benefits, and the challenges related to its adoption and integration into 
business practices. Specifically, the study sought to examine how different levels 
of engagement with FOSS communities influence corporate governance.  While 
the focus was on organizational/corporate FOSS governance, its influence on the 
sustainability of FOSS communities and ecosystems was also addressed. 

Methods 

The research employed a multiple case study approach, analyzing six software 
companies that utilize FOSS extensively but vary in their level of engagement 
with FLOSS communities. The method included semi-structured interviews with 
company managers and a review of documentation such managerial guidelines 
and saved chat conversations. The interviews were recorded and transcribed. 
Documents and interviews were thematically analysed using the template 
analysis (King, 1998) method. The initial coding was based on concepts adapted 
from open innovation theory, but was flexibly adjusted to  incorporate themes 
drawn from the data. Interviews were the primary data collection method, and 
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document analysis was used to corroborate or contest the evidence gathered 
through interviews. 

 Results 

The study highlighted the pivotal role of managerial attitudes in shaping 
corporate FOSS governance. Although this was only implied in the original text, 
it is worth noting that these attitudes often seemed more rooted in gut feelings 
and ideology than in informed business analysis. The attitudes led to stark 
differences in how companies engaged with FOSS, consequently impacting the 
benefits they reaped and the challenges they encountered. Companies 
categorised as ‘external innovators’ tended to perceive FOSS primarily as a 
means of cutting costs and accelerating time-to-market. Conversely, ‘open 
innovators’ viewed FOSS as integral to their value creation processes, actively 
participating in and contributing to the community to foster networked 
innovation. Despite the significant time and resources required for FOSS 
contributions, managers from the later companies perceived their reciprocal 
relationships with FOSS communities as a sustainability strategy. They 
recognised that their contributions help sustain the ecosystems they depend on, 
ensuring the longevity of their business models. 

5.5 Article V: Life-Cycle Management in Government-Driven 
Open-Source Projects – Practical Framework  

Objective 

The article addressed a gap in the existing literature concerning practical tools 
for managing the evolution of FOSS products in the public sector, emphasising 
the stages from deployment to end-of-life. The study was intended to develop a 
practical framework to support adopting a collaborative lifecycle management 
model in the governance of public sector FOSS communities. This framework 
served as a practical application of the model introduced by Kääriäinen et al. 
(2012).The framework was tested in a real-life case study to evaluate its 
effectiveness in enhancing FOSS sustainability. The focus was on determining 
whether and how a structured lifecycle management approach could address 
previously observed sustainability challenges in public sector FOSS projects, 
such as insufficient work coordination and poor quality. 

Methodology 

The research adopts an action-case approach (Vidgen & Braa 1997), combining 
explanatory and interventionist elements. Developing a lifecycle management 
framework involved iterative focus group discussions with public sector 
information systems experts and email interviews with SME-sized software 
companies familiar with public sector collaboration. Software configuration 
management planning (Leon, 2015) was selected as a practice-oriented method 
to guide framework development. The framework was then applied and tested 
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in the Oskari project, a collaborative open-source geospatial toolkit. The 
assessment data were collected from participant observations and semi-
structured interviews with key project contributors. Interview transcripts were 
analysed using the template analysis (King, 1998; 2012) method. 

Results 

The paper introduced a CO-SLM (Collaborative Software Lifecycle Management) 
framework, which provided clear guidelines for designing governance structures, 
responsibilities, and processes within public sector FOSS projects. Figure 1 
depicts the four main elements of the product management framework. The 
practical framework then elaborates on each element, describing the issues that 
must be considered and documented when a consortium of public sector 
organisations seeks to co-develop a FOSS product. 

 

FIGURE 1 Main elements of the CO-SLM framework 

The application of the CO-SLM framework in the Oskari project 
demonstrated several benefits, such as increased stakeholder trust in the 
community, increased inter-organisational collaboration and enhanced software 
quality (e.g., due to shared architectural principles). These contributed to the 
sustainability of the project. However, the study also acknowledged 
sustainability challenges the framework did not fully address, such as ensuring 
the project’s independence from any single coordinating entity. Overall, the 
findings underscored the need for robust, community-driven governance models 
that can adapt to the unique challenges of open-source software development in 
government contexts. Apart from this article, the results were also disseminated 
by Matinmikko et al. (2017) in an article aimed at practitioners that emphasised 
actionable insights. 
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5.6 Article VI:  Health and Orchestration of  Public-Sector Open-
Source Software Ecosystems: Roles, Rules, and Tools 

Objectives 

The study explores how public-sector organisations function as orchestrators and 
keystones within free and open-source software (FOSS) ecosystems, with a 
particular focus on governance activities that contribute to the long-term well-
being of these ecosystems. To define this well-being, the research draws on the 
concept of ‘ecosystem health’. The objectives were twofold. First, the study 
sought to identify the key dimensions of FOSS ecosystem health in the public 
sector, and second, it sought to understand how orchestrators and keystones can 
influence this health through governance. 

Methods 

The research employs a qualitative multi-case study approach, examining three 
FOSS ecosystems orchestrated by public sector organisations. This was not a 
comparative study design, so the cases were not selected for comparison but, 
rather, to maximise the diversity of perspectives and allow for the identification 
of commonalities across cases. Data were collected through interviews, 
participant observation, and an analysis of online discussion forums. More 
detailed information on the dataset, which is hereafter referred to as the ‘Dataset 
of Article VI’, is available at the Jyväskylä University Digital Repository 
(Henttonen, 2020; 2024). The selection of interviewees was strategically oriented 
toward capturing diverse perspectives within each case ecosystem to provide a 
balanced representation across ecosystem roles and occupational positions. The 
study used a combination of directed and conventional content analysis (Hsieh 
& Shannon, 2005) to approach the interview data. Template analysis (King, 1998, 
2012; King & Brooks, 2017) was employed to analyse the transcripts thematically. 
In parallel to the coding of the interview transcripts, the supplementary 
documents, such as text taken from online discussion forums and notes from 
participative observation, were scrutinised for examples that corroborated or 
contested the evidence derived from the interviews. Reflecting our analytical 
focus on commonalities, the results were written in a manner that integrates the 
insights derived into a unified narrative rather than examining them on a case-
by-case basis. 

Results 

This study introduced a model for health-sustaining activities in public sector 
FOSS ecosystems and underscored the importance of their purposeful 
governance.  The model described seven health-sustaining activities and 
elucidated their relationship with ecosystem health, as illustrated by Figure 2.  
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FIGURE 2 Health-sustaining activities in public sector FOSS ecosystems 

The model also described how public-sector orchestrators and keystones 
engage in these health-sustaining activities through strategic role creation, rule 
establishment, and tool provision. Figure 3 illustrates this triad, which hints at 
the potential explanatory potential of activity theory. Through rulemaking and 
role creation, the orchestrator shapes organisational relationships within the 
ecosystem. Digital tools support both prescriptive tools, such as automatic 
quality assurance (QA) tools, and collaborative tools, such as wikis and CVS, 
which help ensure compliance with the rules, while collaborative tools, such as 
wikis and CVS, facilitate the division of labour. 

 

 

FIGURE 3  Relationships between roles, rules, and tools 

The study also identified significant challenges public sector orchestrators 
face, such as conflicting policy frameworks and institutional misalignment with 
private software contractors. Challenging the myth of complete self-sufficiency, 
the findings emphasised that fostering a sustainable open-source ecosystem in 
the public sector requires substantial dedication, expertise, and investment. 
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This chapter synthesises the findings derived from the articles. It aims to answer 
the following overall research question: 

RQ How do governance approaches across organizational, community, and 
ecosystem levels influence the sustainability of FOSS? 

The chapter is organised into subsections based on the sustainability types 
described by Curto-Millet and Corsín Jiménez (2023) and the three levels of 
governance.  

6.1 FOSS Governance for Infrastructural Sustainability 

Infrastructural sustainability concerns the capacity to sustain technical and legal 
infrastructure on a long-term basis. This section discusses the findings regarding 
how governance at various levels can support it. 

6.1.1 Community Governance and Infrastructural Sustainability 

One important way governance enhances FOSS communities’ sustainability is by 
establishing and maintaining a robust legal and technical infrastructure. Several 
case studies in this dissertation involved some interaction with foundations, 
including the Eclipse Foundation (Article I), the Plone Foundation (Articles III 
and VI), and the Decidim Free Software Association (Article VI). The role of 
foundations varies depending on the nature of the ecosystem—one could not 
draw many comparisons between the Eclipse Foundation of the 2000s, which was 
heavily dominated by IBM, and the very democratic and collectivist Decidim 
Foundation run by public sector organisation and civil society actors in the 2020s. 
What they share, however, is a key role in sustaining the legal infrastructure of 
the ecosystem. This was seen as crucial for the long-term sustainability of the 
ecosystem, as highlighted by an informant: 

6 RESULTS 
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I would like to emphasise the Plone Foundation as a success story. We have a govern-
ance body responsible for ensuring that the wheel keeps rolling, that there is a legal 
basis for everything, that contributor license agreements remain in force, and so on. 
We also have a trademark and a logo that must be protected against misuse. This is 
very dull administrative work but extremely important in the long run. (Article IV, p. 
13) 

Of all legal agreements, licensing terms have particularly strong influences 
on the governance and sustainability of a project, as detailed in the literature 
review (2.2). The topic has surfaced—often unprompted—throughout the case 
studies in this dissertation. The narrative surrounding licensing has evolved 
markedly. Earlier conversations with informants, particularly those in Articles I 
and IV, were dominated by somewhat ideologically charged debates about the 
merits and limitations of copyleft licences and their impact on community 
sustainability. In contrast, the discussions in later articles adopt a more pragmatic 
approach, focusing on aligning licensing choices with business goals and 
ensuring compatibility with licenses that are widely adopted within the broader 
ecosystem. 

The collaborative development environments have also undergone 
significant transformations during the dissertation period, from platforms such 
Savannah and SourceForge in the early 2000s, as discussed in Article I, to the 
contemporary predominance of GitHub, which was used in the case studies 
reported in Articles V and VI. However, despite changes in technology, the key 
tools remain similar: version control, issue tracking, and discussion forums. 
Additionally, the most recent article (VI) highlights the role of automatic and 
semi-automatic quality control tools. These critical tools include linting tools (e.g., 
Flake8 and RuboCop) that analyse code for potential errors and style violations 
and continuous integration (CI) tools (e.g., Jenkins and GitHub Actions) that 
automate build and test processes 7 .  These tools can be seen as forms of 
architectural knowledge sharing (like the earlier tools reviewed in Article II) 
because they embody architectural principles, best practices, and patterns. 
However, they do not explicitly document architectural decisions. Discussion 
forums are often seen to suffice for this purpose in FOSS communities. 

6.1.2 Ecosystem Governance and Infrastructural Sustainability 

At the level of ecosystem governance, infrastructural sustainability is mainly 
related to ensuring technical and legal infrastructure compatibility. The license 
compatibility with the ecosystem was considered more important than an 
individual community’s ideological or pragmatic preferences. One informant 
stated, “Right now, the most important thing is to pick the already strong licence 
in each ecosystem so that it is compatible with the other pieces” (dataset of Article 
VI). The uniformity of the tooling environment within a broader ecosystem was 
also discussed. For example, some informants mentioned the benefits of 

 
7  The tools are not mentioned by name in the articles but are present in the underlying dataset of Article 

IV.  These and other linting and CI tools were pioneered within the FOSS scene and have since been 
widely adopted in proprietary development environments.  



 
 

61 
 

standardising QA processes by adopting uniform tools throughout the 
ecosystem. 

6.1.3 Corporate Governance and Infrastructural Sustainability 

Organisational/corporate governance strategies for legal and technical 
infrastructure vary widely. The results of the studies reported in Articles III and 
IV suggest that companies that establish strong partnerships with FOSS 
communities integrate their tooling environments with those of the FOSS 
communities. This leads to adopting FOSS-based collaborative development 
tools within their internal software development processes, as exemplified by the 
inner source platform deployed by Mahiti Infotech. Additionally, these 
companies adapt their business models to align with FOSS licence terms and 
often view ‘open-source piracy’— using FOSS-licensed software in a manner not 
permitted by its licensing terms—as a business threat. In contrast, companies that 
only utilise FOSS components typically maintain their existing tools and 
processes, using them to assess and integrate FOSS code. They also opt for FOSS 
components that are compatible with their existing business models, rather than 
changing to accommodate licensing terms. As discussed in Article IV, these 
companies view copyleft licenses negatively and may be more prone to violating 
their terms if they believe they will not be caught. 

While the above description may sound like two distinct approaches, 
corporate FOSS governance strategies are situated along a spectrum between 
these two, as highlighted by Article IV. Evidently, the sustainability of FOSS 
communities is influenced by how participating commercial entities adhere to 
the standards embodied in their legal and technical infrastructure. 

6.2 FOSS Governance for Resource-Based Sustainability 

Free and open-source software governance can enhance resource-based 
sustainability by effectively managing and nurturing all available resources 
within the ecosystem. This includes both input resources—mostly human but 
also financial—and output resources, with the source code being the most critical. 
Given the differences in the governance practices for input and output resources, 
this section is divided into two subsections accordingly. In line with the 
sustainability types (Curto-Millet & Corsín Jiménez, 2023), infrastructure is not 
treated herein as a resource but, rather, as a separate category (see Section 6.1). 

6.2.1 Governing Input Resources 

This section summarises governance of input resources—financial and human—
from the perspectives of community, organisation, and ecosystem. 
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6.2.1.1 Community Governance of Input Resources 

We know from the literature and practice (see Section 3.2) that large, multi-
national companies can maintain large FOSS communities alone if that serves 
their strategic interests. In this dissertation, I also report the example of a 
resource-constrained Indian SME kickstarting and maintaining a FOSS project 
alone (Article III). In this type of community, resource-based sustainability 
largely depends on the ‘depth of the pockets’ and revenue model of the leading 
company. However, in all other cases explored in this dissertation, the studied 
organisations have entered the FOSS scene with a strong desire to benefit from 
resource pooling. Thus, resource-based sustainability depends on mechanisms 
encouraging the inflow of human and financial resources from various sources.   

The inflow of human resources can be sustained by promoting the growth 
of the user base and deepening user engagement, as discussed throughout this 
dissertation. At the community level, this involves attracting users and providing 
them with a rewarding pathway to becoming contributors. The case studies 
reported in Articles III, IV, and VI suggest that commercial organisations and 
broader ecosystems play crucial roles in expanding the user base. Community 
governance mechanisms, such as clear contribution guidelines, published 
roadmaps, and mentoring programs, are vital in encouraging and enabling 
independent and organisational users to become more actively involved and 
transition into becoming contributors.  

Nevertheless, the results reported in Article IV highlight the fact that a 
balance must be struck regarding how much time core teams invest in 
accommodating new users and contributors. While the growth of communities 
or ecosystems is generally considered beneficial for sustainability, rapid 
expansion can overburden central organisations. The challenges associated with 
growth are particularly evident in public sector organisations but were also 
mentioned during interviews with companies. The results suggest that rapid 
growth poses challenges unless sufficient resources are available to “grow the 
core team proportionally to the growth of the user base”, as the informant 
expressed it (dataset of Article VI). Managing growth is, therefore, a crucial 
aspect of ecosystem and community governance because it helps to ensure 
resource-based sustainability.  

Apart from attracting human resources, community governance must also 
effectively manage their allocation. This includes addressing collective action 
dilemmas related to less glamorous tasks, such as maintaining core components. 
While they are crucial for everyone, these tasks often do not offer new business 
opportunities for companies, recognition for public sector managers, nor 
intellectual stimulation for individual developers. Effective governance 
mechanisms are essential to ensure that these critical tasks are not neglected. One 
potential mechanism identified in the dissertation involves collecting community 
membership fees to contract out unwanted tasks. This approach emerged from 
the public sector context, where the importance of financial inflows and formal 
co-financing contracts is emphasised. Co-financing contracts in public sector 
FOSS projects addresses legal and practical constraints, such as procurement 
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laws and a lack of technical expertise, which limit the ability of public sector 
organisations to contribute directly to development work.   They can also be used 
to assign tasks that no organisation would spontaneously undertake.  

6.2.1.2 Ecosystem Governance of Input Resources 

At the ecosystem level, resource-based sustainability is fundamentally linked to 
the resourcing of communities that develop the core platform and other 
foundational components of the ecosystem. The process of gradual engagement 
also applies at the ecosystem level. Initially, the ecosystem must grow by 
involving organisations in peripheral roles, such as users or developers of third-
party extensions. These peripheral participants can then be offered opportunities 
and incentives to contribute to developing the core platform and other 
strategically important projects. However, managing growth is also a challenge 
in an ecosystemic context. This is because new extension developers often require 
support and attention from the core platform development community but 
typically do not contribute resources in the short term. 

Platform development can also grapple with long-term collective action 
dilemmas. Investing in the core platform may appeal less to stakeholders than 
developing proprietary, value-adding extensions. One informant likened 
platform development to a “janitor's job” (Article IV, p. 6)—a task left for others 
to handle. Without effective ecosystem governance to incentivise and facilitate 
participation in platform development, too many participants might adopt a 
freeriding position regarding platform development. 

In addition to attracting contributions to platform development, the role of 
ecosystem-level governance is to promote resource pooling among all ecosystem 
projects. One interviewee explained how this kind of resource pooling between 
projects works in the context of the Oskari case: 

The first level is that each organisation manages their own projects [with an ecosystem] 
but follows some commonly agreed-upon principles. Meanwhile, others are waiting 
to get their hands on it. This is the most common way because it is fast and easy if you 
have money. The second level involves collaborative financing; it is much more com-
plex and requires trust. One organisation is chosen as a leader, and then, the leader 
organisation makes a consortium agreement with other organisations to co-finance 
and co-develop something together. (Article V, p. 17) 

Inter-project collaboration within the ecosystem encourages consolidating efforts 
and resources to develop extensions, thereby preventing the proliferation of re-
dundant extensions and enhancing overall efficiency.  

6.2.1.3 Corporate Governance of Input Resources 

Although governance mechanisms at the community and ecosystem levels can 
influence the amount and distribution of human and financial resources, 
ultimately, investment decisions are made at the level of corporate FOSS 
governance. The findings reveal stark differences in the willingness of 
commercial organisations to allocate resources to FOSS activities that may not 
directly generate revenue. Although they were perhaps less pronounced, 
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differences were also noted in the willingness of public sector organisations to 
invest in long-term shared development efforts that go beyond addressing 
immediate administrative responsibilities.  

Some private sector companies perceived FOSS contributions as giving 
money to a charity, that is, a benevolent but ultimately wasteful activity that a 
company could not afford in the long run, at least apart from minor PR 
investments. One interviewed software company manager answered a question 
about FOSS contributions as follows:  

Why would anybody contribute? […] You are not giving gold for free to anybody. It 
is like a joke that, you know, it is open-sourced. Everybody contributes. […] ha-hah, 
nobody contributes, especially [not] the big companies focusing on asset protection. 
(Article IV, p. 6).  

An executive at another software company took a different approach, 
highlighting the importance of contributing to FOSS sustainability: 

If you are part of the ecosystem, you must do things to sustain that ecosystem. If you 
are just a consumer, then that ecosystem will sooner or later die… in order to make the 
open-source ecosystem stable, you [a company] have to start looking at other aspects 
than just being a consumer... to contribute in different ways and make sure that the 
ecosystem stays alive. (Article IV, p. 8). 

Some findings from the case studies reported in Articles III, IV and VI suggest 
that the centrality of FOSS to a company’s business model may partially explain 
some differences in corporate FOSS strategies. Logically, companies for which 
business depends on the continuity of a specific FOSS community or ecosystem 
are more likely to contribute financial or human resources.  However, the find-
ings also highlighted ideological reasons for contributing, which will be dis-
cussed later in the context of interactional sustainability. 

6.2.2 Governing Output Resources 

This section summarises the governance of the most important output resource, 
the source code, at the community, organisational, and ecosystem levels. 

6.2.2.1 Community Governance of Output Resources 

If a FOSS community can secure a sustained flow of financial and human 
resources, it sets favourable conditions for nurturing output resources, such as 
the source code. The importance of robust quality control was emphasised in 
communities that developed core platforms serving a large ecosystem (see 
Articles IV and VI). For platform communities, maintaining both the technical 
quality (e.g., ensuring the architecture remains maintainable) and the functional 
focus of the product is critical. Regardless of the QA methods selected, 
governance must establish clear guidelines and processes for quality control and 
communicate them effectively. The good communication also optimises the use 
of human resources by minimising last-minute debates over whether a 
contribution should be accepted, as one informant described:  
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Contributor guidelines must be available, and the criteria must [be] clear about what 
is required from contributions. Because if […] those contributions get rejected on the 
last line, it is very frustrating, a complete waste of resources. […] People will stop try-
ing to contribute if that happens again and again. (Article VI, p. 15) 

The stringent QA approach also helps to maintain an approachable architecture, 
lowering entry barriers for new contributors and supporting human resource 
management. This development was seen with Plone, for example, for which a 
relatively relaxed approach to QA has led to an architecture that an informant 
compared to the “monster of Frankenstein” (dataset of Article VI), noting that 
such an architecture is difficult to learn, limiting the influx of new contributors. 

6.2.2.2 Ecosystem Governance of Output Resources 

Direct involvement in the QA processes of individual projects was often seen by 
informants (in the datasets of Article V and VI) as impractical and undesirable, 
as it would conflict with the principle of project autonomy. At the ecosystem 
governance level, QA work promoted integrability and interoperability between 
projects. The case studies in this dissertation exemplify various strategies with 
which to accomplish this8, such as by endorsing open standards, as Oskari does 
with relevant Open Geospatial Consortium (OGC) standards, by providing 
extensive APIs like Decidim, and by offering common frameworks for extension 
developers like the Eclipse Modelling Framework (EMF).   

Interoperability and integrability are essential at the ecosystem level 
because they make resource pooling easier between projects and increase the 
value of output resources. For example, a large public sector organisation in 
Finland contracted the development of Decidim extensions, which, due to the 
smooth integration with the Decidim core platform and easy installation through 
the Ruby Gems platform, have come to be used internationally and add value to 
others.  This work also included integration into Finnish national systems - such 
as those offered by the Digital and Population Data Services Agency – which 
enhanced the value of Decidim to other Finnish organisations. 

6.2.2.3 Corporate Governance of Output Resources 

Corporate FOSS governance also plays a crucial role in determining how much 
attention is given to the quality of FOSS contributions. The findings from the last 
study (Article IV) revealed the challenges of QA in environments in which many 
participants make FOSS contributions merely to comply with external demands. 
This includes public sector organisations that, in the words of one informant, 
“throw stuff into GitHub” (Article VI, p. 16) merely to comply with policy 
recommendations or software companies that use open-source methods only 
because that is required by the organisations contracting the work.  

If the contributing organisations have little intrinsic interest in the long-
term sustainability of the ecosystem or project, this affects the quality of 

 
8 Although not explicitly mentioned in the included articles, the examples provided here 

are derived from the datasets of Article VI (Oskari and Decidim) and the experience of 
working with EMF while developing an Eclipse plugin, as described in Article I. 
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contributions. For example, new functionalities have been placed in illogical 
parts of the code structure, and interfaces are used in a non-standard manner. 
Some contributing companies were reluctant to comply with the basic 
architectural requirements of the core platform and insisted on making non-
reusable contributions. One informant explained this situation as follows: 

We have architectural principles that should be followed in the development work; 
one must pay attention to generalisability in software design. However, it is practically 
always cheaper for a company to develop a specific solution with minimum time and 
effort. However, then, it cannot be reused as such. Some generalisation would be 
needed, which is a big part of the work. Suppose companies are not contractually ob-
ligated to do it. In that case, they will not do it because they think money and time is 
money for them…  it annoys me when the companies say, ‘Yeah, yeah, this is reusable’ 
when it is not reusable. (dataset of Article VI; see Article IV, p. 16, for a shorter version 
of the citation) 

In the public sector context (Articles V and VI), it was evident that some 
participants’ lack of interest in adhering to quality principles placed significant 
pressure on QA processes and personnel.  Resources were wasted on assessing 
substandard contributions and/or arguing about their rejection. Fortunately, this 
was not a universal issue, and some companies played key roles in maintaining 
the quality of the codebase. For example, some SME-sized companies in the 
Decidim platform community make high-quality contributions and significantly 
advise public sector participants on QA issues. Meanwhile, some larger 
companies received substantial revenues but paid little attention to quality. 

6.3 FOSS Governance for Interactional Sustainability  

If resource-based sustainability highlights the continued inflow and QA of 
contributions, interactional sustainability highlights interactions that ensure that 
the incoming contributions are aligned with shared values and expectations. 

6.3.1 Community Governance and Interactional Sustainability 

At the community level, the research done for Articles III, V, and IV strongly 
supports the notion that inclusive and transparent decision-making processes are 
pivotal in encouraging positive community dynamics. Contributions can only be 
aligned with community expectations if members understand how decisions are 
made and feel that their perspectives are valued. As one informant put it (dataset 
of Article VI), “You want to be treated as a partner and not as a free-or-charge 
resource thrown with unwanted tasks”.  

The importance of knowledge sharing in sustaining both input and output 
resources has already been touched upon (see Section 6.2). Additionally, 
knowledge sharing is crucial for collective decision-making. For example, one 
informant noted (Article VI) that the Project Steering Committee (PSC) meetings 
were particularly challenging because many participants lacked sufficient 
background knowledge to engage in the discussions. He expressed reluctance to 
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dominate the conversation but found himself being the only one speaking, as 
others were there ”just to listen and learn”.  It was acknowledged that 
participating in PSC meetings without the necessary background knowledge to 
discuss the matters being decided was not the most efficient way to learn. 
Because the problem could not be solved at the organisational or community 
level, those in charge of ecosystem governance planned to invest further in inter-
organizational knowledge sharing, for example, by organising training events.  

6.3.2 Ecosystem Governance and Interactional Sustainability  

As discussed in the context of resource-based sustainability and as mentioned in 
several articles (III, IV, V, and VI), there are various approaches to inter-project 
resource pooling: some stakeholders engage in the passive reuse of source code 
from other projects, while others pursue opportunities for co-developing 
extensions together. While technical knowledge sharing (e.g., well-documented 
source code and interfaces) may be sufficient to enable the former, the latter 
model requires organisations to understand one another's requirements and 
goals in depth.  As it typically involves the creation of new communities or 
merging existing ones within the ecosystem, the role of interpersonal trust and 
face-to-face meetings was highlighted. One informant (the dataset of Article V) 
argued, “If you need to put money on the table and finance something together, 
it does require trust, and trust does not happen unless you meet in person.” 

Collaborative decision-making at the ecosystem level is often perceived as 
primarily focused on integration issues, such as interface standards. However, 
the close intertwining of ecosystem governance with the community governance 
of the core platform makes the picture more complex, as observed in Articles V 
and VI. Most of the time, the platform community governance determines which 
issues are important enough to escalate to ecosystem-level decision-making. Due 
to the highly heterogeneous and loosely coupled participants, ecosystem-wide 
negotiations are often particularly challenging, which may create a temptation to 
make decisions in a smaller circle. This interactional deficit can cause platform 
remakes that are not interesting for most ecosystem participants.  An informant 
recalled a historical example: 

The remember in the 2000s when the Zope component architecture [was adopted]… 
In the Python ecosystem, it was the most advanced way to build applications from 
new components. However, because Python is mainly used for small applications, it 
did not interest most of the Python community, so it remained a niche area. (dataset 
of Article VI) 

The same informant continued to explain that this major design overhaul—which 
remained underutilised—caused later challenges.   

6.3.3 Corporate Governance and Interactional Sustainability 

There are limitations to what governance at the ecosystem or community level 
can do to achieve interactional sustainability. Several factors independent of 
community or ecosystem governance influence corporate FOSS governance, 
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leading some companies to align their contributions carefully with the 
expectations of the community and others to disrespect community norms, as 
discussed above in the context of infrastructural and resourced-based 
sustainability. 

The findings suggest that FOSS companies often balance profit 
maximisation and collective FOSS community interests. Ideological factors 
played a role in shaping these assessments, particularly in small companies in 
which organisational values are tightly connected with the personal values of the 
entrepreneur(s). For example, when asked about the time spent engaging with 
the FOSS community, one informant downplayed business reasons and 
highlighted the ideological underpinnings of the collaborative approach: 

The more prominent software houses... they just look straight at how many billable 
hours there are; it is up to the consultants themselves if they are interested, but seldom 
are they interested in their free time... For me, it is mainly for ideological reasons: if 
you participate in a community, you must commit enough to understand what that 
community is about. The core idea of this [platform] is that it does not fragment into 
ten different software pieces; that is important for me in terms of the software’s de-
sign… that features which should be in the core do make it there, at least on some 
timeline.  (dataset of Article VI) 

Examining all the material collected during this dissertation, primarily from 
Articles III–VI, reveals that ideology and values frequently arise when discussing 
the nature and quality of corporate interactions with FOSS. In a fully private 
sector context, the discussion focused on whether to contribute or interact or not. 
In contrast, in the public sector context (Articles III and IV), the discussion 
extends to the quality of interactions. This may be due to the transactional 
relationships that some public sector contractors have with FOSS. 

The ideological orientations are also related to the overarching ethos of a 
company—its cultural alignment with open collaboration and sharing. As 
discussed in Article IV, some companies intensely focused on protecting 
intellectual property and revealed a culture of risk aversion and exclusivity, 
which stemmed from their fundamental business ideologies. These companies 
typically exhibit significant concerns about participating in FOSS forums, citing 
potentially exaggerated risks. For example, one informant stated (Article IV, p. 
140): “If we started hanging out on open-source forums, they [customers] may 
think that we will tell their secrets to the world... [ ] it would cast a shadow of 
doubt”. In contrast, companies that embodied FOSS principles in their business 
models demonstrated a culture and ideology that value openness and inter-
organisational collaboration, viewing knowledge sharing as a strategic benefit. 

6.4 Summary of FOSS Governance and Sustainability 

This section presents a summary of the results. Subsection 6.4.1 examines how 
various levels of governance contribute to sustainability, highlighting the 
synergistic and conflicting dynamics between them. Subsection 6.4.2 examines 
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the role of each governance level in contributing to a FOSS community’s virtuous 
growth cycle. Lastly, subsection 6.4.3 notes some differences between the public 
and private sectors regarding FOSS governance.  

6.4.1 Levels of FOSS Governance and Their Inter-dynamics 

Table 4 summarises the role of governance in supporting FOSS and 
contextualises it within sustainability types. It illustrates how ecosystem, 
community, and corporate FOSS governance enhance interactional, resource-
based, and infrastructural sustainability.  

TABLE 4 FOSS governance contributions to each sustainability type 

Sustainability 
Type 

FOSS Ecosystem 
Governance 

FOSS Community 
Governance 

Corporate FOSS 
Governance 

Infrastructural 
sustainability 
 

Promotes licence 
compatibility and 
uniform tooling in-
frastructure (Arti-
cles I & VI) 

Maintains robust digi-
tal and legal infrastruc-
ture  
(Articles I, II, V, & VI) 

Ensures licence com-
pliance and integra-
tion with own tooling 
environments (Arti-
cles III & IV) 

Resource-based 
sustainability 
 - input 

Facilitates project 
discovery, promotes 
resource pooling be-
tween projects, and 
attracts platform 
contributions (Arti-
cles V & VI) 

Boost (social) media 
visibility, encourages 
and rewards engage-
ment, provides clear 
pathways to new con-
tributors and sponsors 
(Articles I, III, V & VI)  

Promotes growth 
through marketing, 
invests financial and 
human resources, en-
sures sustainable rev-
enue streams  
(Articles III, IV & VI) 

Resource-based 
sustainability 
- output 

Advocates open 
standards and pro-
ject interoperability   
(Datasets of Articles 
I & VI) 

Implements QA guide-
lines and checks, co-or-
dinates development 
work (Dataset of Arti-
cle I, Articles V & VI) 

Integrates with a 
company’s own soft-
ware products and 
QA processes (Arti-
cles III & IV) 

Interactional 
sustainability 

Enhances 
knowledge-sharing 
opportunities across 
projects (Articles III, 
Article V & VI) 

Enables collective deci-
sion-making, encour-
ages knowledge shar-
ing, builds reciprocal 
culture (Articles III, V, 
& VI) 

Aligns with corporate 
culture and values 
(Articles III & IV) 
 

 
The interaction between different governance levels reveals a complex web of 
synergies and conflicts. Resource pooling, both among communities within the 
ecosystem and between stakeholders within a project, was often seen by 
informants as the most significant synergistic benefit of FOSS collaboration. 
However, the results show that input resources are also a key source of conflict 
between governance levels. Organisations often face financial and human capital 
constraints and are often tempted to channel these resources towards internal 
software development projects, rather than collaborative efforts in the FOSS 
community. Similarly, FOSS communities, which operate with limited resources, 
may prioritise investing in value-adding community products rather than 
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contributing to ecosystem platforms or other shared software assets. This 
competition for input resources can lead to deterioration in the quality and value 
of shared software assets (i.e., the output resources). 

Governance between ecosystems and communities tends to be more 
synergistic in interactional and infrastructural sustainability matters. However, 
in governance between organisations and communities, conflicts over resource-
based sustainability are often intertwined with those over interactional and 
infrastructural sustainability. Stark value differences exist in terms of how FOSS-
involved organisations perceive the importance of contributing to shared 
resources. These value differences were also reflected in debates over licencing 
choices. Although the debates on licensing issues have diminished somewhat 
over the years, licenses still represent different value frameworks and mandate 
distinct levels of reciprocity. Moreover, differences in the attitudes towards 
contributing were also related to infrastructural sustainability. While non-
contributing organisations had equal access to the source code, they may not 
have had equal access to the knowledge and tools needed to ensure integration 
and interoperability. Poor integration can further decrease the value of input 
resources throughout the ecosystem. 

6.4.2 Governance Supporting a Positive Feedback Loop 

The interplay between governance levels could be further summarised by 
considering their role in a positive feedback loop, a fundamental concept in FOSS 
research (see Section 3.4). Informants described this idea, which is very familiar 
to practitioners, as a “virtuous cycle” or “community-driven growth” (datasets 
of Article III and VI). Figure 4 illustrates and extends the loop to demonstrate 
how governance levels reinforce and shape one another, emphasising how 
community, corporate, and ecosystem governance is integral to each phase.  
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FIGURE 4 Virtuous growth cycle and FOSS governance levels 

The first phase involves attracting a user base to a valuable software product. 
This growth rarely happens solely due to technical merit, as discussed in Articles 
III and VI, although it is possible. Community governance may involve 
promotional activities, such as social media engagement, though their 
importance has been debated. Stakeholder companies contribute through direct 
marketing, while ecosystem-level governance enhances a project’s 
discoverability by providing the necessary infrastructure. While not directly 
sustaining the project, these actions set the stage for future resource-based 
sustainability, especially if the growth is well managed. 

The second phase involves converting a large user base into a robust pool 
of contributors and sponsors. In this phase, community governance is critical in 
creating an environment that encourages user contributions and equips users 
with the tools and knowledge they need to contribute effectively. This involves 
establishing clear contribution pathways, fostering knowledge-sharing 
mechanisms, and implementing systems that reward contributions. At the 
ecosystem level, governance must facilitate collaboration across projects, 
enabling contributors to engage with multiple initiatives, thereby broadening 
their impact. Corporate governance is also crucial in this phase, as it allocates 
resources and expertise to shared projects and aligns corporate contributions 
with collective goals. These activities primarily support interactional 
sustainability and the input aspect of resource-based sustainability. 

The third phase of the cycle focuses on transforming contributions and 
sponsorships into an increasingly valuable product. This stage highlights the 
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importance of governance in resource allocation, work coordination, and QA at 
the community level. Ecosystem governance enhances this process by promoting 
interoperability and integration with other software components, amplifying the 
product’s value. Corporate governance further reinforces this transition by 
aligning the project with business models, ensuring that the software’s value can 
be augmented through service provision, support, and other value-added 
offerings. These activities primarily address the output aspect of resource-based 
sustainability, while infrastructural sustainability is a critical enabler. 

6.4.3 Differences Between Public and Private Sector FOSS Governance 

The results have also highlighted key differences in the governance of FOSS in 
public and private sector contexts. At the level of ecosystem governance, securing 
financing for a fast-growing community is particularly challenging in the public 
sector due to budgetary constraints and bureaucratic hurdles. Unlike the private 
sector, where rapid growth is more unambiguously seen as a positive indicator 
of success, public sector FOSS communities risk fragmentation and declining 
quality if growth is not carefully managed. This influences resource-based 
sustainability, especially the quality of output resources. 

Public procurement laws pose unique challenges at the community and 
ecosystem governance levels. Rigid procurement processes can lead to a 
transactional atmosphere, unlike the relational and trust-based dynamics often 
found in commercial or volunteer-based FOSS projects. Furthermore, as these 
laws limit the ability to choose partners freely, they can make it harder to reward 
reciprocity and goodwill. 

At the level of organisational governance, stark differences between the 
public and private sectors were not as apparent, although the data on this topic 
was limited. Across both the public and private sectors, there is considerable 
variation in the commitment of individual organisations to collaboration within 
FOSS projects. Much like private corporations, public sector organisations 
display differing levels of willingness and ability to contribute to shared 
initiatives, influencing resource-based sustainability. 
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This section discusses the research process and results. Section 7.1 discusses the 
governance levels and their inter-dynamics in the context of prior studies. Section 
7.2 reflects on the types of sustainability and their applicability to empirical 
studies. Section 7.3 discusses the methodological choices and quality criteria. 

7.1  FOSS Governance Levels 

Overall, the results have underscored the importance of purpose-driven 
leadership and coordination for the sustainability of FOSS initiatives. Some 
researchers, potentially influenced by utopian underpinnings, as Carillo and 
Bernard (2015) suggest, have overly emphasised universal openness, 
spontaneous emergence, and self-sustainability in open-source software 
development. However, the broader body of empirical evidence (Carillo & 
Bernard, 2015; Noni et al., 2011; Schreiber, 2023; Shaikh & Henfridsson, 2017) 
highlights the necessity of targeted leadership efforts to initiate and sustain these 
communities and ecosystems. Nevertheless, this does not diminish the 
significance of broad and organic participation. My observations at both the 
ecosystem and organisational levels of FOSS governance indicate that compared 
to autocratic models, governance structures that emphasise broad participation 
and democratic decision-making demand more significant effort. This additional 
effort manifests in the need for more complex governance systems and greater 
time investment. These observations are consistent with earlier research on FOSS 
governance, highlighting the critical role of governance frameworks in enabling 
and managing widespread participation within FOSS communities (e.g., Di 
Tullio & Staples, 2013; O’Mahony, 2007). 

As reviewed in Chapter 3, the literature on FOSS governance models has 
evolved significantly, progressing from recognising forms of control (e.g. 
Ljungberg, 2000; Markus et al., 2000) to analysing multidimensional governance 
configurations (Di Tullio & Staples, 2013; Markus, 2007; Noni et al., 2011) and 

7 DISCUSSION 
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towards an even more nuanced understanding of governance diversity (e.g., 
O’Mahony & Karp, 2022; Shaikh & Henfridsson, 2017; Wang et al., 2023).  
However, as discussed in Section 3.5, much of this research remains fragmented, 
often examining organisational, community, and ecosystem governance 
practices in isolation. Moreover, as noted by Franco-Bedoya et al. (2017), the term 
‘ecosystem’ is often used without a shared definition and sometimes 
interchangeably with ‘community’, adding to the complexity of the discourse. 
This dissertation has contributed to the ongoing discussion by conceptualising 
FOSS governance as a complex, interwoven framework of activities across these 
three levels, emphasising the interactions between them and their combined 
impact on the sustainability of FOSS initiatives. 

While analytically distinct, it is essential to note that the three levels 
frequently overlap in practice. For example, our findings demonstrate that the 
governance of core platform communities often intertwines with the broader 
governance of the entire ecosystem. The fluid boundaries between the 
governance levels have been noted in prior studies, which describe how 
corporate dominance can blur the lines between organisational and community 
governance (e.g., O’Mahony, 2007; O’Mahony & Bechky, 2008; O’Neil et al., 2021). 
Moreover, large FOSS communities may be governed in an ecosystem-like 
manner, with autonomous subprojects, a practice Shaikh and Henfridsson (2017) 
refer to as ‘federative self-governance’. The case study material also points out 
that further fluidity can arise from the dynamic nature of ecosystems: a niche 
extension at the periphery of the ecosystem may quickly become part of the core 
platform, but de facto governance often lags behind formal governance changes. 
The three levels remain a valuable analytical tool despite these overlaps and 
blurred boundaries. 

The results section (see Section 6.4.2) emphasised the interplay between 
levels of governance and their collective role in driving a virtuous growth cycle. 
This concept, which was initially popularised by Raymond (1997) and later 
formalised (see Section 3.4), is crucial to FOSS sustainability studies, though often 
more implied than explicitly discussed. The first phase of this loop—user base 
growth—has received little attention in FOSS governance research, which 
typically focuses on external factors such as market dynamics or technology 
policy (see Sánchez et al. 2020 for a review). The second and third phases revolve 
around FOSS governance challenges. Markus (2007) identified the ‘social action 
dilemma’ (how to motivate contributions) and the ‘work coordination dilemma’ 
(how to organise and manage collective work efficiently). Both will be briefly 
discussed below. 

The results (see Section 6.4.1) show that the primary points of conflict 
between organisational, community, and ecosystem governance stem from the 
inherent tension between collaboration and competition for resources, 
particularly the time and expertise of skilled developers. This tension is central 
to the ‘social action dilemma’—the challenge of motivating stakeholders to 
contribute to a collective effort despite competing demands on their time—and 
remains one of the most studied themes in FOSS research (see Section 3.1.3.1).  
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The results reaffirm the finding from prior research that the 
‘underproduction’ of shared components (Amherst et al., 2007; English & 
Schweik, 2007) constantly threatens FOSS sustainability, and addressing this 
challenge is a crucial function of governance at all levels. They also highlight the 
fact that some trade-offs between organisational and community-level 
governance appear to be inevitable because self-maximising behaviour by 
individual participants—whether individuals or organisations—rarely leads to 
optimal sustainability outcomes for collective FOSS efforts. This observation is 
consistent with findings from common pool resource management studies (e.g., 
Ostrom, 1999), which emphasise the challenges of balancing individual 
incentives with collective sustainability. 

Within this complex interplay, an exciting nuance emerged: ideologically 
inclined motivation’s notable influence on FOSS organisational participation. 
While ideologies have been widely recognised as motivational factors for 
individual contributors (Bonaccorsi & Rossi, 2005; Stewart & Gosain, 2006; Von 
Krogh et al., 2012), they have been less prominent in organisational FOSS 
research. Interestingly, despite not being the primary focus, ideological 
differences emerged as a significant theme, particularly in Articles III, IV, and VI. 
It was observed that some SMEs approached FOSS as a shared resource requiring 
careful stewardship, whereas others treated it purely transactionally, aiming to 
maximise benefits while minimising contributions (see Section 6.2.1.3). These 
differing mindsets were poorly explained by market position and the other 
‘rational’ factors typically emphasised in traditional economic theory but often 
seemed to stem from the world view of the company owners and key managers. 
Thus, ideological conflicts existed not only across the volunteer–company divide, 
as traditionally suggested in FOSS research (Bonaccorsi & Rossi, 2005; O’Mahony, 
2007; Riehle et al., 2014), but also between companies. An improved 
understanding of this divide could help enhance the sustainability of FOSS. As 
suggested in Article IV, institutional logic (Thornton & Ocasio, 2008) may 
provide a valuable framework by exploring the underlying norms that guide 
each company’s FOSS participation. Studies in this field (e.g., Khan et al., 2018) 
have noted that not all companies operate solely on a commercial logic. 

This dissertation has also highlighted the vast array of work coordination 
mechanisms in FOSS governance. Shaik and Henriksson’s (2017) insightful 
examination of the Linux Kernel community and its coordination activities 
related to version control identified four essential coordination practices within 
that context. However, when we broaden our perspective beyond community-
level version control, we encounter an even more diverse spectrum of 
coordination mechanisms operating across different levels. Given the variety of 
these mechanisms, organising them along new dimensions may be more 
analytically fruitful than merely listing or classifying them. 

Building on the categories emerging from Article VI, one could organise 
these mechanisms into a four-field along a spectrum from emergent to assigned 
roles and another spectrum from suggestive to prescriptive rules. This 
speculative framework is depicted in Figure 5. It organises coordination 
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mechanisms into four distinct quadrants: ‘Commanding’, in which roles and 
rules are highly assigned and prescriptive; ‘Legislating’, which involves 
predefined rules but allows emergent role-taking; ‘Facilitating’, which is 
characterised by emergent roles and suggestive guidelines; and ‘Delegating’, in 
which authority is delegated to assigned actors who operate with independence. 
Although further research is needed, the ecosystem-level coordination 
mechanism may predominantly operate within the facilitating quadrant, which 
is characterised by suggestive rules and emergent roles. In contrast, community-
level coordination may span multiple quadrants, reflecting its more varied 
nature, while work coordination inside a single organisation typically involves 
the quadrants associated with assigned roles.  

 

FIGURE 5 Matrix of FOSS Co-ordination Mechanisms 

Two of the four coordination activities identified by Shaik and Henriksson (2017), 
Autocratic Clearing and Oligarchic Recursion, could be easily situated in the 
Commanding quadrant of the matrix. Meritocratic Idea Testing would fall within 
the Facilitating quadrant, while federated self-governance falls within the 
Delegating quadrant. More coordination mechanisms are mentioned in Article 
IV and the related dataset that informed the research. For example, mechanisms 
in the Legislating quadrant include deliberation and voting procedures based on 
predefined rules, as seen in platforms such as Decidim and Oskari, and quality 
control methods in which all contributions that adhere to specific rules are 
accepted, as in Plone. Additionally, Oskari’s practice of delegating social media 
activism to outsourced professionals could be an example within the ‘Delegating’ 
quadrant. These examples illustrate the diversity of coordination mechanisms 
within FOSS governance, underscoring the need for a nuanced understanding of 
how these processes interact and evolve across governance levels and contexts. 
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7.2 FOSS Sustainability Types  

This study extends the understanding of sustainability in FOSS governance by 
empirically applying the sustainability types introduced by Curto-Millet and 
Jimenez (2023). While these types were initially conceptualised as theoretical 
constructs, this research demonstrates their practical utility and confirms their 
relevance across community, organisational, and ecosystem governance levels. 
Minor challenges arose when applying these sustainability types to governance 
issues, particularly the need to split resource-based sustainability into two 
subcategories, as governing input resources, such as funding and manpower, 
differ significantly from governing output resources, such as source code. 

Synergies among the sustainability types were easy to identify. For example, 
infrastructural sustainability was identified as a foundational element, 
supporting and enabling human and software sustainability. When analysed 
through the lens of practical governance tasks, these synergies sometimes appear 
more as overlaps and boundaries between various types of sustainability, which 
can be rather fluid. Positive interactional dynamics, for example, are crucial in 
sustaining human resources and source code, making it challenging to draw clear 
distinctions between resource-based and interactional sustainability.  

Interestingly, the findings indicate minimal trade-offs between the 
sustainability types themselves. Instead, the more significant trade-offs and 
conflicts arise between actors and between levels of governance. While the 
theoretical discussion (Curto-Millet & Jimenez, 2023) has suggested potential 
trade-offs, such as a single actor’s dominance enhancing resource sustainability 
at the expense of interactional sustainability, the case studies in this dissertation 
present this issue differently. For example, reliance on a single financing 
organisation undermined resource-based and interactional sustainability in the 
long term, highlighting a strong connection between sustainability types. Overall, 
the results suggest that the relationships between the different types of 
sustainability in FOSS governance may be predominantly synergistic. The lack of 
practical examples involving significant trade-offs between sustainability types 
underscores this point. However, this observation should not be considered 
conclusive, as trade-offs could arise under conditions that are not present in the 
cases examined in this dissertation. 

While the sustainability topology created by Curto-Millet and Corsín 
Jiménez (2023) offers a new conceptual framework, its alignment with 
conventional FOSS approaches is expected given that it is based on a literature 
review. While broader sustainability frameworks, such as the triple bottom line 
(Elkington, 1998), have long been embraced in IS research, they have yet to be 
integrated into the discourse on FOSS sustainability, as observed by Curto-Millet 
and Jiménez (2023).  It is possible for a FOSS project to have excellent 
infrastructure, resource management, and communication but still be 
unsustainable in terms of environmental and social impact. For example, the 
extensive energy consumption associated with Bitcoin mining has raised 
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ecological concerns (Yang, 2022), while the censorship practices on the Chinese 
FOSS platform Gitee have implications for fundamental rights (Yang, 2022). 
While expanding the definition of sustainability within the FOSS context is 
important, this study did not undertake that task and, instead, built on existing 
definitions. 

7.3 Limitations and Methodological Reflections 

This dissertation was shaped by an evolutionary study design, rather than a pre-
planned structure. This approach, while organic and responsive to emerging 
needs, led to certain critical elements, such as open standards within FOSS 
governance, being partially overlooked in the scope of the study. Additionally, 
the selection of case studies, though diverse, exhibited some imbalances. For 
example, studies primarily focused on community and ecosystem perspectives 
(see Table 1 in Section 1.2) were conducted in the public or non-profit sectors and 
within strongly platform-centric ecosystems. This influenced the findings; for 
example, the emphasis on centralised quality control likely stemmed from the 
specific characteristics of these ecosystems. Due to these factors resulting from 
the organic study design, constructing a fully comprehensive theoretical 
framework for FOSS governance and sustainability was not feasible. 
Nevertheless, the research generated an in-depth understanding of FOSS 
governance levels and their inter-dynamics. 

Although the case selection was less than optimal, the case study 
methodology proved largely effective overall. My ‘triple role’ within the FOSS 
scene—as a hobbyist, professional, and researcher—provided me with access to 
various organisations and facilitated a strong rapport with informants. This 
multi-faceted involvement allowed for extensive and rich data collection over 
prolonged periods, not only through interviews but also through document 
analysis and participant observations. The triangulation of multiple data sources 
within each case contributed to the credibility of the findings. The necessity to 
consolidate insights from sometimes conflicting sources contributed to a deep, 
nuanced analysis. Critically examining the reasons for differing viewpoints and 
acknowledging that informants may have agendas that are not entirely aligned 
with the research objectives was an essential part of this process. 

On the other hand, the vast data collected in most case studies, coupled with 
the broad nature of the research questions and my relative inexperience with 
open coding, occasionally led to a lack of focused exploration. Many dimensions 
relevant to the research questions were touched upon only superficially, rather 
than being explored in significant depth. This issue was compounded by the 
constraints of standard article lengths in the IS field, which often limit the space 
available for reporting qualitative research. Consequently, substantial reductions 
in article length were frequently necessary, contributing to a perceived lack of 
depth in the findings. In hindsight, the use of more narrowly defined research 
questions in some articles could have resulted in a more in-depth inquiry. 
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However, these broad research questions and the use of open coding also 
provided notable advantages. They enabled a holistic understanding of specific 
subtopics and facilitated the integration of multiple disciplines—legal, economic, 
and technical—that are critical in the study of FOSS governance. Moreover, open 
coding allowed for the emergence of unexpected themes and findings from the 
data. For example, in Article IV, relationships between private and public sector 
actors became a prominent topic of discussion, even though this was not an 
original focus of the research. The flexibility of the research approach permitted 
the incorporation of these insights, which ultimately emerged as some of the 
most valuable findings of the study. Often, the most insightful revelations are 
those that informants share unprompted. 

Throughout the research process, I also periodically questioned the 
suitability of my realist, albeit critical-realist, approach. In some of the case 
studies (e.g., Article IV), the subjective attitudes and ideologies of interviewees 
came to the forefront, and finding a logical structural explanation for these 
perspectives was not feasible with the available information, perhaps not even 
sensible. Reflecting on this, I believe that an interpretivist approach might have 
led to a more nuanced analysis and yielded more valuable results during some 
parts of the dissertation work. On the other hand, the realist approach facilitated 
the development of practical tools and frameworks, which were successfully 
implemented in real organisations (as demonstrated, e.g., in Article V).  

In keeping with the critical realist approach, my dissertation adopts a 
writing style that limits the extent of self-reflection. However, this does not mean 
that self-reflective practice was absent from the research process. Especially in 
cases in which I was deeply involved in a professional capacity, maintaining a 
research-oriented mindset was crucial. This required considerable effort to 
critically analyse and manage the biases inherent in my specific roles within these 
organisations. It was essential to ensure that perspectives resonating with my 
own experiences did not receive undue emphasis or overshadow the equally 
important viewpoints of individuals with different roles. Achieving this balance 
was vital to the integrity of the findings, enabling a comprehensive 
understanding of each case. 
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This section summarises the contributions for both researchers and practitioners 
and then discusses potential future research directions. In terms of contributions 
to researchers, the focus is on the integrated insights, while the section on 
practitioner contributions mentions each article separately. This approach is 
taken because practitioner insights are context specific, with each article 
addressing certain scenarios and environments.   

8.1 Contributions to Researchers 

This dissertation advances our understanding of FOSS governance by providing 
a comprehensive analysis of how governance mechanisms, at the ecosystem, 
community, and corporate levels, contribute to the sustainability of FOSS projects. 
Through a detailed examination of various governance approaches and their 
interactions, this research project offers the following contributions to the field. 

First, while the dissertation does not develop a complete framework for 
governance across all levels, it provides inroads that facilitate the further 
exploration of the roles of and conflicts and synergies between these levels. By 
emphasising the interplay between ecosystem, community, and corporate 
governance, this study reveals how these levels interact to create synergies and 
conflicts that significantly impact the sustainability of FOSS projects. This 
approach addresses a critical gap in the literature (see section 3.5), in which 
governance practices are often studied in isolation, providing a more holistic 
view that underscores the complexity of sustaining FOSS initiatives. 

Second, the research contributes to the discourse on sustainability in FOSS 
(see section 3.4) by empirically applying and validating the sustainability types 
proposed by Curto-Millet and Jimenez (2023). The findings demonstrate the 
practical utility of these types—interactional, resource-based, and infrastructural 
sustainability—across governance levels, showing how they are interconnected 
and mutually reinforcing. The study notes that while synergies between these 
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sustainability types are common, examples of trade-offs are difficult to find. 
More significant trade-offs occur between actors and between governance levels 
than between the sustainability types. This insight adds nuance to the existing 
theoretical discussions of sustainability in open-source ecosystems. 

Third, the study explores the often-overlooked differences (see section 3.2) 
between the public and private sectors in FOSS governance. Identifying distinct 
challenges and dynamics in public sector governance, such as the impact of 
budgetary constraints and procurement laws on resource-based and interactional 
sustainability, provides a critical perspective that broadens the understanding of 
how various institutional contexts influence FOSS governance and sustainability. 
The most recent article (VI) introduces a model for sustaining public-sector FOSS 
ecosystems, detailing key activities and the critical roles of orchestrators and 
keystones in driving those activities. 

Fourth, this research sheds light on the ideological differences between 
companies involved in FOSS. While ideological motivations have been widely 
recognised at the individual contributor level (see section 3.1.3.1), this study 
identifies similar ideological divides at the organisational level, particularly in 
terms of how companies approach collaboration and resource stewardship 
within FOSS projects. Because FOSS communities and ecosystems often lack 
mechanisms via which to enforce reciprocity, these ideological commitments are 
crucial to sustainability. While this issue is particularly pronounced in the public 
sector, it is also evident across the broader FOSS landscape. By uncovering these 
ideological dynamics, this research provides valuable insights into how 
organisational values influence corporate FOSS governance and shape the long-
term sustainability of FOSS. 

8.2 Contributions to Practitioners 

For practitioners, this study emphasises the critical role of governance in 
ensuring the sustainability of FOSS, highlighting the need for adequate 
resourcing and strategic planning. It identifies the key governance mechanisms 
and pivotal dilemmas faced by FOSS-producing organisations, communities, and 
ecosystems. This is particularly important given the historical challenges 
involved in understanding FOSS governance, perhaps reflecting the persistent 
myth that FOSS projects and ecosystems are self-sustaining. 

The most pertinent insights for practitioners are context-specific and 
detailed in the overview of the articles (see Chapter 5). Article I outlines the social, 
technical, and legal tasks involved in launching a new FOSS community within 
a large ecosystem and shares practical experiences related to each aspect of this 
process. Article II offers guidelines for selecting an architectural knowledge-
sharing tool that benefits FOSS or any virtual development team. Article III 
showcases a practical example of how a resource-constrained SME leveraged 
FOSS governance decisions to ascend the value chain. Article IV examines the 
advantages and disadvantages of managerial approaches to FOSS, providing 
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entrepreneurs with insights that can be used to weigh the pros and cons of these 
approaches and position themselves strategically. Article V introduces a 
framework designed to assist a consortium of public sector organisations in the 
collaborative governance of FOSS communities and shares the experiences of its 
application in a real-world organisation. Extending these insights, Article VI 
provides a model and a comprehensive description of the responsibilities of 
public sector organisations acting as orchestrators and keystones in FOSS 
ecosystem governance. Collectively, these articles equip practitioners with tools 
to navigate the complexities of FOSS governance across different contexts, 
ultimately contributing to the sustainability of FOSS. 

8.3 Future Research Directions 

This dissertation has laid the necessary groundwork for understanding the 
governance and sustainability of FOSS across the organisational, community, 
and ecosystem levels. However, several essential areas remain underexplored, as 
discussed previously. One promising direction for future research is developing 
a comprehensive governance framework that integrates practices across all 
levels—organisational, community, and ecosystem. While this study provided 
valuable insights into how these levels interact, a systematic literature review 
(SLR) could further consolidate existing knowledge and identify gaps. Following 
this, empirical validation through practitioner interviews or case studies would 
be essential to ensure the framework’s relevance and effectiveness in diverse real-
world settings.  

Another important avenue for future research involves expanding the 
definition of sustainability within the FOSS context. The current study is built on 
the traditional FOSS literature, with a narrow, intra-organisational definition of 
sustainability. However, broader frameworks, such as the ‘triple bottom line’, 
which includes economic, environmental, and social dimensions, would offer a 
more comprehensive understanding of sustainability. Future research could 
explore how these broader sustainability considerations apply to FOSS projects, 
addressing apparent gaps in the current approach. For example, while a FOSS 
project may be well-managed regarding resources and infrastructure, it may still 
raise concerns regarding environmental impact or social equity. Expanding the 
sustainability discourse to include these dimensions could provide a more 
complete picture of what it means for a FOSS project to be genuinely sustainable. 
One potential path for future research is conducting case studies to examine how 
different FOSS projects address these broader sustainability challenges. 

Furthermore, this research has highlighted the need to explore the role of 
ideological motivations on organisational participation in FOSS. Small and 
medium-sized enterprises often play a crucial role in sustaining FOSS projects 
because these enterprises are driven by a strong ideological commitment to open-
source principles. However, the way companies engage with FOSS varies 
significantly, with some viewing it as a collaborative endeavour and others 
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taking a more transactional approach. Future studies could apply institutional 
theory to better understand how these underlying values and organisational 
cultures shape FOSS participation. By examining the norms and beliefs that drive 
different types of engagement, research can provide deeper insights into how 
these factors influence the sustainability of FOSS ecosystems. This line of inquiry 
could also explore how large organisations might support or collaborate with 
SMEs to enhance the overall sustainability of FOSS initiatives. 

An additional valuable area for future research is the role of governance at 
the community, corporate, and ecosystem levels in boosting the growth of the 
FOSS user base. In studies on FOSS growth, the role of governance has received 
less attention compared to external factors like market dynamics and technology 
policy. In my research, many informants considered promotional and marketing 
activities to be very critical during this phase, although not all of them shared 
this notion. Investigating how governance strategies across these three levels 
influence these activities and their impact on the long-term sustainability of FOSS 
projects could provide essential insights into how communities attract and retain 
users, ultimately enhancing the overall sustainability of FOSS initiatives. 
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YHTEENVETO (SUMMARY IN FINNISH) 

Tämä väitöskirja tutkii vapaiden ja avoimen lähdekoodin ohjelmistojen (VALO) 
kestävyyttä ja hallintoa kolmella eri tasolla: yhteisö-, organisaatio- ja 
ekosysteemitasolla. Tutkimuksen tavoitteena oli ymmärtää, miten nämä 
hallintotasot vuorovaikuttavat keskenään ja miten ne yhdessä edistävät VALO-
projektien pitkäaikaista kestävyyttä. Työ pohjautuu tapaustutkimuksiin, jotka on 
toteutettu avoimen lähdekoodin ohjelmistoja tuottavissa yhteisöissä, 
organisaatioissa ja ekosysteemeissä. Niissä on hyödynnetty monipuolisia 
tiedonkeruutapoja, kuten haastatteluita, dokumenttianalyysia ja havainnointia. 

Tämän tutkimuksen yhteydessä hallinto määriteltiin laajasti, kattaen sekä 
strategisen päätöksenteon että jokapäiväisen toiminnanohjauksen. 
Yhteisöhallinto viittaa toimijoiden muodostaman VALO-yhteisön hallintoon 
yksittäisissä projekteissa. Organisaatiohallinto keskittyy siihen, miten yksittäiset 
organisaatiot hallinnoivat omaa osallistumistaan VALO-projekteihin. 
Ekosysteemihallinto puolestaan ohjaa laajempaa organisaatioiden ja VALO-
projektien joukkoa, jotka toimivat yhteisessä teknologiaympäristössä. 

Kestävyys sen sijaan on määritelty tässä yhteydessä melko suppeasti, 
tarkoittaen kykyä jatkaa tuottavaa toimintaa pitkällä aikavälillä. VALO-
kestävyys on jaettu Curto-Milletin ja Jiménezin (2023) esittämällä tavalla 
kolmeen eri tyyppiin: resurssipohjaiseen, vuorovaikutukselliseen ja 
infrastruktuuriseen kestävyyteen. Resurssipohjainen kestävyys viittaa kykyyn 
hankkia ja hallita erilaisia resursseja, kuten ohjelmisto-omaisuutta, henkilöstöä ja 
taloudellisia varoja. Vuorovaikutuksellinen kestävyys tarkoittaa positiivisen ja 
tehokkaan yhteisödynamiikan ylläpitämistä. Infrastruktuurinen kestävyys 
viittaa kykyyn ylläpitää järjestelmiä, jotka tarjoavat tukea ja vakautta 
päätoiminnoille kuten työkaluympäristöjä ja oikeudellisia kehyksiä. 

Tutkimus korostaa hallinnon roolia ja alleviivaa, että VALO-yhteisöt ja 
ekosysteemit eivät ole täysin itseohjautuvia, vaan niiden pitkäaikainen kestävyys 
edellyttää tarkoituksellista ohjausta ja koordinointia. Tutkimuksessa 
tarkastellaan, miten hallinnolliset toimet eri tasoilla voivat edistää kutakin 
kestävyystyyppiä. Taulukko 5 tiivistää tulokset tältä osin. 



 
 

85 
 

TABLE 5 VALO-hallinnon vaikutukset kestävyyden eri tyyppeihin 

Kestävyyden 
tyypit 

Ekosysteemihal-
linto 

Yhteisöhallinto Organisaatiohallinto 

Vuorovaiku-
tuksellinen 

Edistää tiedonjaka-
mista projektien vä-
lillä 

Mahdollistaa yhteisöl-
lisen päätöksenteon, 
edistää tiedon jaka-
mista, rakentaa vasta-
vuoroista kulttuuria  

Sovittaa yhteen yri-
tyksen ja yhteisön 
kulttuurin ja arvot  

Resurssipohjai-
nen - Panokset 
(työvoima ja 
raha) 

Tarjoaa yhteisöille 
näkyvyyttä, edistää 
resurssien jakamista 
projektien välillä ja 
hankkii resursseja 
yhteiseen kehitys-
työhön 

Edistää ja palkitsee 
käyttäjien osallistu-
mista, tarjoaa selkeitä 
polkuja uusille osallis-
tujille ja sponsoreille  

Edistää kasvua mark-
kinoinnin kautta, in-
vestoi taloudellisiin ja 
henkilöstöresurssei-
hin, varmistaa kestä-
vät tulonlähteet  

Resurssipohjai-
nen - Tuotokset 
(ohjelmakoodi) 

Kannustaa avoimiin 
standardeihin ja 
projektien yhteen-
toimivuuteen 

Toteuttaa laadunvar-
mistusta ja tukee järke-
vää työnjakoa 

Integroi omiin ohjel-
mistotuotteisiin ja tu-
kee laadunvarmistus-
prosesseja  

Infrastruktuuri-
nen 

Edistää lisenssien 
yhteensopivuutta ja 
yhtenäisiä työkalu-
ympäristöjä 

Ylläpitää digitaalisia 
työkaluympäristöjä ja 
oikeudellisia kehyksiä 

Varmistaa lisenssien 
noudattamisen ja in-
tegroi työkaluympä-
ristöt  

 
Tutkimuksessa havaittiin, että VALO-hallinnon eri tasot voivat vahvasti tukea 
toinen toisiaan, mutta niiden välillä esiintyy myös konflikteja. Ekosysteemien ja 
yhteisöjen välillä vallitsee usein synergistinen suhde erityisesti 
vuorovaikutuksellisen ja infrastruktuurisen kestävyyden osalta.  Toisaalta, 
vaikka resurssien yhdistäminen onkin usein tärkeä motiivi VALO-kehitykseen 
osallistumiselle, eri hallintotasojen välinen kilpailu resursseista voi aiheuttaa 
konflikteja ja haasteita resurssikestävyyden näkökulmasta. Organisaatiolle 
saattaa olla houkuttelevaa ohjata kaikki taloudelliset ja henkilöstöresurssit omiin 
projekteihin ja samoin yhteisöt saattavat priorisoida omat projektinsa 
ekosysteemin yhteisten kehitystarpeiden kustannuksella, mikä voi heikentää 
jaettujen ohjelmisto-omaisuuksien arvoa pitkällä aikavälillä. Etenkin 
organisaatio- ja yhteisöhallinnon välillä resurssikonfliktit voivat vaikeuttaa myös 
rakentavan vuorovaikutuksen ylläpitämistä sekä etenkin oikeudellisten 
kehysten kuten lisenssien osalta yhteisestä infrastruktuurista sopimista. 

Parhaimmillaan hallintotasojen vuorovaikutus tukee VALO-yhteisöjen 
kasvua ja kestävyyttä positiivisen palautesilmukan kautta. Tämä prosessi alkaa 
käyttäjäkunnan kasvattamisesta, jota tukevat yhteisön ja organisaatioiden 
markkinointitoimenpiteet sekä ekosysteemin tarjoama näkyvyys. Seuraavassa 
vaiheessa laajentunut käyttäjäkunta muuttuu osallistujiksi ja sponsoreiksi. Tämä 
edellyttää sitä, että yhteisöhallinto onnistuu luomaan ympäristön, jossa 
osallistuminen on helppoa ja tehokasta ja organisaatiohallinnot tekevät päätöksiä 
resurssien investoimisesta.  Ekosysteemihallinto voi myös osaltaan auttaa 
tukemalla henkilöresurssien liikkumista projektien välillä. Kolmannessa 
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vaiheessa osallistumiset ja sponsoroinnit muutetaan laadukkaiksi 
ohjelmistotuotteiksi. Yhteisöhallinto voi tukea arvonluontia huolehtimalla 
asianmukaisesta laadunvalvonnasta ja tehtävien koordinoinnista.  
Ekosysteemihallinto tukee teknisten ratkaisujen yhteentoimivuutta, joka 
kasvattaa ohjelmiston arvoa, samoin kuin yritysten tarjoamat lisäpalvelut. On 
kuitenkin huomattava, että liian nopea ja huonosti hallittu kasvu voi olla 
kuormittava tekijä kaikille osapuolille ja heikentää kestävyyttä. 

Tutkimuksessa nousi myös esiin merkittäviä eroja julkisen ja yksityisen 
sektorin VALO-hallinnossa. Julkisen sektorin organisaatioilla on usein haasteita 
rahoituksen ja resurssien kanssa, mikä vaikuttaa negatiivisesti VALO-projektien 
kestävyyteen erityisesti nopean kasvun tilanteissa. Julkisten hankintalakien 
asettamat rajoitukset voivat lisäksi vaikeuttaa luottamukseen perustuvien 
suhteiden muodostumista ja ylläpitämistä yhteisöissä ja ekosysteemeissä. 
Organisaatiotason hallinnossa julkisen ja yksityisen sektorin välillä ei havaittu 
yhtä selkeitä eroja. Molempien sektorien sisällä organisaatioiden sitoutumisessa 
VALO-kehitykseen oli huomattavia eroja, mikä vaikutti merkittävästi etenkin 
resurssipohjaiseen ja osin myös vuorovaikutukselliseen kestävyyteen. 

Kokonaisuudessaan väitöskirja syventää ymmärrystä VALO-hallinnosta ja 
sen vaikutuksista kestävyyteen. Lopuksi esitetään useita suuntaviivoja tulevalle 
tutkimukselle. Näitä ovat muun muassa kattavan kehyksen kehittäminen, joka 
yhdistäisi käytännöt organisaatio-, yhteisö- ja ekosysteemitasoilla. Lisäksi 
tutkimuksessa ehdotetaan kestävyyskäsitteen laajentamista VALO-kontekstissa 
siten, että se kattaisi myös taloudelliset, ympäristölliset ja sosiaaliset 
ulottuvuudet. Ideologisten motiivien ja institutionaalisten arvojen vaikutukset 
organisaatioiden osallistumiseen VALO-hankkeisiin tunnistettiin myös 
kiinnostavaksi tutkimusalueeksi. 
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Abstract: Open source software has gained a lot of well-deserved attention during 
the last few years. Eclipse is one of the most successful open source communities 
providing an open development environment and an application lifecycle platform. 
The main aim of this paper is to describe a case study on contributing to the Eclipse 
open source community and report experiences. The most important experiences are 
related to building an architecture model repository tool as an Eclipse plug-in and 
startinga new community around it. 

 
 
 

1 Introduction 

Open source software (OSS) has been growing its popularity among software developers, 
communities and media over a decade and lately also the research community has been 
active in studying the subject. Among the most successful open source projects, Eclipse 
(www.eclipse.org) is an open development platform and application framework for 
building software. The Eclipse community has distinguished itself in productivity and 
creativity [Ki05] and has developed new features that have evolved Eclipse towards a 
platform that is integrating not only tools but also applications and services [Gr05]. The 
new features also make Eclipse a strong force in the embedded market [Er06] [Kl05] and 
make the community even more international [La05]. 

There are several ways of contributing to open source communities, e.g. fixing bugs and 
providing new features. In this paper, contributing to Eclipse is considered as a twofold 
issue. On the one hand, a contribution, i.e. a plug-in, needs to be developed, and on the 
other hand, it needs to get published to the audience: users and community [Be04]. A good 
plug-in is modular, because the only way an open source project can mature is by allowing 
a number of people to participate in the development [Fl01]. While developing modular 
plug-ins is relatively straightforward [Ga04], the acute question remains how to get the 
modular plug-in to the open source “market”? The contribution of this paper is to introduce 
a case study on contributing to Eclipse and to report the experiences on the subject. The 
rest of the paper is structured as follows. The next section summarizes the approach used 
for contributing to Eclipse. After that the case study is introduced and the experiences 
discussed. Conclusions close the paper. 



  

 
 

2 Approach for contributing to Eclipse 

Open source projects have been likened to a bazaar [Ra03]. An open source project gathers 
people, whose skills, motivation and time of involvement may vary significantly [GaA04], 
to work in a distributed environment. Any contributor is welcomed to add a new feature 
to “scratch an itch”. In such a development model, the importance of maintainability and 
the ease of making modifications are highlighted. This goal is achieved, e.g., by designinga 
modular software architecture. 

In order to create a successful open source community around an Eclipse plug-in, the 
contributor needs (1) to build a plug-in with well designed software architecture, (2) to 
enable others to extend the plug-in with further plug-ins, and (3) to publish the plug-in as 
an open source project. The main stakeholders of the Eclipse community [Be04] are 
summarized in Table 1. In our approach for contributing to Eclipse, and in this case study, 
we are acting in three different stakeholder roles: extender, publisher and enabler. In this 
hierarchical stakeholder stack, the stack is built from a technical point of view. That is, 
publishing an Eclipse extension does not require making it extendable. Although this is 
true, attracting an active open source community, as stated above, requires easily 
expandable architecture, which in this case is implemented by Eclipse extension 
mechanisms. 

Table 1. Stakeholders in the Eclipse community. 
 

Stakeholder Description 
User Uses Eclipse as it is. 
Configurer A user who customizes his/her experience of Eclipse within the limits 

envisioned by the original programmer. 
Extender A programmer who makes extensions by plugging in functionality. 
Publisher An extender who makes extensions available to others for loading 

them. 
Enabler A publisher who has defined one or more extension points for a plug- 

in, thus enabling others to extend the contribution. 
Committer Modifies the Eclipse code and incorporates changes into the global 

Eclipse release. Requires trust of existing committer community. 
 
 

An open source project can be announced when the code artifact has been implemented 
into a “minimal but working version” [Go05]. Mandatory requirements, which need to 
be implemented before announcing the project, were identified in the requirement 
specification phase. In addition to the code artifact, an open source project needs a 
standard set of tools for managing information, including at least a website, mailing lists, 
a code versioning system and a real-time chat room [Fo05]. Once the infrastructure is 
ready, the next goal is 1) to get publicity for the project, 2) to gain a large enough user 
community, and 3) to gradually increase the level of community involvement. To be 
successful, an open source project requires marketing just like any other product. [Go05] 



  

 
 

3 Case study: Stylebase for Eclipse 
 
 

3.1. Overview 

Quality-driven architecture design is an approach for software architecture design which 
emphasizes the importance of quality attributes (e.g. performance, modularity or 
maintainability) during the development1. The approach relies on the assumption that 
architectural styles and patterns, and also design patterns, embody different quality 
attributes. When patterns are applied in the architecture, the quality characteristics of the 
selected patterns are reflected in the entire software architecture. Stylebase is an important 
part of the quality-driven software architecture design and analysis (QADA®) 
methodology. Stylebase is a knowledge base of architectural styles and patterns [Ni05], 
and design patterns. The aim of the stylebase is to assist the architect in selecting styles 
and patterns which promote desired quality attributes. On the other hand, the stylebase 
may also assist in evaluating software architectures [Do02]. 

The Stylebase for Eclipse community has developed an open source implementation of 
the stylebase based on previous work [Me05] [MN05], and it has also published as a tool 
for browsing and maintaining the stylebase. The tool can be used in three ways: 1) as an 
electronic library for patterns, 2) as a guide for evaluating quality-driven architecture and 
3) as a guide for quality-driven architecture modeling. When used as an electronic library, 
the architect browses the stylebase as a pattern catalogue. When used for model evaluation, 
the architect detects which patterns have been used in an architecture model and then 
checks from the stylebase which quality-attributes are associated with these patterns. 
When constructing a new architecture model, the architect searches the knowledge base 
and selects patterns according to the desired quality characteristics. 

 

 
3.2. Expandable plug-in architecture 

In the Stylebase for Eclipse, modularity was implemented at two levels. (1) The internal 
architecture of the Stylebase for Eclipse was designed to be modular. This was achieved 
by following the well-known model-view-controller pattern (MVC), see e.g. [Bu96]. (2) 
The Stylebase for Eclipse provides functionality which lets users build custom extensions 
without touching the source code of the Stylebase for Eclipse. This has been achieved by 
(a) building access points by implementing and exporting API (Application 
Programming Interface) packages, and (b) defining extension points with the Eclipse 
extension point mechanism. The access and extension points are listed in Table 2 and 
Table 3 respectively. 

 
 
 
 
 
 

 
1 http://virtual.vtt.fi/qada/ 



  

 

 
The MVC architecture (Model, View and Controller) is a way of breaking an application 
into three parts: model, view and controller. The user input, the manipulation of data and 
the visual feedback to the user are separated and handled by controller, model and view 
objects respectively. The MVC architecture was selected for the following reasons: 

1) MVC promotes extensibility by allowing multiple representations (views) of the same 
information (model). This makes it easy to update the graphical user interface, which is 
especially prone to change requests, and/or to customize views based on user profiles. 

2) MVC promotes code reuse by allowing a single view to show data from different 
models. By adding a new model, it is possible to adjust the tool to manage entirely 
different types of data with minimum recoding effort. 

3) MVC facilitates maintenance by allowing an individual developer to focus on one 
aspect of the application at a time. Multiple developers can simultaneously update the 
interface, logic or input of an application without affecting other parts of the source code. 

5) MVC architecture suits well for Eclipse plug-in development because the view classes 
of Eclipse can receive any other class as an input object. The Eclipse platform itself has 
a model-view-controller architecture [Gr04]. 

 
In order to increase the level of modularity, the three main components communicate with 
each other via predefined interfaces. Figure 1 shows how the plug-in implements a model-
view-controller pattern. 

 

 
 

FIGURE 1: Stylebase plug-in composite structure 



  

 

 
Tables 2 and 3 describe functionality that the Stylebase for Eclipse provides for 
downstream plug-ins. 

 
Table 2. The access points provided by the Stylebase for Eclipse 

 

Controller The interface provides access to the control component. It lets users 
associate the functions of Stylebase for Eclipse with the GUI of another 
plug-in. 

Model The interface gives access to the model component. It provides a set of 
methods for retrieving and updating essential data in the Stylebase. 

Database 
(SQL) 

The interface provides SQL-level access to the underlying database. It 
helps in implementing specific functionality not provided by the model 
interface. 

 

 
Table 3. The extension points provided by the Stylebase for Eclipse 

 

Model 
Extension 
Point 

The extension point provides the means of adding new models, units 
for storing and handling different types of data. 

GUI 
Extension 
Point 

The extension point provides the means of customizing the user 
interface of the Stylebase for Eclipse. It allows users to add their own 
views and/or menu items to the main view of the Stylebase for Eclipse. 
The controller component is extended respectively. 

 
 

 
3.3. Founding a community 

In the case of Stylebase for Eclipse, , the founding of the community was started right 
after implementing the mandatory functionality. Considering our limited resources and 
the laborious effort of self-hosting a project, it was decided to subscribe to one of the 
websites providing free hosting services for open source projects. Such services include 
web hosting, mailing lists, code archive, file hosting and bug tracking. For selecting 
hosting facilities, the most well-known, general-purpose hosting facilities – 
SourceForge.net, Savannah, BerliOS and Google code – were evaluated. They all run a 
collaborative software development management system originally called 
“SourceForge”. SourceForge.net uses a closed-source proprietary version of this 
software, while the three other websites run free versions forked from the last open 
source version of SourceForge. 



  

 

 
When registering a project to any such facility, the submitter has to state which license the 
project uses. We decided to use the GNU (GNU's Not Unix) General Public License 
(GPL), which has been written by the Free Software Foundation. Many contributors are 
familiar with it as it is the most widely used open source license [Fo06]. GPL efficiently 
prevents creation of closed-source forks [Go05] and ensures that our software can be 
unambiguously used with MySQL client libraries which are also GPL licensed. The main 
drawback of GPL is that it may turn companies away from contributing toa project [Go05]. 
Another disadvantage is the incompatibility with EPL (Eclipse Public License) [Fr06] 
which, however, may be solved by GPL version 3 [Or06]. 

Savannah provided by the Free Software Foundation was selected as a project hosting 
provider because it is ad-free and it provides the most professional looking user- interface. 
Unlike the other alternatives, Savannah is dedicated to free software advocacy and has 
strict hosting policies, such as code review before accepting a new project as a Savannah 
project. The Savannah administration requires that all hosted software 1) is licensed under 
a free software license compatible with the GNU General Public License, 
2) runs on at least one free operating system such as Linux, and 3) is not dependent on any 
non-free software. Non-free software includes all proprietary programs (such as 
Macromedia Flash and the Microsoft SQL Server), non-free file formats (such as the 
Graphic Interchange Format), and non-free programming languages (such as the Sun 
implementation of Java). [FrA06] 

In order to express support to the Eclipse community, it was decided to apply for the 
membership of the Eclipse Foundation. Associate membership is free of charge for non- 
commercial entities like universities and research institutes. The Eclipse Foundation 
requires that associate members commit to 1) deliver added value to the Eclipse 
community within 12 months and 2) publicly announce joining the Eclipse Foundation 
within 90 days [EcA06]. While the associate membership does not grant decisive power, 
it grants rights to participate in project reviews, project creation and discussions on Eclipse 
intellectual property policy. It also entitles the member to use the Eclipse Foundation 
Member logo in marketing activities. [Ec06] 

In order to make the project known to the public, we decided to publish announcements 
on some popular, open source related websites and to send one-time postings to carefully 
selected mailing lists. We chose not to send email to several, large mailing lists because 
such postings are easily considered as spam. As well as regular internet users, open source 
developers dislike irrelevant information that is blocking their communication channels 
[Ra06]. Further, we promoted the project at various open source related events, such as 
the OpenMind seminar (http://www.openmind.fi/). A brochure and poster were designed 
for marketing the project. We also contacted lecturers of software development courses at 
the University of Oulu and offered the Stylebase for Eclipse project as a practical work for 
their students. 

The Eclipse Plug-in Central (EPIC) is obviouslya website where we wanted our plug-in to 
be listed. This is a place where Eclipse users search for commercial and open source plug-
ins. An announcement was also placed at a few open source development portals, at 
FreshMeat.net, for example, which Fogel [Fo05] mentions as the number one place to be 
seen. 



  

 
 

5 Experiences 
 
 

5.1. Starting up the project- project hosting 

As stated above (see Section 3.3), we evaluated four project hosting services and selected 
Savannah as the most appropriate one for our purposes. Savannah administration had very 
strict requirements on how the GNU General Public License should be applied to the code 
artifact. The requirements include placing copyright and free software statements both at 
the beginning of each source file and in a README file in every subdirectory containing 
binary files. According to the Free Software Foundation, this is the only way to ensure 
that the code is effectively protected by the license [FrB06]. What made things 
inconvenient was extending the requirement to apply to all external libraries distributed at 
Savannah. In the case of the Stylebase, this meant, for example, that one needed to open 
the JAR (Java Archive) file of the MySQL client, placea README file into dozens of 
sub directories and then to package the source code and binaries back into a JAR file. 
Savannah also required that the source code of all external libraries was distributed with 
the plug-in. It was not sufficient to provide instructions on where to download the source 
code [RoA06]. 

Some interesting lessons were learned with different implementations of Java class 
libraries. Until November 2006, Sun Java libraries were published under Sun Community 
Source License (SCSL), which is a hybrid between an open source license and a traditional 
proprietary license [Ga6]. Many free software developers were unhappy with the Sun 
licensing scheme [So05] and Free Software Foundation coordinated the development of 
GNU Class Path, a GPL licensed implementation of Java. As the Stylebase plug-in was 
developed on Sun platform, some Sun-only features were inadvertently used. Later on, it 
was required to redo these features because the code could not be compiled with GCJ 
(GNU Compiler for Java), a widely-used open source Java compiler. In November 2006, 
as a response to many requests, Sun finally decided to publish its Java implementation 
under GNU General Public License [Su06]. Time shall show whether the decision will 
diminish or increase differences between Java implementations. In any case, making an 
open source product dependent of one particular implementation would hardly bea good 
choice. 

The application process to Savannah took longer than planned. This was most probably 
due to the following reasons. Not all the requirements for application were clearly stated 
at once, but rather mentioned one after another each week. The voluntary nature [Go05] 
of open source communities was really put into action when our emails were replied to 
mostly on weekends and there was often a long delay before receiving a reply. Due to the 
strict deadline of publishing our open source project we had to set up a site at 
SourceForge.net where the application was processed and accepted in less than a day. 
Considering the amount of bogus projects found at SourceForge.net, the quick approval 
appears to reflect a loose hosting policy rather than efficiency. 



  

 

 
5.2. Integrating OS components - license issues 

At the time the Stylebase for Eclipse was about to be published, the Stylebase for Eclipse 
tool was dependent on an XML (eXtensible Markup Language) object model called 
JDOM, which was published under its own open source license specifically written for the 
JDOM project. Due to the fact that JDOM uses a permissive license similar to the MIT 
(Massachusetts Institute of Technology) license, we considered it to be GPL- compatible. 
However, Savannah refused to accept the JDOM component as a part of the project. The 
clause that prohibits the use of the name JDOM in derivative works can be seen as an 
additional restriction and this would rule out the GPL-compatibility [RoB06]. A polite 
posting [He06] to an open source forum regarding the GPL-compatibility of JDOM caused 
an intense “flame war”. It seems that whenever a project uses its own license, compatibility 
issues area matter of debate. The JDOM component was therefore replaced with another 
document object model which had been published under the GNU Lesser General Public 
License (LGPL). The Open Source Watch [Os06] recommends that GPL-licensed 
software be combined with licenses that are listed as GPL-compatible on the website of 
the Free Software Foundation. 

 

 
5.3. Attracting users and contributors - marketing activities 

At the time of writing this paper, not all the marketing activities mentioned above (Section 
3.3.) were executed. However, initial experiences were collected as follows. Applying for 
the membership of Eclipse Foundation was quite straightforward. However, while 
reviewing the membership agreement of Eclipse Foundation, it was unclear whether 
contributions would be accepted under any other open source license than the Eclipse 
Public License (EPL). The Eclipse Foundation confirmed that the strict EPL requirement 
applies only to contributions which are part of the official Eclipse project and hosted at 
eclipse.org [Sm06]. Soon after that, the application for Eclipse Foundation Associate 
Membership was accepted [Mc06]. 

The most effective marketing activity seemed to be giving a demonstration at a seminar 
targeted for special audience interested in open source. A concrete metric set for assessing 
the effectiveness of marketing activities was provided by the number of downloads at 
stylebase.sourceforge.net. A few days after the demonstration we were able to witness 
nearly 50 downloads from different IP addresses. 



  

 
 

6 Conclusions 

The aim of this paper was to describe a case study on contributing to the Eclipse open 
source community and to report some experiences. The initial experiences were reported 
soon after the official publication of the project in autumn 2006. The case study was 
concerned with a software architecture tool called Stylebase for Eclipse, which was 
licensed under the GNU GPL and implemented as an Eclipse plug-in. Developing Eclipse 
plug-ins was quite straightforward and therefore the most interesting experiences were 
related to (1) licensing issues while integrating several open source components together, 
(2) project hosting services while starting up an open source community, and 
(3) marketing activities while attracting users and contributors for the community. 

Based on the case study, the most important conclusions are as follows. First, Savannah 
by the Free Software Foundation was selected as a project hosting provider because it was 
ad-free and provided the most professional looking user-interface. One of the experienced 
advantages of Savannah was that it would host only carefully reviewed projects (causing 
a disadvantage of long acceptance process). We also tried out another option - 
SourceForge – where, although the acceptance process was very fast, the responsibility of 
project quality was left for the respective community. 

Second, it seems that whenever an open source subcomponent uses its own license written 
especially for the project, compatibility issues will be a matter of debate. Resolving 
compatibility issues takes time and therefore should be taken into account in schedules, or 
in our case regarding a GPL license, one should only use open source components with 
GPL compatible licenses accepted by the Free Software Foundation. 

Third, the marketing of an open source project was deemed to be crucial in order to gain 
users and contributors for your project. We used several marketing channels such as 
passing information down by word of mouth, handing out brochures, and demonstrating 
the proposed tool at a seminar for open source related audience. Marketing activities 
caused an immediate tenfold increase in code downloads at the project website. 
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Abstract 

Sharing and reuse of software architectural knowledge 
(SHARK) has become an emerging topic of discussion 
and research in the field of software architecture 
development. SHARK is efficient with tool support, 
particularly so when that support is appropriate. 
However, there seems to be little guidance for selecting a 
suitable SHARK tool for use in an organization. The 
contribution of this paper is twofold. First, we present an 
evaluation framework that can be used for presenting an 
overview of SHARK tool features or comparing their 
differences. Secondly, we use the presented framework 
to evaluate three publicly available SHARK tools. The 
evaluated tools are the following: WebOfPatterns, 
Stylebase for Eclipse and PAKME. 

 
1. Introduction 

 
The complexity and size of software systems and 

system families has increased and the stakeholders 
involved in software architecture are many. When 
software is developed in a multi-site global company or 
in an open source community, the stakeholders are also 
geographically distributed. For these reasons, SHARK 
has become an increasingly important topic. Storing, 
reusing and sharing architectural knowledge, both from a 
design and design decision perspective, requires 
appropriate tool support. 

While several papers [1, 3, 4, 5] state many desirable 
features for a SHARK tool, a common framework for 
evaluation of SHARK tools has not been provided. Ihme 
et al. [20] present an evaluation framework aimed at 
computer aided software engineering tools. However, 
this framework is quite general i.e. not targeted 
especially at SHARK tools and, on the other hand, too 
detailed to be used for presenting an overview of tool 
features. The NIMSAD (Normative Information Model- 
based Systems Analysis and Design) evaluation 
framework [21] has been presented earlier. This 
framework has been developed for evaluating methods in 
any category, but it can also be adapted for evaluating 
tools. 

Some excellent literature studies on the state-of-the- 
art of SHARK tools have already been presented [see e.g. 
12]. However, there is obviously a substantial difference 
in what functionality has been outlined in literature and 
what has been already implemented and made available 
to users. Some industrial studies on Enterprise 
Architecting tools [e.g. 25,28] touch model sharing 
features briefly, but focus on business (instead of 
software) architecting. Therefore, the participants of the 
2nd SHARK workshop agreed that a more empirical 
analysis of software architectural knowledge sharing 
solutions is required [1]. 

The contribution of this paper is to present an 
evaluation framework for SHARK tools and then use the 
framework to evaluate three open source based solutions. 
The framework is based on the frameworks introduced 
above. The topics addressed in the framework have been 
widely recognized [e.g. 1-5] as desirable features for a 
SHARK tool. Evaluation is entirely based on public and 
free material available in the web pages of open source 
projects. The evaluation was performed by installing and 
using the case tools. 

The following open source tools were selected for 
evaluation: Web of Patterns, Stylebase for Eclipse and 
PAKME. These tools were selected because they are 
general purpose (i.e. not limited to a particular 
programming language or platform) and currently in 
active development. The study uses open source tools to 
exercise the framework, because they are publicly 
available, thus making the evaluation more transparent 
[15]. The open source approach brings also many 
benefits to users, such as easy customization [14]. 
Solutions, which are only available as research papers, 
were excluded due to the empirical nature of the study. 

The remaining parts of this paper are organized as 
follows. First, a framework for evaluating the SHARK 
tools is presented with a rationale and background of 
question categories, criteria and evaluation questions. 
After that, each case tool is introduced and its evaluation 
data provided. In the end, evaluation results and 
framework capabilities are discussed. Conclusions close 
the paper. 



   

2. Framework for Evaluation 

2.1 Question Categories 

The evaluation framework for tools that support 
sharing and reuse of architectural knowledge is presented 
in Table 1. Categories of the framework are based on the 
NIMSAD evaluation framework [21], the CASE tool 
evaluation criteria of Ihme et al. [20] and results of the 
second SHARK working group [1]. The evaluation 
questions have been defined based on a large body of 
previous work from an active research community [e.g. 
2, 11-13]. In line with NIMSAD, the entire problem 
solving process is used as the basis of evaluation. Our 
framework proposes four view points to the evaluation of 
SHARK tools (Figure 1) as follows. 

 

 
Figure 1: Elements of SHARK tool evaluation 

 
Problem the tool assists in. Reuse and sharing of 

software architectural knowledge means capturing it in a 
reusable form and sharing it with others a meaningful 
way. This is the problem a SHARK tool solves. The 
questions in this category evaluate how well the tool 
covers the problem area of SHARK. 

Problem solver. Problem solver is usually the tool 
user. In the case of knowledge sharing tools there are 
groups of users from several interest groups. This 
category of questions evaluates the tool from the 
viewpoint of problem solver e.g. learning, ease of use 
and installation issues. 

Means of problem solving. SHARK tools may be 
implemented with several technologies. Technology 
selections may either restrict or open up tool features. 
The questions in this category evaluate (1) what kind of 
technological and implementation solutions have been 
selected for the tool and (2) how well these solutions 
serve the problem areas defined. 

Maturity of the tool. The maturity of any tool is an 

important aspect for decision makers when selecting a 
tool for an organization. This category of questions 
evaluates the maturity of the tool. 

 
2.2 Question criteria and evaluation 

questions 

Knowledge reuse is about using the same knowledge 
more than once. Architectural knowledge (AK) reuse is 
the most efficient when first storing knowledge and then 
retrieving knowledge from the repository in order to use, 
reuse and maintain it. This kind of repository also 
enables sharing of AK. 

According to [1, 22, 29, 30] architectural knowledge 
consists of the design solutions, i.e. how the system is 
designed, plus the design decisions and their rationales 
i.e. why the system is designed the way it is. As we 
know, software architecture has many definitions and 
many meanings depending on the context e.g., do we 
record the software architecture of a small application, 
family of applications or family of embedded software- 
intensive systems? Therefore, representation of 
architectural design knowledge may have to be done on 
several abstraction levels to present all the relevant 
information. Examples of abstraction levels include 
conceptual architecture, concrete architecture and 
detailed design-level knowledge. The second SHARK 
workshop aimed to specify what architectural decision 
documentation must include and what it can include in 
addition to must-to-have documentation [1, 4]. In 
summary, architectural design decisions documentation 
should describe what is decided, why the decision was 
made and what the discarded options were. The above 
mentioned issues of storing knowledge are addressed in 
questions 1-4 of the framework in Table 1. 

The previously mentioned SHARK working group 
also considered tool support for architectural knowledge 
management. Firstly, searching the knowledge has to be 
efficient and users need to find what they are looking for 
[1]. Finding reusable knowledge may be difficult for 
various reasons [16, 30] e.g. knowledge utilizers may be 
unaware that the knowledge they need is available 
through a tool. Secondly, the essential information may 
be only implicit in the repository. In the end, the 
knowledge may have to be reconfigured in some way in 
order to meet the requirements of the task in hand. 
However, knowledge retrieval features of SHARK tools 
should help with at least some of these problems. Free 
text searches and first-order predicates are common 
approaches to querying AK data. [1]. In addition to 
conventional search functions, SHARK tools should 
provide mechanisms for navigating through architectural 
knowledge [4,5,17]. This means navigating between 
abstraction levels (e.g. by graphical zooming) and 
through decision paths (e.g. by tree branching or 



  

Table 1: Evaluation framework for SHARK tools 
Category Criterion Evaluation questions 

 
 
 

 
Problem the 
tool assist in 

 
 
 
Knowledge 
reuse 

1. How does the tool support storing design solutions 
2. How does the tool support storing design decisions and their rationales 
3. Can the tool store both accepted and discarded design decisions? 
4. What is the abstraction level of stored knowledge? 
5. What kind of search mechanisms does the tool support? 
6. Does the tool support navigating through abstraction hierarchy / decision paths? How? 
7. Does the tool provide descriptive assistance (instead of imposing solutions)? 
8. What knowledge is modelled explicitly in the tool? 

Knowledge 
sharing 

9. Does the tool support a shared repository with multi-user access? 
10. Does the tool support collaborative interactions or integrate with collaborative SW? 
11. Does the tool indicate the author of the knowledge (encouraging personal contacts)? 

 

 
Problem 
solver 

Target user 
group 

12. What is(are) the target user group(s) of the tool? 
13. Can users get information on the granularity level of their choice? 

Target 
environment 

14. How does the tool aim to integrate into the architecting process? 
15. Can templates be customized to accommodate organizational needs? How? 

Required 
resources 

16. How much effort does it require to learn to use the tool? 
17. How much extra effort does it require to create and update the knowledge? 
18. What resources does it require to deploy the tool in an industrial organization? 

 
 
Means of 
problem 
solving 

Implementation 
technologies 

19. What technologies have been used in the tool? 
20. In which format is the knowledge stored? 
21. Can the knowledge be imported/exported in some other formats? 
22. How well do the selected technologies/formats serve the problem of the tool? 

Openness 23. To what extent is the tool open (i.e. licensing terms)? 
24. Is the tool integrable with other tools? Which tools? How? 

Security 25. Does the tool implement access control? How? 

 
Maturity 

History 
26. How long has the tool (and/or its vendor) been on the market? 
27. Has the tool been successfully used in an industrial setting? Where? 

Support 
28. What kind of tool documentation is provided? 
29. What kind of support is available in using the tool? 

 

hyperlinks). These issues of retrieving knowledge are 
addressed in questions 5 and 6. 

A strong tendency in AK management seems to be 
that SHARK tools are not meant to replace people [1, 2, 
11, 12]. According to the SHARK working group [1] 
“the tool itself should not be prescriptive, or even 
advisory, in its capacity to support the architecting 
process.” Since architecting is essentially an art form, the 
tool should not limit the creativity of a software architect 
[12]. Experience has shown that “best practices” are 
found by peer-to-peer discussions rather top-down 
imposition of compliance rules [1]. This issue is taken 
into account by question 7. 

Other important issues to consider when selecting a 
SHARK tool are what knowledge is modelled explicitly 
in the tool and how the modelled knowledge is tied to the 
development process [1]. The tool may derive e.g., from 
the background of modelling, process analysis or 
programming [1, 8] – and this impacts on how it attaches 
itself into the development process. The working group 
agreed that a SHARK tool should integrate with existing 
processes and tooling [1]. Such integration makes the 

tool more intuitive to use and thereby lowers the learning 
curve [1,19]. It also helps AK management to be seen as 
part of the “normal” architecting process, rather than as 
some extra, resource-consuming activity [1,30]. These 
issues are addressed in questions 8, 14 and 23. 

Furthermore, the architecting environment dictates 
what knowledge is worth storing [11,30]. Data structures 
and templates should therefore be flexibly customizable 
to accommodate an organization’s needs [1, 11]. The 
relevance of the knowledge also depends on the audience 
[1, 11, 12]. For example, a developer is usually interested 
in much more detailed architectural knowledge than a 
project manager [12, 18]. Therefore, one has to identify 
the stakeholders of the architecting process (i.e. 
programmers, designers, architects, managers) and 
ensure that they can access the knowledge at the desired 
granularity level [11, 12]. These issues are covered by 
questions 12, 13, 15. 

In addition to knowledge reuse, the sharing of 
architectural knowledge is another main problem that 
SHARK tools shall address. A central requirement is that 
a tool supports a shared knowledge repository which can 



  

be accessed by multiple users and tools simultaneously 
[13, 33]. This approach enables easy retrieval and reuse 
of solutions that have proven themselves in the past [11]. 
However, industrial experiences have proven that such 
repositories may turn into “information junk yards” if 
social incentives between people are not encouraged [2]. 
In addition to making knowledge available in repositories 
(codification), a SHARK tool should help people to 
communicate (personalization) [1,2,12]. In order to 
enable personal communication, the tool should identify 
the author of the knowledge [2, 12]. Furthermore, social 
incentives can be encouraged by collaborative features, 
such as discussion boards or voting [2, 10]. User 
feedback received by us [17] also suggests that social 
networking support is at the top of the “wish list” of 
many SHARK tool users. These knowledge sharing 
features are considered in questions 9-11. 

Ease of insertion and learnability are mentioned as 
important CASE (Computer Aided Software 
Engineering) tool evaluation criteria in [20]. Installation 
of a tool and its related learning curve sometimes are key 
issues among busy users. According to our experiences 
in developing open source tools [17, 18], a high threshold 
for installing a tool may prevent using it at all. The easy 
manipulation of content improves the user’s commitment 
to use the tool and helps to keep architectural decision- 
making up to speed [12]. However, acquiring 
architectural knowledge from architects’ heads takes 
some time, no matter how good the tool is. These issues 
are considered in questions 16-18 as required resources 
criteria. 

The purpose of the implementation technologies 
criterion is to give an overview about technologies that 
are selected to implement the tool for a certain problem 
area (described in knowledge sharing and reuse criterion 
above). Technology selections affect several issues e.g., 
use of the tool, integrability with other tools and tool 
adaptability for a specific environment. A tool’s input 
and output data format provide interesting information 
for deciding how to further utilize AK provided by the 
tool. These issues are addressed in questions 19– 22. 

According to the earlier interviews conducted in the 
industrial sector [26, 27, 31], companies want to remain 
tool vendor neutral, whenever possible. Tool vendor 

neutrality decreases risks. Openness in software tools is a 
major trend today [14, 31] and therefore, the openness 
issue is considered in question 24. Openness also relates 
to the previously discussed issues of integrability and 

ease of customization. Like with any knowledge- 
intensive software tool, data security must be also 
considered [20,29]. Question 25 addresses access control. 

Maturity of the tool is a criterion that should provide 
a quick overview of the professional nature of a SHARK 

help lines). These issues are covered in questions 26-29. 
 

3. Web of Patterns 

The WebOfPatterns1 (WOP) [8,9] consists of two 
parts: (1) a language neutral format to describe design 
patterns and micro-architectures and (2) a set of Eclipse2 
extensions which use this format. WOP facilitates 
searching pattern instances in Java projects, searching 
patterns from online repositories, publishing one’s own 
patterns and rating patterns published by others. 

 
3.1 Problem the tool assists in 

(Question 1:) A formal, machine-processable pattern 
language is used to define design patterns and related 
concepts such as pattern instance, pattern participants and 
pattern refinement. The data is presented in a table form 
as depicted in Figure 2. Question 2:) The general design 
rationale behind a pattern can be briefly stated in a 
designated field. (Question 3:) The tool supports storing 
several version of each pattern, which enables storing 
discarded or alternative solutions. (Question 4:) The tool 
can store concrete software designs, i.e. solutions that 
address coding problems. 

(Question 5:) The tool supports the discovery of 
pattern instances from source code and online 
repositories can be searched for pattern definitions. 
Complex set of rules can be defined in order to locate 
desirable patterns. (Question 6:) Because the tool focuses 
only on micro-architectures, there is no need to navigate 
between abstraction levels. Navigation through decision 
paths is not supported. (Question 7:) The tool is advisory 
in nature. (Question 8:) The shared knowledge is not 
explicitly modelled in the tool, but retrieved from source 
code instead. 

(Question 9:) The tool supports access to multiple 
shared repositories which all can be managed in the same 
view (Question 10:) The users can provide free text 
feedback on each pattern and bookmark them, wherein 
the number of bookmarks can be seen as a quality 
indicator. The tool also integrates with collaborative web 
services such as Blogger. (Question 11:) The tool 
identifies both the publisher and the original author of the 
knowledge. 

3.2 Problem solver 

(Question 12:) The tool is aimed primarily at one user 
group – programmers. (Question 13): Therefore, there is 
no need to filter the knowledge by abstraction level. 
(Question 14:) The tool integrates into programming 

tool. With regard to the maturity of a CASE tool, Ihme et   
al [20] emphasize its history, documentation and 
available support services (e.g. user groups, maintenance, 

1 http://www-ist.massey.ac.nz/wop/ 
2 http://www.eclipse.org 



  

work: new patterns are published from source code and 
source code is analyzed by identifying used patterns. 
However, there is no way to automatically transform 
pattern definitions into code. (Question 15:) The tool 
requires that patterns are defined in a particular language 
developed for the purpose and, in this sense the tool is 
not flexible. However, the underlying pattern language 
can be extended to accommodate special needs. 

 

Figure 2: Viewing pattern properties in WOP 

(Question 16:) The user interface is intuitive and 
learning to use the tool takes only a quarter of an hour. 
Getting to know the pattern definition language is time 
consuming, but not required for basic use. (Question 17:) 
It takes only a few mouse-clicks to create a new pattern 
by identifying relevant elements in the source code. 
(Question 18:) When deploying the tool, one needs to 
install client software on each workstation and store 
pattern definitions on web server. Client installations can 
be done remotely with operating system commands. 

 
3.3 Technology 

(Question 19:) The client has been implemented as an 
extension to the Eclipse IDE; standard web technologies 
are used to distribute pattern definitions. (Question 20:) 
Pattern definitions are stored in the RDF/OWL format. 
(Question 21:) The results of a pattern scan can also be 
aggregated and exported in the XML format to create 

integration with search engines and collaboration tools 
such as CVS or Blogger. Compared to UML, the OWL- 
based approach facilitates more precise pattern 
description, which is required to underpin design 
recovery. 

(Question 23:) The tool can be integrated with Web 
services and Eclipse-compatible OWL editors. (Question 
24:) The tool is open source, apparently complying with 
the Open Source Definition3, but the choice of license is 
not indicated. (Question 25:) Access control is not 
explicitly supported. However, standard web technology 
can be used to control access to repository servers. 

 
3.4 Maturity 

 
(Question 26:) The first code artifact was published 

in 2004 and a few major releases have been issued 
afterwards. (Question 27:) According to our knowledge, 
the tool has not been deployed in any industrial 
organization. (Question 28:) Related research papers are 
freely available on the Internet, but there is little other 
documentation. The provided online instructions are 
brief, but clear. (Question 29): The WOP mailing list is 
active and support requests are attended to quickly. The 
support seems to rely mostly on one person, however. 

 
4. Stylebase for Eclipse 

Stylebase for Eclipse4 [17,18] is a tool for creating, 
maintaining and searching a software architectural 
knowledge base, aka stylebase. Stylebase can store 
different architectural models, e.g. architecture patterns, 
design patterns and reference architectures. In addition to 
the knowledge sharing function, the tool aims to guide 
architects in selecting solutions which best provide a 
system's desired quality goals. 

 
4.1 Problem the tool assists in 

The solution concentrates on reusable models as a 
form of architectural knowledge. (Question 1:) Each 
model is associated with the following information: basic 
properties (e.g. name, abstraction level), picture, model 
structure (a mark-up language document), usage 
instructions (a free text document) and a set of quality 
attributes. (Question 2:) When a model is associated 
with a quality attribute, one is asked to enter a design 
rational as shown by Figure 3. (Question 3:) A more 
detailed discussion of design decisions, including 
discarded options, can be included in the free text 
document. (Question 4:). The tool can store knowledge at 

reports. (Question 22:) The Eclipse environment helps to   
integrate the tool into the programmers’ daily work. The 
simple, file-based distribution approach facilitates easy 

3 http://www.opensource.org/docs/definition.php 
4 http://stylebase.tigris.org 



  

any abstraction level; example contents consist of both 
macro and micro architectures. 

 

Figure 3: Giving a design rational in Stylebase 

(Question 5:) Models can be searched by name, intent, 
abstraction level and quality attributes (see Figure 4). 
Search criteria can be constructed from multiple 
properties, which are joined by using AND operation. 
(Question 6:) The current version of the tool does not 
implement any navigation mechanism; nor does it 
support the presentation of relationships between design 
decisions. (Question 7:) The tool is completely advisory 
in nature, i.e. architects decide on whether and how to 
use the provided knowledge. (Question 8:) Most 
knowledge is modelled in third-party tools and only 
imported into the stylebase. 

 

Figure 4: Searching patterns in Stylebase 

(Question 9:) The tool supports a shared repository, uses 
locking to control simultaneous updates and provides a 
mechanism for uploading and downloading models 
between local and shared repositories .(Question 10:) 
The tool does not support collaborative interactions, all 

communication happens through the shared knowledge 
repository. (Question 11:) The tool does not help to 
identify the author of the knowledge. 

 
4.2 Problem solver 

 
(Question 12:) The tool is primarily aimed at 

software architects and designers, but programmers could 
also benefit from the software design knowledge. 
(Question 13:) There is a possibility to define user roles, 
which allow the filtering of knowledge based on 
abstraction level. 

(Question 14:) Knowledge maintenance is intended 
to happen simultaneously with modelling. When a 
software architect creates or updates models in an 
Eclipse-compatible modelling tool, they can be 
automatically saved to the local knowledge repository. 
(Question 15:) The tool supports the customization of 
knowledge base contents to a large extent: first, the user 
can determine the contents and appearance of the free 
text document and, second, the tool imposes no rules on 
the internal structure of stored models. 

(Questions 16:) Learning to use the tool takes 20 
minutes with an instructor or 1-2 hours by self-study, 
providing that a person is familiar with Eclipse. 
(Question 17): Knowledge maintenance is laborious, 
mostly for two reasons. Models must be downloaded 
from the shared repository and saved locally before they 
can be updated. Text document must be manipulated 
with an HTML editor, which is not very convenient. 
(Question 18:) When deploying the tool, one needs to 
install database on a server and client software on each 
workstation. Client installations can be done remotely. 

 
4.3 Technology 

(Questions 19:) The tool has been implemented in 
Java as a plug-in to the Eclipse IDE; the repositories are 
based on relational database technology and are queried 
with SQL. (Questions 20:) Each record in the database 
has three large fields: a picture of a model in binary 
format (JPG/PNG/GIF), a guide text in format 
understood by an internet browser (typically HTML) and 
the model’s structure in a mark-up language (typically 
XML). (Questions 21:) While the tool supports the 
storage of knowledge in heterogeneous formats, the 
knowledge can only be exported in exactly the same 
format in which it was stored. 

(Questions 22:) The Eclipse platform brings the tool 
closer to the developers, but also creates distance to 
architects who don’t work with Eclipse on a daily basis. 
The relational database approach facilitates quick and 
sufficiently powerful searches. The heterogeneous 
documentation formats allow maximum integrability, but 
also cause a problem: users of the same shared repository 



  

need to explicitly agree in which format they store the 
knowledge. 

(Question 23) Because the tool supports diverse 
documentation formats and provides many extension 
points, integration with Eclipse-compatible tools is 
straightforward. Question 24) The tool is open source 
and published under the GNU General Public License5. 
(Question 25): The tool exploits the MySQL access 
control mechanisms. Username and password are 
requested upon each connection to the remote database. 

 
4.4 Maturity 

 
(Question 26:) The first code artifact was published 

in October 2006 and five other, rather small, releases 
have been issued by June 2009. (Question 27:) The tool 
has not been deployed in any industrial organization. 
(Question 28): User guides are available on the Internet, 
along with a variety of technical documents. (Question 
29): Mailing lists are inactive, but there are other support 
channels such as email and IRC. Chargeable services (e.g 
product customization) are also offered. 

 
5. Pakme 

PAKME (Process-based Architecture Knowledge 
Management Environment) [3] is a process-based 
SHARK tool, which has been built on top of an open 
source groupware platform called Hipergate6. The 
solution supports storing both contextual knowledge (e.g. 
design rationales, requirements) and technical knowledge 
(e.g. patterns, styles, tactics). 

 
5.1 Problem the tool assists in 

(Question 1:) PAKME supports storing architecting 
scenarios, architecture-specific requirements, analysis 
models, patterns and tactics. The tool uses forms for 
entering and presenting the knowledge (see Figure 5). 
(Question 2:) The tool supports defining "design option 
cases", which contain a description (e.g. patterns, tactics) 
and a rational. The design decision is a selected design 
option. (Question 3:) Each design decision can be linked 
to discarded design options. (Question 4:) The 
information can be stored at any abstraction level. 

(Question 5:) The tool has a mechanism for searching 
scenarios, patterns, analysis models, requirements, tactics 
and design options. One can search them by name or, 
alternatively, search for a string in a given field (e.g. 
description). Logical operators can be used in advanced 
searches.  (Question  6:)  The  web-based  tool  uses 

 
5 http://www.fsf.org/licensing/licenses/gpl.html 
6 http://www.hipergate.org 

hyperlinks to navigate through architectural structures 
and decision paths (see Figure 5). (Question 7:) The tool 
is essentially advisory in nature and doesn’t impose 
solutions. Some features provide descriptive support in 
the decision-making process. (Question 8:) Practically all 
knowledge is modeled explicitly in the tool. 

 

Figure 5: Pattern listing in PAKME 

(Question 9:) As the tool is based on a groupware 
solution, the repository is on a web server and accessible 
by multiple users. (Question 10:) PAKME can be 
integrated with collaboration features of the underlying 
Hipergate platform. (Question 11:) The current version 
of the tool does not identify the author of the knowledge, 
except in the case of architecting scenarios and 
requirements. 

 
5.2 Problem solver 

 
(Question 12:) The tool is aimed at anyone who needs 

knowledge on software architecture design. (Question 
13:) There is no possibility to filter knowledge based on 
the abstraction level. However, patterns can be searched 
by the type field which expresses the level of granularity 
(e.g. design pattern, architecture pattern etc). (Question 
14:) The elicitation and codification of knowledge could 
take place either simultaneously with knowledge creation 
or as a separate task. Since the tool constraints the 
modeling of knowledge, some changes into the 
architecting process are required. (Question 15:) The 



  

Hipergate platform supports easy customization of 
templates, which brings flexibility. 

(Question 16:) One can learn to browse the 
knowledge base in a half an hour, but advanced usage 
requires proper training. Learning is naturally easier if 
one is already familiar with the Hipergate platform. 
(Question 17:) As stated previously, PAKME is based on 
the concept that a significant amount of knowledge is 
modelled in the tool itself. This naturally takes time 
despite of easy-to-use data manipulation features. 
Textual descriptions of architectural models need to be 
very detailed, because graphical presentation is not 
supported (Question 18:) When deploying the tool, one 
needs to install Hipergate, a relational database solution 
and a Servlet container on a server. 

 
5.3 Technology 

 
(Question 19:) The tool is based on Hipergate 

groupware, which in turn relies on relational database 
technology and a Tomcat Servlet container. The Internet 
browser is used as a client software (Question 20:) The 
knowledge is stored in the text fields of a relational 
database. (Question 21:) It is not possible to import or 
export knowledge in any other format. (Question 22:) 
The Hipergate platform provides good support for a 
collaborative activity and knowledge is easily accessible 
with a web browser. The database technology enables 
quick and powerful searches. Unfortunately, the selected 
technology fails to support graphical diagrams, which is 
seen as a very effective means of presenting architectural 
information [16]. Storing knowledge in a single format 
facilitates advanced features, but obviously harms 
integrability and reusability. 

(Questions 23:) Other tools can query or update the 
database through Hipergate API7. However, converting 
the data into another format seems difficult. (Questions 
24:) Hipergate is open source and published online under 
the Hipergate Public License8. The trial version of 
PAKME9 is available on the Internet, but not distributed 
online. (Questions 25:) PAKME relies on the security 
features of the Hipergate platform. Username and 
password are entered upon starting a session. 

 
5.4 Maturity 

 
(Question 26:) PAKME was first introduced at the 

beginning of 2007. (Question 27:) We have no 
knowledge on who is using PAKME, but academic 
papers [2,3] suggest that the approach has been validated 

 
7 http://www.hipergate.org/docs/api/4.0.0/ 
8 http://www.hipergate.org/license/ 
9 http://193.1.97.13:8080/ 

in an industrial setting. (Question 28:) There are many 
academic publications on PAKME, but little other 
documentation. A user guide is reportedly available by 
request. (Question 29:) Commercial support and 
consultation services are advertised by the Australian 
research centre NICTA10. 

 
6. Discussions 

 
6.1. Analysis of Evaluated Tools 

The evaluation relieved the advantages and 
disadvantages of the three tools as follows. 

The Web of Patterns (WOP) tool facilitates sharing 
concrete, design-level solutions. Because models are 
mapped directly into source code, knowledge 
maintenance requires little extra resources. Deployment 
is easy for loosely-organized, distributed development 
teams since there is no need to install server side 
software. Thanks to the code-centric and lightweight 
approach, the tool should be well-suited for most open 
source developers. The obvious limitation is that the tool 
cannot store architectural patterns or other high-level 
design solutions. 

Stylebase for Eclipse can store design knowledge at 
any level of abstraction. Design knowledge is presented 
in a clear and illustrative way by using both text and 
graphics. One of its main advantages is integrability: 
Eclipse users can continue working with their existing 
modelling and documentation tools and only exploit 
output in Stylebase for Eclipse. However, the evaluation 
made it evident that the tool lacks essential functionality. 
There is no mechanism for navigating through complex 
architectural structures. With the exception of a shared 
repository, there is no support for collaborative 
interactions. Browsing models is easy, but knowledge 
maintenance functions lack usability. For these reasons, 
the current version of the tool seems best fitted for 
storing reference models, e.g. patterns, which do not 
change frequently. 

PAKME was clearly the most comprehensive of the 
three architecting tools that we evaluated. Unlike the two 
others, PAKME seems suitable for managing all the 
software architectural knowledge of an organization. The 
tool has an impressive set of advanced functions from 
complex searches to detecting relationships between 
architectural models. Thanks to the integration with 
Hipergate groupware platform, PAKME also boasts very 
good collaboration features. However, the 
comprehensive approach comes at a price of lengthy 
adoption. In practice, users must abandon their existing 
tooling and start modelling the knowledge with PAMKE 
instead.  Further,  PAKME  only  supports  textual 

 

10http://nicta.com.au 



  

presentation of architectural models. This can be a 
threshold for developers who have grown used to 
graphical diagrams. 

 
6.2 Suitability of the framework 

The framework reflects the coverage of the tool 
features on the SHARK domain, basic tool user 
viewpoints, selected technologies and the maturity of the 
tool. These criteria encourages using the framework in 
selecting a SHARK tool for use in an organization. 
However, the suitability of a SHARK tool depends on an 
architecting environment. Before selecting a tool, there 
must be understanding e.g. on who are the stakeholders, 
what kind of knowledge is relevant for them and what 
they expect from the tool. Once the architecting 
environment has been analyzed, the evaluation 
framework can be used to get an overview of SHARK 
tools and short out potentially suitable ones. The case 
study demonstrates (see 6.1) that the evaluation 
framework helps in identifying the advantages and 
disadvantages of each tool. Developing a two-step 
framework, which would help to analyze both the target 
environment and the tool, could be an interesting 
research topic for the future. 

The framework could also be used as guideline for 
tool vendors and open source communities to present an 
overview of the features of their particular SHARK tool. 
However, the purpose of the framework is not to rate the 
SHARK tools based on how many times the questions 
have the “yes” answer but, moreover, to compare “how” 
the particular features are supported in the tool and how 
the tool approaches the problem domain. The difficulty 
in defining this kind of framework is to make it short and 
simple enough to be used in a reasonably short time and 
represent the results succinctly and, on the other hand, to 
present enough features and viewpoints to reflect the 
different aspects of the tool. It was also difficult to 
categorize the questions explicitly into only one criterion 
group at the time. For example, a question “Is the tool 
integrable with other tools?” could be as well categorized 
under “target environment” than under "openness” 
criteria. 

The evaluation questions seemed well-suited for 
assessing all three tools – despite of the fact that each 
tool takes a very different approach to AK management. 
This study focussed on open source tools, but the 
framework is meant for evaluating all SHARK tools, not 
depending on their licensing terms. Some evaluation 
questions are even more applicable to the closed source 
environment. For example, issues related to openness's 
and integrability are more relevant when there is a real 
thread of "vendor-lock-in" [14]. It should therefore be 
interesting to apply the framework into the evaluation of 
proprietary SHARK tools. The framework is at the 
beginning of its lifecycle and we hope it will be 

developed and improved while being used in the future. 
 

Conclusions 

The contribution of this paper was to define an 
evaluation framework for SHARK tools and make a 
comparative study of three open source SHARK tools. 
The framework helps to assess the capabilities of a 
SHARK tool from four view points: problem domain, 
target user group, technologies and a tool’s maturity. The 
evaluation questions concentrate on not only whether the 
tool supports certain capabilities, but also how it supports 
them. The main challenges in the development of the 
evaluation framework were related to categorizing 
questions and steering them towards answers that are 
reasonably short and still sufficiently informative. 

Three open source SHARK tools, Web of Patterns, 
Stylebase for Eclipse and PAKME, were evaluated with 
the framework as examples. The evaluation revealed the 
“pros and cons” of each tool, however, target 
environment must be understood before selecting a tool 
to be deployed in an organization. WOP is a lightweight 
tool which enables the sharing of concrete design 
solutions in an agile manner. Stylebase for Eclipse has 
poor collaboration features, but is suitable for 
maintaining a centralized pattern repository. PAKME is a 
comprehensive tool for managing all software 
architectural knowledge, but its deployment requires 
substantial effort. 

The evaluation framework is meant to be used in 
evaluating SHARK tools, comparing them to each other 
and presenting a summary of their features. We hope that 
the framework will be actively used and thereby 
improved and enhanced in the future. 
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Abstract. Free/Libre and open source software (FLOSS) has been advocated 
for its presumed capacity to support native software industries in developing 
countries. It is said to create new spaces for exploration and to lower entry bar- 
riers to mature software markets, for example. However, little empirical re- 
search has been conducted concerning FLOSS business in a developing country 
setting and, thus, there is not much evidence to support or refute these claims. 
This paper presents a business case study conducted in India, a country branded 
as a 'software powerhouse' of the developing world. The findings show how 
FLOSS has opened up significant opportunities for the case company, especial- 
ly in terms of improving its innovative capability and upgrading in the software 
value chain. On the other hand, they also highlight some challenges to FLOSS 
involvement that rise specifically from the Indian context. 

Keywords: Open source, innovation, India, free software, software business. 
 

 
1 Introduction 

Free/Libre and open source software (FLOSS) has been widely advocated [e.g. 1-4] 
as a way to promote endogenous software innovation in developing countries. The 
developmental opportunities created by the FLOSS phenomenon have been noticed 
both by international development institutions (e.g. World Bank and UNDP) and 
many of the developing countries themselves [1,3,4]. However, despite the enthu- 
siasm, there remains very little empirical research on how developing country compa- 
nies could successfully integrate FLOSS efforts into their internal innovative activi- 
ties. Studies on commercially-motivated FLOSS in the US and Europe abound, but 
the results may not be directly applicable to the diverse innovation environments in 
the global South. This paper presents some key results of a qualitative case study [5] 
conducted in India, the country with the most well-known software industry in the 
developing world. The aim is to understand FLOSS-created opportunities and chal- 
lenges from the viewpoint of an indigenous software SME. 

The focus of the study is on the impacts of FLOSS on the innovativeness and prof- 
itability of the case company. Herein, innovativeness means the ability to create and 
implement new ideas which generate commercial value [cf. 6].  This can entail 
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improvements to products, internal operations or a mix of markets. The study con- 
cerns modest incremental innovations, which an SME can generate on a regular basis. 
The rest of the paper is structured as follows. The second chapter is divided into 
two sections: the first summarizes theoretical concepts underlying the study and the 
second one briefly introduces the current debate on whether and how Indian primary 
software sector could benefit from FLOSS.1 The third chapter describes the research 
approach and methods employed in this study, and also very briefly introduces the 
case company. The fourth chapter presents the actual case study results; it is orga- 
nized in three sections reflecting three different approaches to open innovation (more 
on these below). The fifth chapter discusses the meaning of some findings for further 
research. Conclusions close the paper. 

 
2 Background 

2.1 FLOSS as Open innovation: Three Archetypes 

This study builds on the Chesbrough's [7] Open innovation theory, which describes 
the recent tendency of companies to 'open up' their innovation processes. In open 
innovation, not all good ideas need to be developed internally, and not all ideas 
should necessarily be further developed within firm's boundaries [8]. Chesbrough and 
Crowther [9, cf. 10] distinguish two archetypes of open innovation: inbound and out- 
bound. In the case of inbound open innovation, companies monitor the surrounding 
environment of the firm to find technology and knowledge to complement in-house 
R&D. In the case of outbound open innovation, companies are looking for external 
organizations to take internally developed technology into new markets. An additional 
approach to openness is an interactive value co-creation in strategic partnerships [11, 
cf. 10] Here, the focus is on innovating together rather than on bringing resources 
over company borders (inside or outside) [8]. 

From a perspective of a private company, FLOSS involvement becomes open in- 
novation when it is combined with a sustainable business model [12]. The aforemen- 
tioned 'subtypes' of open innovation can be used to categorize how primary software 
companies engage with FLOSS [5, cf. 12,13]. In inbound open innovation, a company 
sources free-of-charge intellectual property (IP) from FLOSS communities and uses it 
to produce commercial software products or services. Typically, the main goal is to 
save own R&D expenses and/or achieve faster time to market2. The outbound open 
innovation entails what West and Gallagher [12] call “open source spin-out”: a com- 
pany brings internally developed IP into FLOSS domain. It may aim to to create 
demand for associated commercial offerings or advance strategic goals such as stan- 
dards creation, for example. OSS communities can also be platforms for open value 
co-creation where diverse stakeholders join forces to achieve a common R&D goal 
and pooled contributions are made available to all [cf. 12]. 

 
1 The focus is on introducing the points put forwards in the development literature; the dis- 

course is somewhat different in the FLOSS business literature. For the comparison of discus- 
sions in the two disciplines, please see [5]. 

2 This does not necessarily equal to a 'parasite approach': a company may motivate external 
innovation, e.g. by financially sponsoring FLOSS development [5, cf. 13,14]. 



 
 

 

2.2 FLOSS-Based Innovation in the Indian Context 

While Indian software exports have grown exponentially over the past two decades 
[15,16], many observers have pointed out that the industry's innovative capability has 
remained relatively low [15,17,18]. The vast majority of Indian software exports con- 
sists of low-value-adding off-shoring services such as maintenance of legacy systems 
[15,17,18]. Due to barriers such as heavy financial constraints, 'late-comer disadvan- 
tage' and geographical distance from key customers, many Indian software entrepre- 
neurs struggle to upgrade in the software value chain [15,17]. Meanwhile, 'FLOSS 
debate' is getting heated: academics and policy makers are arguing [e.g.4,19-22] on 
whether FLOSS could help some Indian software companies, especially SMEs, to 
increase innovativeness, add more value and capture more returns. 

The proponents point out that sourcing technology from FLOSS communities (i.e. 
inbound open innovation) saves R&D time and costs and can thereby help Indian 
companies to overcome financial constraints and 'catch-up' to older players on the 
global software markets [3,4,23]. Another key argument relates to inter-organizational 
learning through gradually deepening FLOSS participation (in open co-creation). 
Unlike off-shoring parent companies, who often have a strong incentive to prevent 
knowledge spill-overs, FLOSS communities are very motivated to share knowledge 
across organizational and geographical boundaries [24,25]. This is said to offer valua- 
ble learning opportunities to Indian and other Southern companies [2,3,22]. Interes- 
tingly, the possible benefits of outbound open innovation has not been discussed 
much in the development literature, perhaps reflecting a tacit assumption that relevant 
IP and technical knowledge flows 'from the West to the Rest' rather than vice versa. 

Some critics have argued that any competitive advantage derived from FLOSS- 
enabled cost and time savings is mitigated by GPL-like licensing terms [19,26]. As 
these licenses make it difficult to sell mass-distributed packaged software, they are 
said to deprive Southern software companies from the opportunity to benefit from the 
'economies of repetition' [19]. Others have pointed out that 'price parity' with pirated 
software is shirking the markets for FLOSS in the South [21,27]. It also widely ac- 
knowledged that the cultural and linguistic barriers may hinder learning trough parti- 
cipative process in FLOSS communities [20,28].There are also significant differences 
between FLOSS communities on how they draw the boundaries of peripheral partici- 
pation: some are highly inclusive, while others welcome only very advanced pro- 
grammers [28,29]. Further, open co-creation and outbound open innovation both 
require significant investments in non-(directly) revenue generating activities [13] and 
because Indian companies typically face heavier financial constraints than their West- 
ern counterparts, affordability can become a major problem [20]. Launching an own 
FLOSS project is considered particularly costly and challenging human resource wise 
[30-32]. 

Somewhat surprisingly, despite the lively debate, empirical studies on FLOSS ac- 
tivities of primary software companies in India are almost non-existent. Some authors 
[e.g. 19] even dismiss the subject by saying that FLOSS plays no role in the Indian 
software industry. However, an international survey [33-35] indicates that, while 
commercially-motivated FLOSS involvement seems to be a relatively weak 
phenomenon in India (e.g. in comparison to Europe or Brazil), many small FLOSS 
companies are still 'out there' and FLOSS experience is also highly appreciated by 



 
 

recruiters in more 'mainstream' software companies. The survey [34,35] also suggests 
that most Indian companies limit themselves to inbound open innovation as far as 
FLOSS is concerned. Outbound open innovation seems particularly rare, only three 
Indian companies were found to author their own FLOSS projects [33]. Mahammo- 
dan and De [36] also analysed FLOSS reuse by six proprietary software producers in 
India. While these organizations reportedly attained significant cost savings by using 
FLOSS components as 'black box', their developers often lacked sufficient time or 
skills to even read the source code, leave alone contribute back. 

 
3 Research Approach and Methodology 

The paper presents results from a single case study conducted in a company called 
Mahiti Infotech Private Limited3 (in short 'Mahiti') which is headquartered in Banga- 
lore and employs 70-90 people. The company employs a customized product devel- 
opment model [37]: it develops 'semi-finished' products, often co-creatively with 
FLOSS communities, and later adds value by customizing them to the needs of indi- 
vidual end-clients. The tailored products go to market either as bespoke software or 
through the application service provision (ASP) model. Technical consulting provides 
additional revenue streams. 

While planning to conduct more case studies in the future, the author believes that 
findings from this one case study alone may be valuable for the research community. 
Especially so, because, to the knowledge of the author, no previous academic study 
has aimed to 'give a say' to FLOSS entrepreneurs in India. Further, even though the 
case cannot be argued to be perfectly 'revelatory' nor 'exemplifying' in a strict sense 
[cf. 38], there are certainly many interesting characteristics to it. For example, despite 
its relatively small size, Mahiti has an extremely visible role in the Indian FLOSS 
scene. It can also be regarded as a notable example of an SME which has successfully 
used FLOSS strategically in order to upgrade in the software value chain. The case 
company also integrates elements from all the three archetypes of open innovation, 
thereby allowing to analyse outbound/inbound open innovation and open co-creation 
within the same organization. 

The primary method of data collection was semi-structured interviews of the case 
company personnel. Three directors, the company's chief executive officer (CEO), 
chief technical officer (CTO) and marketing director were interviewed along with few 
senior developers. Two other sources of evidence, documentation (e.g websites and 
mailing list archives) and unobtrusive observation (mostly of employee interaction on 
FLOSS related IRC channels) were used to collaborate and augment evidence col- 
lected in the interviews. In order to cross-check data further [cf.39,40], some ques- 
tions were also made to representatives of partner organizations. Most interviews 
were recorded and transcribed; in few cases, it was necessary to rely on note taking 
instead. A qualitative method called Template Analysis [41] was employed to 
thematically analyse the interview transcripts and, to a much smaller extent, some 
documentary evidence. In short, this means that a coding template was developed 

 

3 Researchers have argued both for and against disclosing the organization's name in case stu- 
dies, see [47] for an overview. In this study, the company directors were given a choice and 
they selected recognition over anonymity. 



iteratively whilst the analytical process moved forwards. The final template served as 
a basis for interpreting the data and writing up the findings. In addition to the thematic 
coding, some aspects of the Value Network Analysis [42] approach were used. The 
role of this method was complementary and it is not elaborated herein.

This study aims to confirm to the criteria that Guba [43,44] suggests for qualitative 
research: credibility (a parallel of internal validity), dependability (a parallel of reli-
ability) and transferability (a parallel of external validity). To improve credibility, the 
study relies on several data sources and two different analysis methods as explained 
earlier [cf. 40]. The results report has also been shown to key informants for confir-
mation [cf.39,45]. To ensure dependability, complete records have been kept of the 
collected raw data (a case study database) so that other researchers can check them
per request [cf, 22,50]. As for transferability, the results from a single case study are 
not generalisable to other situations, but they can still contribute to the understanding 
of the target phenomena and thereby provide valuable leads for future research 
[40,46]. Further, a longer research report available online [5] provides additional con-
textual information which can help others to make judgements on the transferability
of the findings to other settings [cf. 38].

4 Case Study Results

4.1 Experiences in Inbound Open Innovation

In order to save costs, Mahiti intensively encourages the use of FLOSS code and 
components in all of their software projects. One of the founders gauged that an aver-
age Indian software company pays approximately 15% of their profits back in licens-
ing fees, an expense they avoided. However, the cost savings and their profitability 
implications varied a great deal in practice as illustrated by two recent customer pro-
jects (see Fig.1). In the first case, the company only needed to make minor modifica-
tions to an existing FLOSS product, but could still charge a 'premium price', higher 
than that of all proprietary software vendors participating in the bid. This is because

FOSS code base
(by community)

Custom code
(by Mahiti)

Re-sellable extension
(by Mahiti)

Customer project 1 Customer project 2

Fig. 1. Proportions of FLOSS and 'own' code in two projects [5]

the FLOSS product in question met well with the needs of the customer as such and 
Mahiti could offer the fastest lead-time. The profit margin was very high. In the sec-
ond case, the company had to build almost half of the source code by itself before
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customer requirements were met, but could still charge a much lower price. The pro- 
ject was not profitable alone, but was still worth doing because the extension devel- 
oped in this project was expected to be resold to several other customers over time. 

FLOSS also brings cost savings to customers and, according to Mahiti's expe- 
rience, this is helping to expand bespoke software markets in India and other develop- 
ing countries. Interestingly, unlike most Indian software SMEs [15,18], Mahiti has 
highly diversified export markets with customers in countries such as Mongolia, the 
Bahamas, Brazil and Tajikistan. They believed this is partially because FLOSS based 
solutions are more affordable to Southern customizers, though it is obvious that many 
other factors are also at play. Nevertheless, it is noteworthy that, while the ease of 
piracy diminishes the cost advantage of FLOSS on the realm of mass software, the 
impact is not the same on the bespoke software markets. Pirated mass products can be 
customized to a certain extent (e.g. Microsoft Excel with macros), but such possibili- 
ties are very limited. 

FLOSS licensing did not cause any fundamental changes to the company's revenue 
models4: instead of tailoring proprietary software packages, they were customizing 
FLOSS solutions. The latter allowed them to add-more value in-house, thanks to the 
low 'purchase price' and unlimited customization options. Profiting from the 'econo- 
mies of repetition' through closed-source product development was seen infeasible 
due to financial constraints and highly mature markets: “basically, the curve to re- 
cover the funds is very high and this kind of [business] model is not viable for a com- 
pany like ours”. To the question of whether FLOSS licensing terms limit profit- 
making, the CEO replied: 

 “Yes, if you choose to build your product with open source, you will most proba- 
bly not become Bill Gates or Steve Jobs. But this is like any career choice, well, 
you can become a mortgage banker or a broker. [ ... ] Microsoft is what it is today 
because they have spent money on every single line of code that they wrote. But I 
cannot start from scratch and build an operating system, I cannot achieve anything 
like that unless I do it with open source. And when I benefit from the efforts of 
others, I cannot expect to keep all of the profits alone.” 

When asked about the main difficulties in FLOSS reuse, directors pointed to difficul- 
ties in finding recruits with any previous experience on FLOSS technologies and de- 
velopment practices. This was seen as stemming from the tendency of local engineer- 
ing education to ignore the skills needs of FLOSS companies and from the relatively 
small number of volunteer FLOSS developers [cf. 33] in the country. There was a 
recognition of some recent positive developments on the field of education. However, 
while some FLOSS technologies were slowly making their way to the engineering 
curricula, general code reuse skills were reportedly not. Consequently, the vast major- 
ity of new recruits were totally unfamiliar with the whole concept code reuse, only 
vaguely associating it with 'cut and paste'. They had to be taught 'by hand' which 
tended to bring up training expenses. As a strategy to address the skills gap, the com- 
pany has started to offer free-of-charge lectures on FLOSS skills to local engineering 
colleges. 

 
4 For more information on FLOSS licensing issues in the case context, please see [5]. 



 
 

 

For the case company, another concern is that, as the vast majority of FLOSS 
projects originate from the global North [cf. 48], they do not always address regional 
needs as well as locally created software could. For example, the directors pointed out 
that there are practically no FLOSS applications addressing non-urban development 
needs in India, such as monitoring the quality of water or coordinating rural health- 
care. “All of these are possible with FLOSS, but there are very few projects moving 
despite a huge demand”, the CTO said. He added that, while many FLOSS applica- 
tions are relatively easy to localize in terms of language or metric systems, there are 
also more fundamental differences in software requirements between countries and 
regions. Referring to the cultural diversity within India, he continued: “this is a vast 
country and on the way from Bombay to Delhi the requirements change also... so no 
matter how much FLOSS there is in a market, it is not enough.”. 

 
4.2 Experiences in Outbound Open Innovation 

 
Mahiti is one of the very few Indian software companies [cf. 33] to author its own 
FLOSS development project. Recently launched OurBank (www.ourbank.in) is a 
micro-finance software community which has attracted dozens of volunteer develop- 
ers, mostly Indian engineering students, and NGOs from as far as Brazil have contrib- 
uted localization effort. Based on their positive experience, Mahiti's directors are 
convinced that it is feasible for a resource-constraint SME to launch its own FLOSS 
community. Success on this arena was seen to depend on “energy and passion” as 
well as certain key capabilities (e.g. social networking skills) rather than large mone- 
tary investments. On the other hand, the CEO did admit that capturing returns from 
FLOSS spin-outs can be difficult: “Creating a product, architecting it, developing it, 
convincing other people that it is good and building a community - it is a painful thing 
to do, but it is sustainable in the long run. However, it does not provide you with re- 
turns like these [FLOSS customization projects].” 

The mentioned profit-making challenges exist despite some institutional donations 
(e.g. from EuropeAid) towards the development of OurBank. However, most diffi- 
culties were believed to relate to the incubation phase. In the long run, Mahiti plans to 
step aside from leading the community and become just one of the many contributors. 
Such partial 'hand-off' was seen necessary so that the community can “evolve natu- 
rally”. Time will show how the transition will work out in practise. 

Apart from the spin-out described above, Mahiti has a longer history in doing re- 
leases which could be called ‘spin-offs’. Whenever they have a piece of 'surplus' 
source code, which has reached the end of it's life cycle, they put it freely available on 
SourceForge or similar OSS platform. Because nothing is invested in community 
building or even making a website, the cost of open-sourcing is very low in this case. 
The company reported concrete and significant benefits once the IP got 'new life' in 
FLOSS domain. For example, they once open sourced a very small business applica- 
tion, a leave management system, which was only meant to be used in-house. Later 
on, they were contacted by a large foundation, who had downloaded the software and 
wanted to have it extended. The company gained a very important customer in this 
way, but the marketing effort only consisted of a few mouse clicks. 



 
 

4.3 Experiences in Open Value Co-creation 

Mahiti also plays a globally important role in the development of some FLOSS prod- 
ucts such as the Plone content management system. When asked about business gains 
from strategic FLOSS participation, the global marketing benefits were typically men- 
tioned first. The company does not need to engage in conventional marketing, direc- 
tors said, because “FLOSS gives us complete visibility”. Being listed as a partner on 
the Plone website was alone considered to be a major advantage. Further visibility 
resulted from employees' contributions, which they were always advised to do under 
the name of the company, and from co-organizing Plone conferences. However, it 
was not only about having one's name visible but, more importantly, about being seen 
as a 'shaper' of the technology: “They [customers] come to us because they see us as 
people who vision the [Plone] product and not only as people having [third-party] 
expertise on it”, explains the marketing director. In addition, FLOSS communities are 
specialized social networks were 'word-of-mouth' travels quickly. Recommendations 
from other FLOSS community members brought in many customers. To exemplify 
such discussions, a UK-based member recommends Mahiti to another organization on 
a Plone mailing list saying “I've been told Mahiti has very good Plone/Zope skills and 
also knows the server side”. 

Somewhat expectedly, another group of reported benefits related to inter- 
organizational learning. The employee training at Mahiti is closely integrated with 
FLOSS participation. New employees started by following discussions on FLOSS 
forums and they were encouraged to gradually deepen their participation, very much 
in line with the classic 'onion model' [49] frequently stated in FLOSS research. The 
interviewed employees seemed genuinely enthusiastic about this training method. 
One said that while engineering education had only taught her to complete specific 
tasks, FLOSS participation had taught her to find solutions independently. From the 
management viewpoint, there are cost advantages because new employees are 
coached free-of-charge5 by external experts. Some drawbacks were also mentioned, 
for example, FLOSS project administrators did not always explain why they rejected 
a contribution, which obviously constrained what an employee could learn from the 
experience. 

As to other forms of inter-organizational learning, the company had benefited from 
adopting process innovations from FLOSS communities. For example, FLOSS in- 
volvement had prompted the company to adopt and improve the practice of end-user 
co-development. As a result, intense collaboration with domestic end-customers, who 
paid below-market prices in return of participating in R&D and beta-testing, had be- 
come a key part of their innovation process. Further, as a result of their FLOSS activi- 
ties, the company has become geared towards writing well-commented and highly 
modular source code which is easy to reuse internally. They have even introduced an 
'internal source forge', a repository where developers search for reusable source code 
developed in previous customer projects. These new development practices have 
enabled the case company to move away from one-time-project development towards 
developing 'semi-packages' out of reusable modules. In this way, FLOSS had clearly 
become a booster rather than a barrier to the 'economies of repetition' discussed 
earlier. 

 

5 Alternatively, the coaching can be understood as a social return from investments which the 
company makes to foster its relationship with FLOSS communities [cf. 13]. One developer 
said that Mahiti's 'good reputation' in communities helped her to get assistance. 



 
 

 

The challenges discussed in the context of inbound open innovation also have an 
impact on open co-creation. In addition, directors acknowledged there are economic 
barriers to making FLOSS contributions. However, Mahiti has found several ways to 
keep expenses reasonable. Making minor contributions like bug fixes is integrated 
into employee training as explained earlier. The company also intermediates contribu- 
tions made by others, for example, it facilitated local Myanmarian refugees to trans- 
late Plone into Burmese and put their contribution online. Or, as in the Hecker's [50] 
“sell-it-free-it model”, large FLOSS contributions often consist of source code that 
has already been sold to one or more customers. The later model is not only an issue 
of affordability though; co-operation with end-customers was also seen crucial for 
ensuring the quality of the contribution. The CTO explains: “You cannot release 
something [to a FLOSS community] and expect miracles, unless you have tested it 
and the only way to test a product is to test with a customer...once it's a stable product 
only then the masses [of FLOSS users] can use it”. Reportedly, most of the company's 
customers do not mind a contractual clause saying that the source code developed for 
them might be open source later. 

Interestingly, developers said that they had not experienced any language barriers 
to FLOSS participation. Tertiary education had left them with a decent command of 
English and, besides, they felt that only technical terms are needed to talk on FLOSS 
related IRC channels. This is not an ethnographic study and it was not possible to 
detect how more 'subtle' cultural or linguistic issues may shape their identity building 
as FLOSS developers and effect their sense of belonging to a FLOSS community. On 
the surface, however, the employees seemed to feel sincerely proud of being well- 
recognized and respected members of the FLOSS communities where they contri- 
buted. For example, they very positively recalled that Joel Burton from the Plone 
Foundation had visited Mahiti and socialized with them. This was understood to be 
evidence that their participation is highly appreciated. “If we worked with Microsoft, 
Bill Gates would not come to chat with us”, compared one. 

 
5 Discussion 

This paper does not aim to advocate Mahiti's experiences as a success model, which 
Indian software SMEs in masses could imitate. Firstly, it is appreciated that the study 
has succeeded to identify more opportunities than challenges. Despite cross-checking 
information from different sources (including non-company ones), the study still es- 
sentially relies on what the informants decided to share. Most people prefer to talk 
about their successes rather than their failures and the informants were supposedly not 
free from this common human tendency. Secondly, the case company seems to pos- 
sess unique capabilities and also has a different market position than most Indian 
software SMEs. To exemplify the latter, Mahiti serves direct end-customers, over half 
of which are non-profit organizations. As such customers often agree to open- 
sourcing the code, which they have already paid for, the company can benefit from 
'the sell-it-free-it' model. The scene is supposedly very different for most Indian 
SMEs, which do subcontracting work for multinational ICT companies. 

The paper has 'scanned' several opportunities and challenges faced by the case 
company and none of these could be discussed in great depth. However, the author 



 
 

hopes that the paper has helped to highlight the wide range of perspectives, which one 
should take into consideration when discussing FLOSS business in India, or possibly 
other Southern contexts. For example, some development writers [e.g. 19] argue that 
FLOSS business models are 'less profitable' without discussing what are the likely 
alternatives for software companies in that particular country/region. Or, on the other 
side of the debate, the 'endogenous' nature of FLOSS is often strongly advocated [e.g. 
1,4] without discussing the challenges that Southern organizations face when trying to 
launch their own FLOSS projects. 

Most prior work on FLOSS-enabled learning, especially in the development con- 
text, focuses on technological knowledge transfer [e.g.2,25,29]. However, this study 
points to significant benefits from learning new development practices on customer 
co-development and code reuse. The study also suggests that FLOSS can have mixed 
impacts on the costs of employee training. These are both interesting subjects for 
further research, especially considering that the low level of code reuse (often below 
5%) and high training expenses are often mentioned among key factors hindering 
profitability of Indian software SMEs [15,17,18]. Other topic, which deserves more 
attention, is the potential ability of FLOSS to expand low-cost markets for bespoke 
software in the South. The strong emphasis, which the interviewees placed on the 
global marketing benefits of FLOSS participation, is also noteworthy. Very hypothet- 
ically, this could related to the cost of international marketing (e.g. adverts in interna- 
tional magazines) being proportionally higher than the cost of R&D labour (i.e. 
FLOSS participation) for Indian companies. 

From the viewpoint of the Open Innovation theory, Mahiti's experiences in upload- 
ing 'surplus' source code to the Internet are particularly interesting. Their habit strong- 
ly reflects one of the Chesbrough's [7] main “ethos”: one should never 'sit' on the 
surplus intellectual property. The case study hints that SourgeForge-like platforms 
might provide a low-cost route for releasing IP which is no longer creating value in- 
house. If the released IP creates value elsewhere, there is a chance to claim a portion 
of that value. While getting theoretical support from Open innovation researchers 
[e.g. 51], this idea conflicts with many prior studies [13,30,32], which suggest that 
any commercially-motivated FLOSS release should be supported by significant in- 
vestments in marketing and infrastructure building. 

 
6 Conclusion 

The study illustrates how FLOSS can blur the boundary between software vendor and 
third-party service provider, thereby opening up new opportunities for companies who 
lack resources to develop own products from 'scratch'. FLOSS co-creation has helped 
the case company to develop 'vendor-like' in-depth expertise and build an image as a 
co-creator of certain technologies. Due to the availability of source code and the ab- 
sence of licensing fees, they can also add more value to FLOSS products than a non- 
vendor can typically add on proprietary products. In some cases, FLOSS releases 
have even helped to open up routes to new markets. Meanwhile, the case company 
continues to face many challenges such as the poor availability of new recruits with 
FLOSS competences in India. More research is needed to understand how the find- 
ings may apply beyond the single case setting and whether FLOSS has any potential 
to transform the Indian software sector at large. 
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Abstract

This study explores the managerial perspectives towards open source software and networked innovation. We analysed 
six software companies who use open source software as a significant part of their product or service offering. The study 
found notable differences in managerial attitudes, expected benefits and key challenges related to open source software 
and its role in innovative activities. While all companies were using same pieces of software with open source communities, 
there were different levels of engagement in the development of the software and information flows between companies 
and communities. A deeper level of involvement enables the exchange of more than just the code: like ideas, influences, 
opinions and even innovations or parts of them. The differences in managerial views on open source and networked 
innovation may be explained by industry domains, value chain position and leadership style
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innovators’ and that there are significant differences be-
tween the two. The managers of the two kinds of companies 
view FLOSS differently, expect different operational benefits 
from it, face different challenges and, consequently, employ 
contradictory managerial techniques. For example, external 
innovators view FLOSS as a ‘free lunch’ and look solely for 
cost savings while, open innovations perceive FLOSS as a 
fundamental element of value creation and seek to become 
shapers of the technologies in question. Further, external in-
novators mostly attempt to ‘work around’ conflicts of inter-
est with FLOSS communities, while open innovators seek to 
establish maximum synergy with them to reap the benefits 
of pooled R&D.

The rest of the article is structured as follows. The second 
chapter summarises theoretical concepts underlying the 
study and explores how they compare to some models used 
in prior FLOSS literature. The third chapter describes the 
research approach and methods employed in this study, and 
also briefly introduces the case study companies. The fourth 
chapter presents the actual case study results and presents 
a brief summary of them. The fifth chapter discusses the 
limitations of the study and gives suggestions for further re-
search. Conclusions close the paper.

2. Theoretical background   

2.1 Three innovation models: closed, external and 

open

Over the past decades, co-operation and networks have 
come to the fore in innovation research (see e.g. Tuomi 2002 
or Chesbrough 2006 for a historical review). Relatively re-
cent ideas on the collaborative nature of innovation include, 
for example, the concepts of extended enterprise (Dyear 
2000), open innovation (Chesbrough 2003, 2006), user-driv-
en innovation (von Hippel 2005) and creation nets (Hagel 
and Brown 2011). This article builds mostly on Chesbrough’s 
(2003, 2006) idea’s on open innovation. His theory describes 
the recent tendency of companies to ‘open up’ their innova-
tion processes. The main claim is that not all good ideas need 
to be developed internally, and not all ideas should necessar-
ily be further developed within a firm’s boundaries (ibid; Ko-
skela et. al. 2011). Two important characteristics of the Open 
Innovation theory are that it gives considerable attention to 
the purposive outbound flows of intellectual property (IP) 
and underlines the need to motivate the creation of relevant 
knowledge outside the company (ibid).

Based on Chesbrough (2003, 2006), West and Gallagher 
(2006a, 2006b) acknowledge three innovation models: closed 
innovation, external innovation and open innovation. In the 
closed innovation model, internal research and development 
(R&D) activities feed the company’s production pipeline and 
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1. Introduction

Various business models based on free and open source 
software (FLOSS) have been widely studied in academia (e.g. 
Bonaccorsi et. al. 2004, Favaro and Pfleeger 2011, Spiller and 
Wichmann 2002, Lerner and Tirole 2002). However, there 
seems to be relatively little research into why some open 
source companies take a very proactive role as FLOSS de-
velopers/advocates while others only use publicly available 
FLOSS resources and minimise any community involvement. 
This difference is not evident from FLOSS business-model 
literature because most known business models can be 
linked with either approach.

This study was born from a desire to understand key factors 
and determinants that turn companies into ‘passive exploit-
ers’ or ‘active contributors’ in FLOSS. The focus is on analys-
ing the difference in managerial perspectives towards open 
source and networked innovation. The selected research 
approach is a multiple case study of six software compa-
nies which all utilise FLOSS intensively but differ in terms 
of their engagement with FLOSS communities. Theory-wise, 
the study benefits from Chesbrough’s (2003, 2006) open in-
novation paradigm and, more specifically, builds on the dif-
ference between ‘external innovation’ and ‘open innovation’ 
which was proposed by West and Gallagher (2004, 2006). 
This paper claims that companies who actively contribute to 
FLOSS development have adapted the open innovation para-
digm, while mere exploiters employ the external innovation 
model. Following Valkokari et. al. (2009), we use the term 
‘networked innovation’ to refer to all externally-orientated 
approaches to innovation, including both ‘open innovation’ 
and ‘external innovation’.
The results suggests that FLOSS companies can indeed be 
meaningfully categorised into ‘external innovators’ and ‘open 
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egories of inter-firm relationships: ‘knowledge co-creation 
relationships for knowledge exploration’ and ‘knowledge 
transaction relationships for knowledge exploitation’. The 
former focuses on joint knowledge creation and resembles 
open innovation; the latter focuses on the efficient utilisa-
tion of existing knowledge and can be associated with the 
external innovation model. The stated difference between 
external and open innovation also contains clear analogies 
with other categorisations of innovation practices such as 
‘inboud open innovation vs. open value co-creation’ by Ko-
skela et. al. (2011), ‘user cluster vs. open cluster’ by Indrissal 
et. al. (2012) and ‘Explorers vs. Professionals’ by Kaup and 
Gassman (2009).

The term ‘open innovation’ is sometimes used to describe 
all scenarios where companies create profits from open 
source software. However, increasingly many software-in-
tensive companies appropriate assets from FLOSS commu-
nities and use them to create proprietary products, without 
making any noticeable contributions back (Dahlander and 
Magnuson 2005; Stams 2009). Lacking steps to motivate 
the in-flows of external IP or to benefit from outbound IP 
flows, such an approach exemplifies the external - rather 
than open - innovation model (West and Gallagher 2006). In 
contrast, the open innovation model entails some reciprocal 
interaction with FLOSS communities (ibid). Such reciprocity 
enables learning through co-creation (cf. Krogh et. al. 2003) 

products are brought to market by the company itself. In 
the external innovation model, the company seeks to de-
velop what Cohen and Levithal (1989) termed ‘absorptive 
capacity’ and utilises external sources of innovation such as 
universities, customers, supplies and competitors. However, 
very much like in the closed innovation model, the outbound 
flows of intellectual property (IP) are viewed as unwitting 
‘spill-overs’. While sharing some characteristics with ex-
ternal innovation, the open innovation model goes beyond. 
Instead of merely exploiting what ‘happens’ to be available, 
open innovators employ a systematic strategy for motivat-
ing the creation of external knowledge. They also use purpo-
sive outward IP flows to reach new markets and maximise 
returns on internal innovation. Table 1 (on the next page) 
summarises the characteristics of each model, showing the 
managerial attitudes, key challenges and resulting managerial 
techniques associated with each. This paper focuses on the 
difference between external and open innovation. For clar-
ity, the characteristics that distinguish open innovation from 
external innovation are underlined.

The difference between external and open innovation is in 
line with the recent study (Paasi et al 2010, Luoma et al 
2010) on intellectual property management in inter-organi-
sational networks. Based on their extensive empirical study 
(ibid) and the knowledge management theory of Grand 
and Baden-Fuller (2004), the authors recognised two cat-

Innovation 
model

Managerial attitudes Key managerial challenges Related managerial techniques

Closed 
innovation

Only internal R&D 
matters, ‘not invented 
here’ syndrome

 
Fierce protection against 
spill-overs

1. Attract the best talent into the 
company

2. Exploit own research 
commercially

1. Provide excellent compensation, resources 
and freedom to internal inventors

2. Provide a dedicated development function 
to link research with market knowledge

External 
innovation

Harvesting external 
ideas, ‘innovation 
happens elsewhere’

 
Modest protection 
against spill-overs

1. Explore a wide range of 
sources for innovation

2. Integrate external knowledge 
with own innovative activities

1. Scan environment carefully

2. Develop absorptive capacity, utilise 
networks

Open 
innovation

Facilitating external 
innovation, pooled 
R&D, ‘innovation 
happens together’

Willing spill-overs,

‘never sit on surplus IP’

1. Motivate the creation 
and contribution of external 
knowledge

2. Incorporate external 
knowledge with own innovative 
activities

2. Maximise exploitation of 
diverse IP resources

1. Provide intrinsic rewards for contributions

2. As in external innovation

3. Share or give away IP to maximise returns 
from entire innovation portfolio

Table 1. Three innovation models summarised, modified from West and Gallagher (2004,2006)
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ander and Magnuson (2005) detected that companies adopt 
either a ‘commensalistic’, ‘symbiotic’ or ‘parasitic’ relation-
ship with FLOSS communities (see also Lundell et. al. 2006). 
The symbiotic relationship resembles the open innovation 
model as both carry the idea of reciprocity and mutual ben-
efit. Our study shows that what were herein describe as the 
‘external innovation model’ can become a commensalistic 
relationship at best (this means benefiting from another en-
tity while leaving it without harm) or turn into parasitic one 
at its worst.

Grand et. al. (2004) and Dahlander (2007) propose four 
modes of company involvement in FLOSS. Grand et al. 
(2004) understands their four levels as ‘progressive’: each 
level implies bigger investments and a greater reliance on 
FLOSS, but also more operational benefits and improved 
opportunities for knowledge sharing and learning. As pre-
sented in Figure 1, the ‘lowest’ level of involvement could 
be associated with external innovation and the two ‘upper’ 
levels with open innovation as defined herein. In turn, Dahl-
ander (2007) presents commercial FLOSS participation as a 
2x2 matrix where the variables are the intensity of FLOSS 
participation (low/high) and the initiator of the project (the 
company itself or a wider community). This study is located 
on the other side of the matrix, focusing mostly on how 
companies engage in FLOSS projects initiated by others.

Thus, the proposed distinction between ‘external innova-
tors’ and ‘open innovators’ is not at odds with classifications 

and ensures so that communal resources are continuously 
replenished (Dahlander and Magnuson 2005). As open in-
novation companies have internalised the idea that willing 
spill-overs can be beneficial, they are not ‘scared’ of releas-
ing their own IP to the FLOSS domain in order to achieve 
promotional or strategic goals (cf. Henkel 2006).

West and Gallagher (2006a; 2006b) name two main chal-
lenges for external innovation and three for open innova-
tion. The first challenges for external innovators is exploring 
the wide range of knowledge sources, i.e. to perform envi-
ronmental scanning to find out what happens on the FLOSS 
scene and what could be exploited from there. Meanwhile, 
open innovators define their challenge in terms of motivat-
ing external innovation i.e. how to keep open source contin-
uously producing inputs that are beneficial for the company. 
The second challenge of integrating external and internal ac-
tivities is shared by both external and open innovators and 
contains a diverse set of diverse legal, technical and business 
issues. The third challenge is only accepted by open innova-
tors and it relates to the maximisation of returns by giving 
away ‘surplus’ intellectual property.

2.3. Other ‘categorisations’ of commercial FLOSS 

engagement

There are some prior studies which have aimed to catego-
rise FLOSS companies according to the ‘intensity’ of their 
engagement with FLOSS communities. For example, Dahl-

Figure 1. Levels of FOSS involvement (from Grand et. al. 2004, red text/symbols added)



139

ISSN: 0718-2724. (http://www.jotmi.org) 
Journal of Technology Management & Innovation © Universidad Alberto Hurtado, Facultad de Economía y Negocios.

J. Technol. Manag. Innov. 2012, Volume 7, Issue 3

3.2 Data collection and analysis methods

The primary method of data collection was semi-structured 
interviews of company personnel. All interviews were lit-
erally transcribed. Other sources of evidence were online 
documentation and unobtrusive observation of employee 
interaction on FLOSS forums. These had a secondary role 
and were mainly used to collaborate and augment evidence 
collected in the interviews. In some cases, company partners 
were also contacted to confirm particular details. Qualita-
tive method called Template Analysis was employed to the-
matically analyse the interview transcripts and, to a much 
smaller extent, some documentary evidence. In short, this 
means that a coding template was developed iteratively 
while the analytical process moved forwards. A short, initial 
version of the template reflected the pre-assumptions based 
on the theoretical frame while later versions were updated 
to reflect themes emerging from the data set. The final tem-
plate  served as a basis for interpreting the data and writing 
up the findings.

4. Case study results

This chapter presents the case study results. The first chap-
ter analyses the managerial attitudes, challenges and tech-
niques associated with the external innovation model. This 
model, in our view, is represented by companies F, C and A 
and, to a lesser extent, E. The second chapter discusses how 
the same managerial issues are faced by open innovators, 
i.e. companies D and B. Figure 2 presents how the com-
panies are positioned on the continuum from external to  
open innovation.

in prior FLOSS literature. However, to our knowledge, this 
is the first article which studies the difference from the view 
point of innovation management.                    
                                                                                                                                                                                                                                                       
3 Methodology

3.1  Research approach and case selection

As stated previously, six small-scale case studies of open 
source companies were performed. Herein, multiple case 
studies were not used for the purpose of literal or theoreti-
cal replication; there was not yet a well-formed theory to 
‘test’. Instead, considering the preliminary and exploratory 
state of the research, the goal was to maximise the ‘richness’ 
of information for qualitative analysis (cf. Flyvbjerg 2006). 
Consequently, we selected case study companies which dif-
fer from each other in several dimensions, e.g. geographic 
location, size and software sector. All case study companies 
were required to comply with the following selection cri-
teria: (a) utilise FLOSS intensively as part of their product 
or service offerings and b) have different levels of activity 
within FLOSS communities and thus be placed differently on 
the ‘continuum’ from external to open innovation. The case 
selection was also influenced by the ease of access: in five 
out of six cases, the interviewing authors and company per-
sonnel had already collaborated on other research projects. 
These prior collaborations gave us in-depth understanding 
on the managerial philosophy and practices of the case study 
companies and actually pointed to the research problem at 
hand (see Henttonen 2011).

‘Alias’ Product offering Size Strategically important FLOSS products

Firm A Embedded systems (hardware 
and software) for automotive 
and wireless industries

Personnel 1000-2000 
, turnover 100-200 
M€

Linux-kernel for most products lines, diverse FLOSS 

terminal end-user devices
Firm B Customised business software 

solutions and consultation 
services for end-clients

Personnel 50-100, 
turnover below 2 M€

Linux desktop solutions (Ubuntu), FLOSS databases 
(MySQL, PostgreSQL), content management systems 
(e.g. Plone, Joomla) and development tools (e.g. Zope)

Firm C Embedded systems (hardware 
and software) design as a 
subcontractor

Personnel 100-500, 
turnover 10-30 M€

Embedded Linux-distributions, development tools 
(e.g. Subversion, Bugzilla)

Firm D Advanced web solutions for 
both IT contractors and direct 
end-clients

Personnel 20-50, 
turnover below 2 M€

FLOSS databases (MySQL), content management 
systems (e.g. Joomla, Drupal), e-commerce solutions 
(Magento) and development tools (e.g. Zend 
framework)

Firm E Mobile software, media portals, 
web-based enterprise software

Personnel 1000-
2000, turnover 50-
100 M€

Mobile Linux (e.g. Android, Meego), content 
management systems (e.g. Alfresco), enterprise 
software platforms (e.g. Liferay)

Firm F Embedded software for the 
mobile/cellular industry

Personnel below 20, 
turnover below 1 M€

Embedded Linux distributions, user interface 
development tools (e.g. GTK)

Table 2. Summary of the case study companies
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your true value.’ Others viewed FLOSS more like a decora-
tive chimney stack, bringing something extra on top of their 
own products: ‘We keep receiving free-of-charge updates ... 
we can just say to the customer that “Hey, our next release 
contains this fascinating new feature” ...we hardly have to 
think about new features by ourselves.’ However, what was 
common to all companies classified by us as ‘external inno-
vators’ was their tendency to view FLOSS as a ‘free lunch’.
Despite gaining significant business benefits from FLOSS, 
the companies felt unwilling to contribute anything. Their 
answers reflected attitudes which are characteristics to 
closed and external innovation models. Mostly, FLOSS con-
tributions were perceived as giving money to a charity: a 
benevolent, but eventually wasteful, activity that a company 
could not afford in the long run (with the possible exception 
of small PR investments). One interviewee from company E 
restructured the question in terms of ‘Why would anybody 
contribute?’. He continued: ‘You are not giving gold for free 
to anybody. It is like a joke that, you know, “Oh its open 
sourced, everybody contributes”... hah, nobody contributes, 
especially not the big companies focusing on assets protec-
tion’. FLOSS participation was also likened to a ‘janitor’s job’ 
something that is undoubtedly necessary but not attractive 
technically or monetarily – so let somebody else do it. Fur-
ther, some said that their customers were quasi-paranoid 
about openness: ‘If we started hanging out on open source 
forums, they [customers] may think that we will tell their 
secrets to the world... even if we did not, it would cast a 
shadow of doubt.’  

4.1  FLOSS as external innovation

4.1.1 Managerial attitudes and goals

External innovators did not perceive FLOSS communities 
as part of their value network – instead, publicly available 
source code was seen more like a ‘bulk’ resource on which 
to feed. They all saw free-of-charge software artefacts as the 
main ‘gain’ from FLOSS, underlining how cost and time sav-
ings had helped them to offer reduced prices, make bigger 
profit margins and/or achieve shorter lead times to market. 
They also recognised that the cost advantage was far from 
being marginal: a couple of companies said that they could 
never have entered a particular market without FLOSS. 
‘There were initially very few [mobile] terminal vendors 
who could afford building platforms based on proprietary 
systems... but now we have an [open source] software pool 
that has helped to kick-start many new vendors [like us],’ 
explains a manager from company E.

Considering the heterogeneity of the case study compa-
nies, it is hardly surprising that FLOSS has a different place 
in their innovation processes. For a couple of companies, 
FLOSS was a free-of-charge ‘base brick’ on which their own 
products were built. For example, a manager from company 
E explains, ‘Open source is not value adding: it is simply a 
matter of getting the base software stack in a very mature 
state from day one and then you can concentrate on adding 

Figure 2. Six case study companies placed on the continuum from external to open innovation
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As to legal challenges, it was said to require significant skills 
to ‘make sense’ of a multitude of FLOSS licences, e.g. regard-
ing reciprocal compatibility and propagation mechanisms (cf. 
Dahlander 2005; Henttonen and Matinlassi 2008). Further, 
many customers were reportedly unwilling to accept the 
reciprocity demands of FLOSS licences, especially those 
made by the popular GPL licence . One interviewee (com-
pany A) noted that such resistance is often based on a fixed 
world view rather than careful business analysis: ‘Even when 
it’s a totally irrelevant component, no business secrets, no 
patents, no major expertise, nothing... they oppose [open 
sourcing it] merely out of principle... they just cannot imag-
ine another way.’

The most prominent challenges related to release mainte-
nance. Since the companies do not contribute their own 
modifications to FLOSS communities, they have to maintain 
a separate version of the product, a kind of in-house ‘fork’ 
(cf. Nyman and Mikkonen 2011) by themselves. Thus, major 
effort is required to synchronise their own FLOSS-based 
product with the community version. If an original FLOSS 
community splits apart, creating more ‘forks’, the company 
has to merge its own product with several versions. This is 
closely intertwined with the questions of control and power. 
The company may be very negatively affected by a communi-
ty’s decisions: on technology standards, product architecture 
and release cycles. But, as the company is ‘nobody’ inside the 
FLOSS community, there is little use to raise objections:

‘This [influencing a FLOSS community] is tricky diplomacy... 
you cannot create a forum account on one day and go there 
on next day to tell people what to do. You are first required 
to build respect and a [brand] name for yourself by being 
committed and contributing. This applies to individuals and 
companies alike... Despite being a big company and enjoy-
ing an established position in the industry, we are absolutely 
nobody in the FLOSS world.’

(Senior specialist, company A)

4.1.3 Managerial techniques

Since the companies devote little or no effort in environ-
mental scanning, how do they find out about new FLOSS 
projects with business relevance? The companies depend 
heavily on individual employees who are ‘hobbyists’ and con-
tributors in FLOSS projects in their free-time. For example, 
when asked how they kept an eye on new developments 
with mobile Linux, the representative of company F replied 
openly: ‘We cannot afford to use working time [on this].... 
but Linux is a hobby for the most [of the employees] so 
we will stay up-to-date that way.’ Sometimes companies can 
maintain a dialogue with key FLOSS communities through 
individual employees who reportedly make significant con-
tributions in their free-time and thus have a ‘name’ in those 

Despite the underling cost and time savings, two external 
innovators also tried to exploit other opportunities within 
FLOSS to a limited extent. For example, company A sends 
marketing announcements to the mailing lists of FLOSS 
communities when a new product comes out. Company E 
has gone a step further and builds its brand by contribut-
ing small bug fixes and sometimes even sponsoring FLOSS 
events. Their principal software architect explains how the 
company occasionally manages to get ‘fifteen minutes of 
fame’ with minimal contributions and concludes: ‘[FLOSS] 
communities are important for marketing, and not just mar-
keting towards customers but also marketing towards de-
velopers, enabling the company to hire smart brains... no 
doubt about that.’  

4.1.2  Managerial challenges

The first challenge mentioned for external innovators re-
lates to exploration. Interestingly, several interviewees men-
tioned that it was very difficult to keep up-to-date on what 
is happening on the FLOSS scene. This was blamed on insuf-
ficient human resources internally or the need to keep all 
resources engaged in customer projects, leaving an impres-
sion that environmental scanning was seen secondary, after 
all. However, a senior specialist from company A expressed 
that his top-management should definitely pay more atten-
tion to the issue:

‘We are pretty unorganised on this [scanning for FLOSS-
related innovation]... it is useless to go randomly surfing the 
Internet every Tuesday morning like “la di da, can’t find any-
thing here, let’s try again next week” – instead, we should re-
ally have a carefully managed process for staying up-to-date 
on the latest FLOSS developments.’

The second challenge is to ‘integrate external knowledge 
with own innovative activities’. On this area, the key issues 
for the interviewed companies related to quality assurance, 
legal liabilities and release maintenance. The quality-related 
challenges were very much in line with what has already 
been widely reported. It was underlined that FLOSS never 
provides any guarantees on quality and therefore each com-
ponent has to go through an internal quality assurance and 
testing pipeline.

GPL i.e.  GNU General Public Licence is one of the most well-
known and widely used  FLOSS licenses.  It  is based the idea of 
‘copyleft’ and is particularly strict in  its requirements for develop-
ers to release the source code of derived or joint work  (see e.g. 
McGowan 2005).
Such tools analyze software packages from a legal perspective, 
searching source code for license declarations  and technical in-
terdependences which impact how licensing terms propagate (for 
more information see  e.g. Oksanen 2006)
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ibility on FLOSS forums or through direct references from 
other community members. ‘It is here [in the OSS world] 
where we get complete visibility,’ says the marketing direc-
tor of company B, explaining that they had practically aban-
doned conventional marketing in favour of FLOSS network-
ing (cf. Henttonen 2011).

The importance of inter-organisational learning was also un-
derlined; company B had integrated employee training with 
the participative learning methods of FLOSS communities. 
In addition to technical learning, the communities were a 
source of information on what is happening in the market. 
The CEO of company D explains that the FLOSS world is 
full of excellent online conferences, blog sites and other re-
sources which help him to stay informed on, ‘What is hot 
and what is up right now on the market,’ adding that such 
market knowledge obtained from FLOSS forums, has greatly 
assisted him in positioning his company favourably.

The cost and time savings related to FLOSS were equally im-
portant to ‘open innovators’ – however, these were viewed 
as a successes of joined development or ‘pooled R&D’ 
rather than as a ‘free lunch’. The importance of reciprocity 
was underlined in several accounts. For example, the CEO 
of company B explains that his company could have never 
built mature software from ‘scratch’ and continues, ‘I could 
never achieve anything like that without open source and, 
well, when I benefit from the efforts of others I cannot ex-
pect to keep all profits to myself.’ (cf. Henttonen 2011). He 
continues to underline the importance of contributing to 
the FLOSS projects on which his company depends:

‘If you are part of the ecosystem you have do things to sus-
tain that ecosystem. If you are just a consumer, then that 
ecosystem will sooner or later die… in order to make the 
open source ecosystem stable, you [a company] have to 
start looking at other aspects than just being a consumer... 
to contribute in different ways and make sure that the eco-
system stays alive.’ (General Executive Officer, company A)
FLOSS participation was also seen as an opportunity be-
come ‘shapers’ rather than just ‘users’ of a particular tech-
nology. The difference was also noticed by customers. ‘They 
[customers] come to us because they see us as people who 
envision the [FLOSS] product and not only as people having 
[third-party] expertise on it,’ says the marketing director of 
company A.

communities. However, despite their reliance on employees’ 
own FLOSS enthusiasm, the companies do not give any spe-
cific rewards for this. So, somewhat surprisingly, external 
innovators seemed to depend, not only on the volunteer 
contributions from external FLOSS developers, but also on 
those from their own employees. Because these companies 
had indicated strong worries about ‘unwitting’ spill-overs, it 
was interesting that they preferred their employees to be 
involved in FLOSS communities as individuals, or ‘hobbyists’, 
instead of a more-controlled policy.

There were relatively well-defined managerial techniques in 
place to address challenges regarding legal liabilities and qual-
ity assurance. The companies use a combination of dynamic 
and static testing, very much like those described by some 
previous authors (e.g. Maki-Aisala and Matinlassi 2006). As 
to legal issues, two companies use automatic licensing tools  
and most add empty ‘glue code’ in order to isolate FLOSS 
code from their own or customer’s code. The ‘glue code’ 
layers are often totally void of functionality and do nothing 
to aid component interoperability. Instead, their sole pur-
pose was to stop GPL licensing terms from propagating and 
thereby avoid associated liabilities (e.g. reciprocity demands, 
patent licensing etc.)  The practice was perceived to be a 
‘rule’ rather than an exception in FLOSS business:

‘The common line with these [mobile software] products is 
that what is open sourced are the trivial parts, because the 
real costly things, that is IPR... is never open sourced... one 
can do that with the GPL as well, because big companies are 
just using open source empty glue layers and then, you know, 
protecting their assets.’
       

(Principal software architect, company E)

Interestingly, even though interviewees emphasised challeng-
es related to release maintenance, they could not name any 
concrete steps taken to address them. It seems that most 
took for granted that FLOSS projects are unpredictable/un-
controllable by ‘nature’ and this was just ‘a risk to live with’. 
However, as a side note - the companies did share some 
of the same software development tools with communities, 
like GIT and Bugzilla.

4.2 FLOSS as open innovation

4.2.1 Managerial attitudes and goals

Open innovators had clearly different rationales for their 
FLOSS involvement. FLOSS communities were understood 
as an important part of the external value network and were 
deemed essential for global marketing, inter-organisational 
learning and joint development. Both companies B and D 
found most of their customers either through general vis-

The interviewees either did not know  or did not openly admit it, 
but the  described ‘glue code’  models are known to be ‘grey’ or 
borderline cases legally (e.g. Hopner 2004 ). They are clearly not 
‘safe’ but reduce risks compared to boldly ignoring the GPL terms.
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4.2.3 Managerial techniques

When asked about the affordability of non-direct invest-
ments, open innovators replied that whole-hearted FLOSS 
participation requires ‘energy and passion’ rather than big 
monetary investments. To exemplify such an attitude, their 
marketing director run a city marathon dressed as a blue 
elephant, a mascot of a well-known open source project, 
Postgre SQL. This earned the company five minutes of fame 
on a national TV channel. Once the CEO had contacted a 
local refugee centre and asked them to translate OpenOf-
fice into an ‘exotic’ language. So, despite being a medium-
sized company, they showed something that could be called 
‘community spirit’. While external innovators relied on the 
FLOSS enthusiasm of individual employees, the managers of 
open innovation companies were clearly the sources of such 
enthusiasm themselves.

Open innovators shared quality assurance concerns with 
external innovators, but adopted totally different techniques 
to address this challenge. First, they picked-up FLOSS soft-
ware with a ‘good reputation’, they used their excellent so-
cial networks to accumulate knowledge on quality issues and 
made decisions on that basis. Secondly, they engaged some 
of their customers in the co-development and co-testing 
of products. The technical manager of company B says, ‘The 
only way to test a product is to test with a customer and 
slowly start working to stabilise it... when I give software 
to them [certain customers] at a low cost, I can do some 
beta-testing, some R&D on them... this is how we bring in 
stable code.’

This was seen as an important continuum from FLOSS de-
velopment practices which has always emphasised end-user 
involvement in R&D. This is just one example of the ‘ways 
of doing things’ adopted from FLOSS communities. Another 
example comes up when looking at how they respond to 
the aforementioned challenge of training new employees. In 
both companies B and D, employee training follows the clas-
sic ‘onion model’ (Ye at Kishida 2003) which is frequently 
used to describe how participative learning occurs in FLOSS 
communities. New employees started by following discus-
sions on FLOSS forums and were encouraged to gradually 
deepen their participation and eventually make contribu-
tions of their own. Within FLOSS communities, new employ-
ees are ‘coached’ by external experts free-of-charge which 
supports in-house training efforts.

To fight against unwanted appropriation by competitors, the 
companies always used a GPL licence when giving out their 
own intellectual property. Interestingly, a licence that was 
mentioned as a management challenge for external innova-
tors, was a protection technique for open innovators. While 
GPL licensing terms can also be circumvented (as shown in 

Further, both companies D and B had internalised the open 
innovation ‘philosophy’ that one should never ‘sit’ on sur-
plus IP. For example, whenever they have a piece of source 
code, which has reached the end of its life cycle, they put it 
freely available on SourceForge or another similar FLOSS 
platform. Sometimes there are surprising benefits when the 
IP gets ‘a new life’ in the FLOSS domain. For example, com-
pany B open sourced a very small business software, which 
was only meant to be used in-house (Henttonen 2011). 
Later, they were contacted by a big foundation, which had 
found the software from the Internet and wanted to have 
it extended. Thus, they got a very important customer with 
minimal ‘marketing’ effort

4.2.2  Managerial challenges

It seems that while external innovators struggle to stay 
tuned to developments on the FLOSS scene, open innova-
tors use FLOSS forums to keep up-date-on on what is ‘hot 
and in’ , not only on FLOSS, but on the software markets in 
general. To address the challenge of motivation, open innova-
tors make significant contributions to FLOSS communities, 
e.g. by committing resources to open software development 
and by co-organising FLOSS events. This raised an obvious 
question on how they can afford so many activities which do 
not generate revenues directly.  

From the integration challenges mentioned previously, only 
quality assurance concerns were mentioned by open inno-
vators. In stark contrast with external innovators, licence 
compatibility issues and other legal ‘risks’ were seen as 
fundamentally non-threatening due to close and friendly 
ties with legal copyright owners, i.e. the communities. The 
afore-mentioned problems on release maintenance were 
also eliminated: since base software was developed together 
with the community, there was no need to maintain a sepa-
rate version for ‘them’ and ‘us’. For open innovators, the big-
gest integration challenges related to developing the techni-
cal, social and business skills required by ‘fully fledged’ FLOSS 
involvement. Because such skills are not commonly taught 
in universities, they have to make significant investments in 
teaching the ‘FLOSS ways’ to new employees.  

As to willing spill-outs and spin-offs, the biggest challenge 
named by open innovators were so called ‘open source pi-
racy’. This means that sometimes competing software com-
panies appropriate the source code but illegally ignore the 
reciprocity terms of the FLOSS licence. This often means 
that potential benefits and ‘credit’ of the released IP goes to 
a competitor and nothing comes back to the original owner 
of the IP. This type of piracy was said to be common and 
it is exactly what some ‘external innovators’ in this study 
admitted to.
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companies may indeed have contributed to a diversity of 
viewpoints, it also diminishes the value of analytical com-
parisons between the companies. Further, one of the key ad-
vantages of the case study approach is that ‘rich’ contextual 
information on the studied organisations can be provided 
(Chetty 1999; Bryman 2008). However, in this study, such 
information is confined to few company characteristics pre-
sented in a table form; a more elaborate description of the 
companies could have improved the value of the findings and 
helped others to assess their transferability to other settings 
(Bryman 2008; Flyvbjer 2006). Then, of course, there are the 
known limitations of the case study approach in general: 
even when multiple case studies are performed, the results 
cannot be generalised as such. With hindsight, qualitative 
interviews with a few dozen carefully selected companies 
could have better served our purpose than a multiple study 
design. On the other hand, intensive collaboration with a 
few organisations allowed us to build better ‘rapport’ with 
the interviewees and make them openly discuss sensitive 
issues such as legally ‘shady’ attempts to circumvent licens-
ing terms. Further, we also find it interesting that certain 
clear regularities/similarities in management perspectives 
emerged despite the heterogeneity of the cases, suggest-
ing that the proposed concepts do have some broader rel-
evance.

Looking at the case study companies, we see that the com-
panies with the most ‘exploitative’ relationship with FLOSS 
are embedded systems providers and positioned as sub-
contractors in the value chain. On the other hand, the com-
panies which are most deeply involved in open innovation 

section 4.1.3), the companies saw it as a relatively efficient 
tool against unwanted appropriation (justifiably, see Hopner 
2004).

4.3 Summary of the results

 This study has explored managerial views on open 
source and networked innovation in six case study compa-
nies. The results are summarised in Table 3. The study showed 
that there are fundamental differences in the managerial at-
titudes: while the management of external innovators clearly 
present an exploitation attitude and see FLOSS as a ‘free 
ride ‘ to cost savings, the managers of companies with an 
open innovation approach see FLOSS as a fundamental el-
ement of their value creation process. Furthermore, open 
innovators clearly see FLOSS as a ‘two-way street’ of giving 
and receiving. There are also notable differences in the way 
the managers see the main challenges and in the way these 
challenges are tackled. For example, external innovators see 
the reciprocity demands of FLOSS licences, especially GPL, 
as a major obstacle and actively seek ways to work around 
it. Open innovators have a totally opposite view on the issue: 
they view open source piracy as a major challenge and see 
strong licensing schemes such as GPL, as a valid protection 
technique.  

5. Discussion

There are problems in the methodological design of the 
study. With hindsight, the case study companies did not have 
enough common denominators: while the heterogeneity of 

Managerial perspective
Pattern of

 involvement

Managerial

attitudes

Main ene t Main challenges Challenge management 
techniques

External 
innovation

Exploitation 
attitude:

-FLOSS is a bulk 
resource

- FLOSS is a ‘free 
lunch’

- Savings in 
development 
costs and time 

resource 
utilisation

- FLOSS-related 
knowledge acquisition

- Quality assurance

- FLOSS licensing

- Release maintenance

- Passive management

(dependence on individual 
employees)

- Dynamic and static testing

- Use of automatic licensing tools 
and empty glue code

Open 
innovation

Contribution 
attitude:

- FLOSS as an 
integral element of 
value (co-)creation

- FLOSS seen as 
an effective way to 
shape technology

- Value co-
creation with 
communities

- Inter-
organisational 
learning  
- Global 
networks for 
marketing

- Quality assurance

- Maintaining the 
FLOSS talent pool

- Open source piracy

- Utilisation of social networks to 
gain quality-related knowledge 
- Co-development and co-testing 
with customers

- Adopting peripheral FLOSS 
participation as part of employee 
training

 - Strong FLOSS licensing schemes, 
particularly GPL

Table 3.  Summary of the case study results
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6. Conclusions

The study investigated the management perspective to-
wards open source collaboration and networked innovation 
in six software companies. From our empirical data, two op-
posite managerial views on community collaboration arose. 
The first view sees community participation as a cost or an 
unnecessary burden by the management. The open source 
community is seen as a resource pool of some kind, only 
in terms of a free-of-charge software artefact, and compa-
ny interaction with the communities is limited to minimal. 
The second view is a complete opposite one, in this view 
collaboration with open source communities is seen as an 
investment. As a return of their investment, these compa-
nies expect opportunities for global marketing and inter-or-
ganisational learning as well as cost savings through pooled 
R&D. The latter view is compatible with the open innovation 
paradigm, while the former could be better described as ‘ex-
ternal innovation’. The difference between the two manage-
rial views could be explained in terms of industrial domain, 
value chain position, leadership style or even open source 
business models. More research is required to understand 
what causes a company to adopt either managerial perspec-
tive on FLOSS.
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Abstract:
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1. Introduction

In many countries, governments agencies have started to open up bespoke software developed with public funding, 
often by releasing it under an open source license [1]–[3].  This may stem from governments’ desire to spur innovation 
(by letting all citizens to gain from software at no additional costs) and/or to improve transparency (e.g. by making 
source code of an electronic voting system subject to public scrutiny) [2].  Another key rational behind open sourcing is 
a belief  that other government agencies, who have similar software development needs, can reuse the software [1]–[3].   

For example, in Finland, it was noticed that public sector organizations did not sufficiently co-operate on the field of  
bespoke software development [1].  In the absence of inter-agency collaboration, software vendors could charge each 
administrative unit a full price for the same or similar customizations and, thus, in the worst case, the same piece of 
code was purchased multiple times with tax-payer money [1]. For these reasons, the Finnish Ministry of Finance [4] and 
Public Administration Recommendations [5] have started to encourage public sector organizations to co-purchase 
bespoke software and  publish it under an open-source license.

However, avoiding duplicate effort by open sourcing is not straightforward. It may be difficult for other organizations to 
exploit the source code purchased by one organization, e.g. due to lack of support and maintenance, multiple parallel 
development paths and uncertainty on the future development direction [1], [3], [6]. Therefore, there is a need to build 
public sector communities around these software initiatives to collaboratively manage the lifecycle [1], [2], [6], [7].

To address these issues, Kääriäinen et al. [1] developed a model where public sector agencies co-produce and co-
maintain open-source software products together. However, at the time, the model had not been tested in any 
organization and its presentation remained abstract. This article concretizes the model introduced by Kääriäinen et al.
[1] and demonstrates its practical value. The aims of the study are two-fold: firstly, to develop a practical framework 
that facilitates adoption of the model and, secondly, to use the framework for organizing collaborative lifecycle 
management in a real-life case study. The case study is an open source spatial data visualization software called Oskari, 
which is currently being co-produced by more than ten public sector organizations and companies in Finland.

The authors have studied the concept of the lifecycle management previously focusing on the development phase of the 
software (SW) product [8]. The emphasis of this article is on the lifecycle management actions taken after the 
implementation of the first software version i.e. how the developed SW product under the operation and maintenance 
could be collaboratively maintained and further developed by the group of public sector organizations.

The article is structured as follows. The next section covers theoretical background and related work, reviewing 
different approaches to change/lifecycle management in software production and summarizing studies on open-source 
lifecycle management and government-driven open-source software development. The third section introduces the 
model on which the framework has been built. The fourth section introduces the research approach and methodology. 
The fifth section introduces the practical framework which supports the deployment of the model. The sixth section 
demonstrates the deployment of the model and the framework of the Oskari project and reports on the experience 
gained. Finally, discussion and conclusions are drawn.

2. Theoretical background and related work

2.1 Lifecycle management and software evolution 

Software lifecycle management (SLM) is herein understood as a process of coordinating activities and managing 
resources (e.g. people, money, documentation, technical artefacts) during the entire lifecycle of a software product, 
from initial ideation to retirement [9]. This definition comes from the application lifecycle management (ALM) 
literature, but similar issues have also been addressed by studies on software configuration management (SCM) and 
software evolution. However, SLM is different from software product management (SPM), which focuses solely on 
managerial actions taken before customer delivery of a software product [10]. 
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Application lifecycle management (ALM) is a relatively new concept [11]. Chappell [12] presents ALM as a 
combination of three functions: governance, development and operations – and three milestones: (start of) ideation, 
deployment and end-of life. Development takes place at the beginning of the lifecycle, between ideation and 
deployment, and then periodically (after deployment) when the application is updated. Operations, which involve 
monitoring and deployment of updates, always happen after deployment of the first software version. Governance, 
which means supervising the software's evolution towards predefined goals, is needed during entire lifecycle. The 
emphasis of this article is on lifecycle management actions which take place between deployment and end-of life.  Out 
of the three functions, most attention is given to governance but development and operations issues are also touched.

Software Configuration Management (SCM) is a much older discipline and can be seen as the basis upon which ALM is 
founded [13]. SCM is essentially about controlling and tracking changes to the software, and it has been discussed in 
the literature for more than three decades [14]–[17]. SCM research has significantly impacted software engineering 
practices [18]. The (sub)areas of SCM provide techniques for change control boards, defect tracking, build and release 
management, versioning and team/workflow management, for example [15], [17].

The term software evolution was originally used to differentiate from software maintenance which, at the time, was 
seen as a post-deployment activity consisting only of bug fixes and minor adjustments [19]. Early software evolution 
literature [20] noted that requirements continue to change and software needs to be adapted during its entire lifetime. 
Because the idea of iterative software development has become widely accepted, some authors use the terms software 
maintenance and software evolution synonymously [19]. However, there are two prevalent perspectives to software 
evolution, dubbed  ‘what/why’ and ‘how’ by [19]. The former (what/why) refers to academic research on the nature of 
the software evolution phenomenon, its driving forces and impact [19], [21]. The latter (how) refers to engineering 
studies on practical means (e.g. technology, methods, tools) to direct, implement and control software evolution [22]. 
The focus of this article resembles the ‘how perspective’ on software evolution. However, the authors felt that when 
talking about the purposeful actions taken to ensure that a software product develops in the desired direction, lifecycle 
management is a more suitable term.

2.2 Open-source software production in the public sector

The term open source can be used to refer either to a licensing model or a software-development model [23]. Open-
source licensing allows anyone to access the source code of the software, modify the software as desired and share it 
with others by redistributing a modified or unmodified version [24]. As a development model, open source refers to 
projects where relatively loosely coupled individuals and organizations collaborate to co-develop a piece of software 
together, typically working over the Internet in a distributed environment [25], [26]. Practices typically associated with 
open-source development include agile development, meritocratic governance and volunteer participation [26] for 
example.

During the last decade, government agencies all over the world have also become interested in open-source software 
development. Several communities or repositories for public sector open-source software development have sprung up, 
e.g. European-level Joinup, Finnish Yhteentoimivuus and Government GitHub. Joinup is meant for sharing and reusing 
open-source software, semantic assets and other inter-operability solutions for public administrations. Yhteentoimivuus 
is a delivery channel for public sector interoperability assets administrated by the Finnish Ministry of Finance. 
Government GitHub allows government agencies to share code and data on the social coding platform GitHub. While 
some government-driven open-source development projects have been abandoned, many others are active and continue 
to grow: CONNECT Health, OskarEMR, WorldWind and CAMAC, for example. Surprisingly, while there is a large 
body of research on open-source adoption by government organizations, e.g. [27]–[30], very few studies have looked at 
open-source production by government organizations. The latter are reviewed below.

Mergel [3]  studied a context where government agencies share code through a common repository but do not form an 
open-source project or otherwise co-ordinate collaboration. The most common activity was found to be forking: 
participants copied the code release of another organization and then possibly modified it for their own needs internally
[3]. Contribution back to the original project was not usual [3]. In other words, participants seemed to favor the 
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relatively passive process of ‘copy and reuse’ over active collaboration. These findings on government code-sharing 
mechanisms are in line with [1]: the absence of lifecycle management practices leads to multiple forks and therefore the 
potential benefits of collaborative development are not fully achieved.

Bryant and Ramsamy [31] analyzed ten open-source projects where public sector agents are key contributors. There are 
also few academic case studies on specific open-source collaborations in the public sector [32]–[34]. Studies 
demonstrate that organizational and political factors play a large role in government open-source projects [31], just like 
many other IS projects in public sector [35]. Success factors include trust between key stakeholders, skilled in-house 
ICT personnel and steady financial support [31], [34]. Projects were found to be particularly vulnerable to sudden 
changes in political leadership and loss of key personnel [31], [34] . Some studies underline the importance of retaining 
the agility/flexibility inherent in the open-source model [31] while others emphasize managerial control [32]. Interest 
conflicts are also a common challenge. Feldman and Horan [32] note that public and private sector participants had 
varying perceptions of value propositions. Bryant and Ramsamy [31] report that end users experienced difficulties in 
making their ‘voices heard’ over bureaucrats whose budgets paid for the development.

2.3 The community-based software lifecycle management model

Kääriäinen et al. [1] introduced the community-based software lifecycle management model (CO-SLM) aimed 
particularly at public sector organizations that finance and develop software collaboratively. In this model the term 
lifecycle management refers to actions taken after the implementation of the first software version. The model is 
applicable to free/open-source software development but also to other collaborative development models, as long as the 
licensing is sufficiently permissive to prevent vendor-locking and allows sharing of source code with other 
organizations. The model is depicted in Figure 1. The community has a common repository where the baseline version 
of the software product is stored. Each organization can use their own software supplier to take care of deployment, 
maintenance and customization of the software. However, they are encouraged to inform the rest of the community on 
changes made and contribute them back to the baseline version for integration. The integration work is coordinated by a 
‘product manager’ and financed as agreed by the community (e.g. costs are equally shared by the community members). 
Parallel baseline versions are not maintained. The inclusiveness and openness of the development process are safe-
guarded via a ‘community manager’ role.

According to Kääriäinen et al. [1], the core community consists of public sector organizations which have primary 
authority over lifecycle management decisions. Thus, the community becomes a key decision-making arena: individual 
government organizations can influence the development goals and evolution of the baseline software product by 
participating in the community. Very much like in ‘traditional’ open-source projects, the community can also become 
an arena for collaborative learning and knowledge sharing (e.g. sharing solutions to common deployment problems) and 
even collective innovation (e.g. ideating new functionality). Outside of the core community but still functioning as key 
partners are software companies that are tendered to develop the software [1]. However, in some cases companies may 
also participate in the community as full community members if the intention is to support the application of the 
software for the private sector as well (note that the model itself does not limit this). The community manages the 
software according to the lifecycle management plan initiated by the financier of the first version [1]. The plan defines 
who will do what and when in relation to the lifecycle management activities (e.g. documentation requirements, 
versioning model, change and release management practices and financing). Basically, this is a similar job that 
companies make for software products they own. Similarly, companies have product managers who are responsible for 
coordinating the lifecycle management actions to software products. However, when the group of public sector 
organizations start to jointly manage SW products the case is just more complex since there has to be found a consensus 
between the organizations what are the responsibilities, financing model, rights, etc.
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Fig. 1. Community-based Application Lifecycle Management Model 

3. Research approach and methodology

The Ministry of Finance, our organization and a number of public sector organizations have collaborated in defining, 
piloting and deploying lifecycle management as depicted in Figure 2. The model creation process and the introduction 
to the models were published in [1]. This effort has since continued by piloting the planning of software lifecycle 
management in practice in the public sector. After successful piloting, the deployment of this model started in public 
sector organizations (the Finnish Ministry of Finance has accepted the model for production).

Prior and during the pilot phase, we developed the CO-SLM framework that is introduced in this article. The CO-SLM 
framework is a check list and documentation template to facilitate the definition of project-specific lifecycle 
management plans for software products. It helps software product communities to define a lifecycle management plan 
that describes who will do what and when related to the lifecycle management activities in the public sector software 
community environment. The framework has been tested and refined through deployment in real organizations. 

The research presented in this article has an interpretive and an interventionary stance and, therefore, the approach 
could be described as an ‘action case’. The term ‘action case’ was originally coined by Vidgen and Braa [36] to 
describe in-context information systems (IS) research which both aims to accumulate rich understanding on an 
organizational dilemma (interpretation) and to change the status quo in that organization (intervention). The 
interventionist phase typically takes place later in the research and involves the testing of the previously developed 
methods [36].

The CO-SLM framework was developed through iterative rounds of data collection and analysis. The primary data 
collection method was a series of six focus group discussions with information systems experts working in public sector 
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organizations. There were participants from both municipal (e.g. City of Espoo, the Association of Finnish Local and 
Regional Authorities) and national (e.g. State Treasury, Finnish Ministry of the Environment) levels of government.  In 
addition, the representative from the Finnish Centre for Open Systems and Solutions (COSS) and a lawyer appointed by 
the Finnish Ministry of Finance participated some of the sessions. In the discussion sessions, participants were 
prompted to assess draft versions of the framework and their feedback was used to improve the framework iteratively.  
The point of saturation was reached after six consequent meetings. In addition to the focus group discussions, six 
Finnish, SME-sized software companies were asked to reply interview questions by email and clarifications were asked 
on the phone where necessary. These companies were selected for email interview due to prior collaborations with the 
public sector and consequent good knowledge of the domain. Complementary data collection methods also included
few workshops with the Finnish Ministry of Finance and informal discussions with different stakeholders.

Fig. 2. Timeline for the development of the CO-SLM model

The testing and modification of the CO-SLM framework took place ‘in situ’ at multiple organizations during the years 
2014 and 2015. For example, the National Land Survey of Finland (NLS) and the Ministry of Finance’s JulkICT Lab 
project have adopted the model for their operation. This article explains and analyses its deployment within “Oskari”, 
an NLS-led project which develops an open source geospatial toolkit. The reported experiences are based on two 
sources:  1) analytical observations from two of the authors who have been engaged in the Oskari project for a long time 
and (b) lengthy, semi-structured interviews of representatives from organizations who are key contributors to Oskari:  
National Land Survey of Finland (NLS), Finnish Transport Agency and The Finnish National Board of Antiquities.  
The interviewees were senior professionals who have co-ordinator responsibilities in the Oskari project, either in 
technical development or communications. Four out of five interviews were recorded and all were selectively 
transcribed. The thematic coding of the interview data followed a method called Template Analysis [37].

4. Framework for community-based lifecycle planning (CO-SLM framework)

In this chapter, we introduce a practical framework which helps with the application of the CO-SLM model into real-
life situations where public sector organizations wish to develop software collaboratively. The framework focuses on 
the governance aspect of lifecycle management. The origins of the framework come from the SCM research area. One 
part of the SCM is a planning activity that forms an SCM plan [38]. The basic idea of the SCM plan is to define who is 
going to do what, when, where and how in relation to the configuration management [39]. When applied to the context 
of CO-SLM the goal is to help a consortium of public sector organizations to define what to manage, who will do the 
management, how the management will be done and how to finance the management and further development of a 
software product. Financing practices were included in the framework because collective purchasing and cost sharing is 
a significant and obvious concern for public sector organizations. Figure 3 depicts the four main elements of the 
product-management plan and Tables 1-4 present each of them in detail. The framework can be used as a check list and 

Development and testing of the 
CO-SLM framework
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template to form a lifecycle plan for a software product that needs governance during its lifecycle. The following four 
tables then describe each element in detail. Each element contains issues that need to be considered and documented for 
any software under management. Therefore, when applying the CO-SLM model and CO-SLM framework it should be 
borne in mind that each software product – and its associated community – is unique. Thus the model and framework 
must be applied to suit the context. This means making adjustments to terminology and content when applicable. 

Fig. 3. Elements of the product-management plan

Table 1. What to manage?

Issues Description

Name of the software What is the name of the software program?

Licensing scheme What are licensing terms for the source code and documentation?

User organizations Which organizations will use the software?

Schedule for the first version When is the baseline version of the software schedule to be ready?

Distribution channel Where are the source code and documentation distributed?

Social media Which social media channels are used by the project?

Table 2. Who will manage?

Issues Description

Owner of the software product Who ‘takes care of’ the software product? Who owns the copyright to the software?

Community structure and 
membership

How is the consortium of organizations structured? Are there community and steering groups? Who has 
the highest decision-making authority concerning the software product and its evolution?

Product manager (Development 
Co-ordinator)

Who supervises the software's evolution towards the commonly agreed goals? How is the role mandated? 
Coordinates the software product-related lifecycle management activities so that the software product 
evolves in the direction that serves the needs of the community and business.

Community manager  (Openness 
Co-ordinator)

Who consolidates conflicts and protects the inclusiveness and openness of the development process? How 
is this role mandated? Coordinates the operation in the community. Checks that the licence is used as 
agreed by the community.
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Table 2. Who will manage? (cont.)

Issues Description

Repository maintainer(s) Who maintains the shared repository containing the source code and documentation?

Technical integrator 

(Baseline Developer)

Who develops and maintains the baseline version of the software? Who is responsible for integrating the 
desired customisations to the baseline as agreed by the community? If the integrator function is 
outsourced, who does the tendering?

Providers of customisation and 
deployment services

Who can provide customisation and deployment services on the software product to individual member 
organizations?

Table 3. How to manage?

Issues Description

Decision-making bodies Responsibilities for making managerial and technical decisions regarding software development. How are 
the decision-making bodies (e.g. managerial board, change control board, steering group) organised, 
elected and assembled for a meeting?

Collaborative development 
approach

What are the key principles guiding collaborative development? How are the development efforts co-
ordinated?

Road mapping Who is responsible for creating and updating the roadmap documents? Who is responsible for accepting a 
new roadmap? Where are the documents located?

Change management Who can initiate change requests, and how? Who analyses the change requests? How are requests
prioritised? Who makes the final decision on what is included in the next software version?  

Release management and 
versioning

How often are releases made? Who accepts a new baseline version for deployment? How are versions 
named/numbered?  

Urgent bug fixes Who/how to handle urgent bug fixes required to the baseline version already in deployment?

Communications Who defines and supervises the community’s communication strategy? What are the primary channels for 
internal and external communication?  

Documentation What documents are required and where are they located?

Table 4. How to finance?

Issues Description

Co-ordination work How are the efforts of the product and community manager financed?

Repository maintenance How is repository maintenance financed? 

Baseline development 
(Technical integrator)

How is the further development of the software product financed, including integration of external 
contributions? How to finance the bug fixes?

Deployment and 
customisation

Who pays for deployment and customisation work within an individual organization? 

Community and steering 
group meetings

Who pays for organising and participating in the community meetings and steering group meetings?  

New entrants Who can join the community and how? Are there any joining fees?
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5. Case study: Oskari software

This chapter presents a real-life case study where the CO-SLM framework has been applied. This chapter is structured 
as follows. The first sub-section introduces the Oskari case study. The second sub-section presents the lifecycle 
management plan for Oskari, which is based on the CO-SLM framework and briefly explains how the plan was made. 
The third sub-section reports on the benefits and challenges of lifecycle management as well as the experiences of using 
the framework in practice.

5.1 Introduction to the OSKARI case 

Oskari is an open source software originally developed by the National Land Survey of Finland. Initially, Oskari was 
developed to offer easy-to-use browser-based tools to access and re-use information from various data sources, 
including the INSPIRE Spatial Data Infrastructure (SDI) and the Finnish National SDI. Oskari software has been 
adopted by about a dozen public sector organizations in Finland, including the City of Tampere, Finnish e-Government 
portal, Finnish Transport Agency and the Helsinki Regional Environmental Authority. Two major international co-
operation projects utilising Oskari are currently running: European Location Services (ELS) and the Arctic Spatial Data 
Infrastructure (ASDI). The first independent Oskari installations are also emerging outside Finland: the National Land 
Survey of Iceland has set up Oskari, followed by Agency for Land Relations and Cadastre of the Republic of Moldovia.

Oskari makes it possible to view, visualize, analyze and even edit spatial data using just a web browser and standards-
compliant APIs, such as OGC WMS (Web Map Service), OGC WFS (Web Feature Services) and OGC WPS (Web 
Processing Service). One of the most used features of Oskari implementations is the embedded maps functionality. It 
enables the user to choose applicable map layers and to create a map client using a WYSIWYG user interface without 
programming skills. The embedded map client can then be placed on any website in a similar manner as in Google 
Maps, just by placing a piece of HTML code into the website. The difference is that Oskari leverages standards-
compliant APIs, which means that there are thousands of spatial data resources to choose from.

The Oskari network is a consortium of organizations that have entered into a formal agreement to co-develop the Oskari 
software. Oskari is published under open source licenses (MIT and EUPL) and therefore anyone can download the 
source code and utilise the software without joining the Oskari network. This means that anyone can try the software 
without committing to it or even without letting the network know about it, or use and extend it as they see fit. 
However, it is the appointed representatives of the steering committee member organizations who oversee which 
developed features or changes are integrated to the Oskari repository. The most important benefit of the steering 
committee membership is the ability to get support from other organizations and agree on the development goals 
together. 

5.2 Lifecycle management plan for Oskari 

The CO-SLM framework was used as a template and instructive guide when writing the lifecycle management plan for 
the Oskari software. The first draft of the plan was created by collecting existing practices found from websites and 
documents. Then the plan was discussed and refined to fill in any missing information. The plan template was also 
modified to be in the line with the terminology of software products and the software community. Finally, the plan was 
reviewed by the key members of the Oskari software team (the coordinator and the chairperson of the steering 
committee) and the plan was discussed and agreed (Version 1.0) in a steering committee meeting. The resulting plan is 
presented in the following tables 5-8 below. 
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Table 5. Basic information about the Oskari software

Issues Details

Name of the software Oskari 

Licensing scheme Open Source. Source code can be utilised using an MIT licence or EUPL licence.

User organizations Public sector organizations, companies, non-profit organizations.

Schedule for the first 
baseline version

First public version was released 2011 (first version was financed by the National Land Survey Development 
Centre).

Distribution channel, 
repositories 

Documentation, examples, etc.: http://www.oskari.org
Source code: https://github.com/oskariorg 
General introduction to the software and the Oskari network (in Finnish): http://verkosto.oskari.org

Social media Twitter: the @oskari_org Twitter channel reports new releases, bug and security fixes as well as events related to 
Oskari. The release plan and roadmap are presented on a Trello board (in Finnish): http://oskari.org/trello Slack: 
Slack is a team communication platform: https://oskari.slack.com

Table 6. Roles and organizations

Issues Details

Owner of the software 
product

The Oskari network

Community structure and 
membership

The Oskari network is the development network for Oskari software that is open for anyone that signs the 
Memorandum of Understanding. Members (listed in Finnish): http://verkosto.oskari.org/oskari-verkosto/jasenet/

Organization of the Oskari Steering committee: representatives of projects that exploit Oskari and sign the 
Integration agreement, coordinator (chosen by steering committee) and 1-2 representatives from the Oskari 
network member organizations (nominated annually by the Oskari network).

Members (listed in Finnish):
http://verkosto.oskari.org/oskari-verkosto/ohjausryhma/

Technical Coordinator 
(Product manager) 

National Land Survey Development Centre (Jani Kylmäaho, Inkeri Lantta)
http://verkosto.oskari.org/oskari-verkosto/koordinaattori

The coordinator was selected by the Oskari steering committee. The coordinator coordinates (using the available 
resources) the software product-related lifecycle management activities so that the software product evolves 
optimally in the direction that serves the needs of the network and businesses. Furthermore, the coordinator 
facilitates the network and its activities, provides support to the projects utilising the software and works as a 
secretary for the steering committee. An architecture board meets 2 to 3 times per year to discuss and agree upon 
changes proposed to the technical architecture. 

Community manager 
(Openness co-ordinator)

The National Land Survey Development Centre has the responsibility for this task as well.

Repository maintainer(s) Technical coordinator

Integrator (Baseline 
developer)

The coordinator takes care of the integration work. The selected integrator is responsible for technical 
coordination, e.g. regarding the architecture of the software core. The integrator takes care of the integration 
work: coding, testing, version updates, documentation and any necessary IT support. The integrator reviews pull 
requests proposed by contributors, maintains repositories and core documentation and manages software 
versions, working in close cooperation with the coordinator.

Providers of customisation 
and deployment services

Each customer organization that applies Oskari software may select an IT provider for Oskari customisations 
without limitation. Customer organizations are encouraged to follow the architecture principles defined by the 
Oskari network if they wish to include modifications or extensions into the Oskari software.   
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Table 7. Practices for lifecycle management

Issues Details

Tasks of the decision-
making bodies

The Oskari network is open for anyone who signs the Memorandum of Understanding. The agreement 
describes the goals, tasks and decision-making practices for the Oskari network.

The network communicates information about the Oskari software and its development, as well as discussing 
the future needs of the software. It has a mailing list and communicates actively in social media. Network 
members are invited to networking days (the steering committee schedules networking days at least once a 
year). Agenda for networking days:

Status reporting and future activities
Presentations of projects and activities around the software
Selection of representatives of the steering committee

Furthermore, developer meetings take place and the architecture group assembles 3 to 4 times each year. The 
goal of the developer meetings is to collect input that supports the development of the Oskari software core. 

The tasks of the Oskari steering committee are:

Overseeing the network and planning activities
Choosing the coordinator and setting the annual fees
Prioritising the roadmap
Communicating with the coordinator

The steering committee also checks the status of the Oskari network (new members, etc.), communications 
activities, ongoing development projects, planned development projects, the roadmap and updated documents. 
The coordinator works as a secretary of the steering committee. The steering committee can invite the 
representatives of development projects to introduce and discuss their projects.

Collaborative development 
approach

The Oskari software is reused in development projects that need to create a web map application, a geoportal or 
to embed map clients into other web applications. The development project downloads the Oskari software and 
applies it; and further develops it, if needed. The development needs will be discussed with the coordinator and 
other development projects to avoid overlapping development work. The project is requested to follow the 
Oskari architectural principles and to provide modifications (Oskari open source licence) back to the Oskari 
network for integration. The Oskari steering committee decides what will be integrated into the next public 
Oskari release (or road mapped into future releases) based on the coordinator’s proposal. Development projects 
are requested to document new source code to facilitate reuse (a documentation guide can be found on the 
Oskari website). The coordinator is responsible for checking the documentation during integration.

Road mapping The coordinator maintains the Oskari roadmap (short-term roadmap and longer-term (1 year) roadmap) and is 
responsible for introducing new releases in steering committee meetings. The steering committee has the 
responsibility of checking and agreeing on any major changes before release. 

The roadmaps can be found at:

http://oskari.org/trello (in Finnish)
http://www.oskari.org/documentation/development/roadmap (in English)

Change management Requesting changes: Based on proposals from the development projects, the Oskari coordinator collects the 
new features that are proposed to be integrated into Oskari. Major changes in the software core are planned by 
the coordinator and presented to the Oskari architecture board, which discusses and agrees on the proposed 
changes.  All other remarks and proposals will be reported as GitHub issues.

Change proposal: The coordinator prepares the proposal. 

Change decision: The Oskari steering committee makes change decisions based on the coordinator’s proposals.

Change implementation: The coordinator arranges tendering for Oskari integration and core framework 
development work and makes acquisitions based on the tendering results. Tendering material templates are 
provided as guidance for other projects for their tendering purposes. The coordinator maintains the Oskari 
integration backlog in cooperation with the integrator. The coordinator updates the backlog based on the agreed 
integration tasks. The integrator is responsible for defining and scheduling more detailed tasks and setting 
foreseeable version numbers for backlogged items. The selected integrator takes care of the integration work: 
coding, testing, version updates, documentation and any necessary IT support.
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Table 7. Practices for lifecycle management (cont.)

Issues Details

Release management and 
versioning

After integration and testing, the integrator prepares a software version for release. The version numbering 
scheme is as follows:

X = Major version with significant changes in architecture and/or APIs of the software: planned in 
the Oskari roadmap.
Y = Minor version: planned in the Oskari roadmap.
Z = Maintenance version: other small changes and bug fixes are marked with a maintenance version 
number. 

The coordinator introduces a new software release proposal (major or minor release) for the Oskari steering 
committee who check and agree on major integrations before the release. The steering committee is informed of 
any major plans to change the software core. The committee schedules the major changes to ensure smooth 
transition to the new version within member organizations.

The coordinator takes care of any other necessary small changes and bug fixes (maintenance releases). 
Instructions on how to contribute to Oskari development using GitHub branches: 
http://www.oskari.org/documentation/development/how-to-contribute

Communications The Oskari steering committee is responsible for the communication plan. The coordinator prepares change 
requests to the communication plan and the steering committee agrees them. The coordinator is responsible for 
implementing the communication activities as scheduled.  

Documentation Functional specification: http://www.oskari.org/

User guides:
Developer guides for applying Oskari: http://www.oskari.org/
http://oskari.org/examples/rpc-api/rpc_example.html
End-user guides: ELF service http://demo.locationframework.eu/
National Geoportal Map window: http://www.paikkatietoikkuna.fi/web/en/user-guide

Installation and operational environment: http://oskari.org/documentation/

Technical description and instructions for Oskari developers: http://oskari.org/documentation/

Table 8. Financing practices

Issues Details

Coordinator Mostly integration fees collected from organizations who have signed the Integration agreement.

Community manager Financed as part of the coordinator’s work.

Integrator Will be financed by the partners who have signed the Integration agreement (annual integration fee). The 
coordinator and development projects can also negotiate the sharing of integration costs if the integration fee 
turns out to be too low. 

Oskari development National Land Survey Development Centre/SDI team. Oskari network. Project funding.

Deployment and 
customisation

Each organization takes care of its own funding to apply the Oskari software.

Network and steering 
committee meetings

Each organization takes care of its own participation expenses. Meeting costs are covered by the integration fee.  

New entrants Oskari network: Free of charge. New members have to sign the Memorandum of Understanding.
Oskari steering committee: steering committee members (development projects) sign the Integration agreement
where they agree the annual integration fee. The steering committee agrees on the annual integration fee. 
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6. Experiences on deploying CO-SLM

This chapter reports experiences, particularly benefits, challenges and lessons from deploying CO-SLM model and 
framework within the Oskari project.

6.1 Product acceptance and quality

CO-SLM model and framework provided a strong governance model for cooperation by clearly defining 
responsibilities and processes.  As one of the interviewees point out, “lifecycle management is what actually turns an 
open software application into a software product…”.  Being a product means the availability of technical support and 
documentation, version schemes and roadmaps for future development, for example. This allows potential users to 
evaluate the suitability of the software to their current and future needs. The productization also includes 
communications and marketing activities, which – together with the robust management model – have helped to 
improve the “brand” of the software and make it more attractive to adopt. Overall, many interviewees talked about the 
Oskari brand and its importance to project acceptance.

The Oskari project had recently entered incubation process to join the OSGeo foundation, a not-for-profit legal entity 
supporting the open source geospatial community. This is expected to further improve the Oskari brand and acceptance 
of the software product, also internationally, but the process is in early stage. Generally, presence on platforms like 
GitHub and OSGeo where curious outsiders can explore the software without making financial or other commitments, 
is seen as a key to identifying stakeholders and growing the user base. One of the interviewees expressed this as 
follows:

OsGEO, GitHub and other platforms where anybody can participate in the discussion are really good. You do 
not have to identify all stakeholders in advance, but just throw out something and interested parties will come 
to you. We have received inquiries from as far as Moldova…[ ]... If you want “fresh blood” [into the project], 
it is great that people can start following you without commitment and then deepen their involvement 
gradually.

The CO-SLM model has also helped to improve non-functional qualities of the software, particularly adaptability and 
extensibility. When a software is developed by a single organization alone, hectic demands and limited resources can 
cause focusing on immediate user needs at the expense of long-terms software quality, e.g. architecture design that 
allows software to adopt to future needs. Consequently, the software becomes hard to maintain within a single 
organization and impossible to share with other organizations without significant refactoring. However, CO-SLM 
model forces the owner to look at the software from a wider perspective, beyond their own immediate use cases. Each 
modification to the baseline version is considered from the viewpoint of multiple organizations, leading to improved 
adaptability. One informant explained: 

Our understanding [of software design] has broadened so much after we started talking with other 
organizations who have similar needs.  It was a bit like ‘oh, right, we do not have to reinvent that wheel’. We 
have learned that we can develop things collaboratively even though the needs are not exactly the same”.

The CO-SLM model has also helped to secure resources for developing project-wide testing methods and tools 
available to all member organizations. This has reportedly decreased the number of software bugs in new releases.

6.2 Resource pooling 

6.2.1 Human resources

For more than two decades, public sector organizations in Finland have been inclined to outsource all their software-
development activities.  This has caused a shortage of skilled in-house ICT personnel in many organizations, making it 
harder for them to take responsibility for software development and lifecycle activities. For example, when 
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organizations buy Oskari implementations from software companies, they may not know how to communicate key 
architectural principles to the companies or conduct tendering process in a manner that obligates companies to follow 
them. 

This has sometimes led to poor-quality code contributions, e.g. new functionalities have been placed in illogical parts of 
code structure and/or interfaces are used in a non-standardised way. The resulting problems require significant effort 
from the technical coordinator (NLS) who underlines that, in the future, more effort must be put into ensuring a 
common understanding of proper architecture principles and their inclusion in the request for tenders.

The alternative strategy to address human resource deficits has been to acquire manpower from software companies in a 
form of ‘body shopping’. This differs significantly from a process where public sector organizations place a request for 
tenders (RFT) for software implementation. As the bidders aim to offer the lowest possible price, no requirements apart 
from those explicitly mentioned in the RFT will be taken into account. According to both the interviewees and prior 
studies [35], [40], the heavy-weight requirements specification (for RTF) makes it difficult to incorporate new ideas 
afterwards and can thus hinder innovativeness. Oskari community has noticed that, in complex development cases, it is 
often better to tender for individual developers instead of tendering for specific implementations. This approach has 
enabled agile software development processes and intensified knowledge exchange between public- and private-sector 
organizations. In this model, the leadership of the software-development process stays entirely with the public sector, 
which again requires specific skills, different from those required by mere software acquisition.

It was also repeatedly noted that, while CO-SLM model does indeed require new skills, it also creates an environment 
for inter-organizational learning and thereby helps building new skills. For example, interviewees gave statements like  
“inter-organizational learning is a key benefit [from Oskari participation]”, “even organizations who do not contribute 
code have provided much valuable inputs [of skills and ideas]” and “we have learned so much just by talking to other 
organizations with similar needs”.

6.2.2 Financial resources

Because Oskari is open source licenced, any organization could download it and use it without participating in 
development expenses. However, the majority of organizational users have chosen to pay an integration fee. The 
payment ensures them a membership in the steering group and an opportunity to influence the future development of 
the software. By participating in the decision-making, organizations can ensure that the software will continue to meet 
their needs in the future. This has been enough to motivate organizations to contribute financially, and, thus, open 
source licensing has not lead to a significant ‘free riding’ problem.

Despite this, financing the Oskari baseline software development has not been easy. The relatively low integration fee 
(currently EUR 5,000 per organization annually) has been sufficient to cover the integration, co-ordination and 
communication activities of the Oskari community but not maintenance of the baseline software. Steering committee 
members felt it was impossible to increase the fee without forcing member organizations to go through a significant 
amount of bureaucracy. For long time, the development of the baseline version was paid for entirely by the National 
Land Survey of Finland, which made the project extremely dependent on a single organization. However, the increasing 
number of participants has recently improved finances and Oskari community is moving towards a model where it is 
less dependent on NLS funding.

In general, interviewees felt that the CO-SLM model has enabled significant savings because development cost can be 
split with others. One of the informants put it as follows:

One of the major goals of this collaborative development model has been to save funds. I feel that we have 
achieved that… We can go to a steering group and split up tasks [between organizations], like ‘you do this and 
I do that’… If we did not have this collaboration, we would have had to pay everything alone.

In practice, there were two ways to finance major extensions to Oskari: (1) some member organizations pay for Oskari 
extensions alone but comply with architectural rules and share them with others for free and (2) some organizations 
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form ‘mini consortia’ with other organizations who needed the same functionality and make the requirement analysis, 
tendering and financing jointly. The latter was considered as more mature form of co-development but required more 
inter-organizational communication and trust. One interviewee explained:

The first level is that each organization manages their own projects but follows some commonly agreed principles.
Meanwhile, others are waiting to get their hands on it. This is the most common way because it is fast and easy if 
you have money [within one organization]. The second level involves collaborative financing; it is much more 
complex and requires trust. One organization is chosen as a leader and then the leader organization makes 
consortium agreement with other organizations to co-finance and co-develop something together. 

6.3 Project sustainability

Because big money is circulated in public sector ICT procurement, successful new models, which create savings for 
governmental organizations, unavoidably shrink revenues of some companies. Consequently, Finnish Location 
Information Cluster, an advocacy group of some established companies offering geospatial solutions, has been very 
critical of the Oskari project and tried to create political pressure against it. While no significant harm has been caused, 
aggressive industrial lobbying was noted to be a risk factor which can negatively influence sustainability of any 
government-driven open source project. CO-SLM approach partially helped to tackle the issue, e.g. by resourcing 
communication and public relations (PR) activities.

However, with Oskari, the biggest sustainability challenge is to decrease the project’s dependence on the coordinator, 
NLS, and thus make it less vulnerable to changing management interests and/or shifts in key personnel within that 
organization. This was expressed in several interviews, for example as follows: “even though NLS has been a primus 
motor in the start, there is no particular reason why it should remain as a primary or principal actor” and “other actors 
must take more responsibility because we [the project] should not be overly dependent on NLS”.

Significant informing and marketing effort has been undertaken to attract more organizations to the Oskari network. 
When more organizations are participating, more financing will come in and relevant technical knowledge will be 
distributed among multiple organizations and people. If the software is strategically important to a sufficiently large 
number of organizations, the development will continue even if the NLS decides to drop out. The project is now 
entering a new phase as the co-ordinator role is planned to be shifted from NLS to an outsourced project organization 
whose costs are covered with integration fees.

7. Discussion 

7.1 Lessons for researchers and practitioners

For practitioners in the public sector who consider engaging their organizations in collaborative open source projects, 
the case study highlights the importance of ensuring sufficient in-house IS skills. This is in line with prior literature 
pointing out in-house IS skills as a key success factor to open source and other agile projects on the public sector [32], 
[35]. Even though it is possible and often recommended [34] to exploit external experts, open source development 
requires the public sector to take on the responsibility of a software owner. This requires both sufficient technical 
competence and knowledge in software lifecycle management. To support the latter, the CO-SLM framework acts as a 
document template for planning software governance and lifecycle activities.

The second lesson for practitioners has to do with the importance of enabling community growth. A ‘critical mass’ of 
active organizational users helps to ensure steady funding and guarantee project continuity, even if one dominant 
organization drops out. This is also in line with prior studies which have emphasised versatile developer and donor 
bases as a success factor to all types of open source projects [41], [42]. In part, CO-SLM supports community growth 
by making the software more attractive to new users. This is because clarified governance processes and responsibilities 
make the whole process more predictable and manageable. Software must also be ‘generic’ enough so that it can be 
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adapted to the diverse use cases for heterogeneous organizations. As the software is developed further, one must keep a 
multi-organizational perspective in mind.

For researchers and consultants, a key lesson relates to appreciating the huge diversity of organizations and software 
projects. Due to the heterogeneity of environments, it has proven pointless to develop a detailed predefined set of 
lifecycle management practices for all public sector driven open source projects. We noticed that a high flexibility of 
the framework is more important, taking, e.g. the form of ‘check lists’ on lifecycle management issues to be taken into 
account. Each project can then take the framework as a basis and develop lifecycle management practices suitable to 
their particular circumstances. If one wishes to develop ‘best practices’ on lifecycle management, one must focus on a 
particular software domain and type of application, not public sector driven OSS projects in general.

7.2 Limitations of the study and further research

While diverse stakeholders were involved in the drafting and development of the CO-SLM framework (see Section 3 
for details), we did not interview all members of the Oskari network after its deployment. Because we had an 
opportunity to interview only people from three heavily-engaged organizations (see chapter 3), the results are biased 
towards their perspectives. We acknowledge that ‘peripheral’ members of the Oskari community may have different 
perspectives that are not visible in this study. We also understand that a single case study is not enough to make 
definitive conclusions regarding the applicability of the framework in diverse public sector environments. Our next step 
is to deploy the CO-SLM model and framework in other public sector open source software development efforts and, 
thereby, to gain further experience on their applicability in different organizational settings. We also hope to collect and 
analyse more qualitative and quantitative data on the supposed benefits of the CO-SLM approach.

8. Conclusions

This paper introduced the CO-SLM model and flexible framework developed for helping public sector organizations to 
follow sound lifecycle management practices in open source development projects. The model and the framework were 
successfully deployed in a real-life setting, where a dozen public sector organizations were jointly developing spatial 
data analysis software under an open source licence. The adoption of CO-SLM benefited the software project by 
encouraging community growth, improving the ‘image’ of the software and enhancing software quality, especially 
regarding software maintainability and extensibility. Challenges stemmed from deficit software development and 
acquisition skills in some organizations and insufficient funding due to relatively low membership fees. Furthermore, 
the study shows that a project’s financial and technical dependence on the leading organization should be decreased in 
the future to lower risks and ensure long-term sustainability.
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