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ABSTRACT 

Koivulahti-Ojala, Mervi 
On UML modeling tool evaluation, use and training 
Jyväskylä: University of Jyväskylä, 2011, 86 p. (+included articles) 
(Jyväskylä Studies in Computing 
ISSN 1456-5390; 269) 
ISBN 978-951-39-7272-1 (nid.) 
ISBN 978-951-39-7273-8 (PDF) 
 
Unified Modeling Language™ (UML) is an international standard for systems 
modeling. UML is used for modeling requirements, architecture, detailed 
design, and software code generation. UML modeling tools offer graphical 
editors for UML model development, generating software from UML models, 
creating UML models from the software, and supporting collaborative model 
development. This thesis offers new knowledge about UML modeling tool use, 
evaluation, and training. The main research question is: How can a globally 
distributed product company where UML modeling activities are scattered 
across different locations and countries implement a UML modeling tool? Five 
studies comprise the research process. The first study provided new 
information concerning how UML and UML modeling tools can be used in the 
context of product requirements and release management process. In the 
second study, version management capabilities of the UML modeling tool were 
evaluated. The main contribution of this study was the creation and evaluation 
a set of evaluation criteria. A virtual meeting tool (VMT)-based training method 
for teaching UML and the features of a UML modeling tool was designed and 
evaluated in the third study. According to the study, the VMT-based training 
positively impacted learners’ skills, knowledge, and motivation and they were 
satisfied with the training. The training cost decreased in the case company by 
88% compared to traditional classroom training. In the fourth study, a new 
instrument was developed for measuring users’ satisfaction with the UML 
modeling tool and service. A longitudinal case study was conducted to evaluate 
several classes of e-teaching tools supporting the teaching of UML and the UML 
modeling tool during the fifth study. E-teaching tools facilitate learning both 
asynchronously (e.g., Wikis) and synchronously (e.g., video-conferencing). 
According to this study intranet and virtual meeting tool (VMT) were used to 
support UML and UML modeling tool training in terms of application 
knowledge covering commands and tools embedded in the information system; 
business context knowledge covering the use of information systems to 
effectively perform business tasks; and collaborative task knowledge covering 
how others use the information system in their tasks. 
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1 INTRODUCTION 

Unified Modeling Language™ (UML) is an international standard for systems 
modeling. UML can be used for specifying, visualizing, and documenting sys-
tems. UML was originally developed to provide a unified notation over three 
object-oriented software development methodologies: the Booch method 
(Booch, 1994), the object-modeling technique (OMT) developed by Rumbaugh 
et al. (1991), and object-oriented software engineering (OOSE) developed by 
Jacobsen et al. (1992). Since 1997, the Object Management Group (OMG) has 
been developing UML as a standard language and it has gone through several 
revisions. In its current version UML can be used not only for software systems 
modeling but also for business process modeling, organization structures mod-
eling, and embedded and real-time systems modeling. In 2005, the UML stand-
ard was also published by the International Organization for Standardization 
(ISO).  

The central terms in the UML are models and diagrams. For the purposes 
of this summary, I adopt the terminology defined by ISO standard (ISO/EIC, 
2012) as follows: 

• A model captures a view of the physical system, with a certain purpose.
• Diagrams are graphical representations of parts of the UML model. UML

diagrams contain graphical elements that represent elements in the UML
model.

The UML diagrams represent behavioral and static views of the system. 
Behavioral diagrams represent the dynamic behavior of the system by visually 
representing collaboration among the objects or changes to the internal states of 
the objects. Static diagrams represent structural aspects of the system such as 
components. The current UML standard version is UML 2.4 and has 14 diagram 
types: seven diagram types represent static application structure; three repre-
sent general types of behavior; and four represent different aspects of interac-
tions. However, according to empirical studies, some of the diagram types are 
reportedly unused by practitioners (Petre, 2013; Fitsilis et al, 2014). Additional-
ly, practitioners have criticized UML for its complexity, lack of formal seman-
tics, and inconsistency (e.g., Lange et al., 2006; Petre, 2013). 
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Even though practitioners have raised several concerns regarding UML, 
an entire industry has emerged to support UML modeling.  There are several 
UML modeling tools (also known as CASE tools) on the market used, according 
to their vendors, in hundreds of companies for UML modeling. UML modeling 
tools offer graphical editors to help architects and developers model require-
ments, architectures, data structures, dynamic behaviors, and other characteris-
tics of systems with UML. Furthermore, these modeling tools can assist with 
automatization tasks, thus providing opportunities that the UML as a language 
cannot provide. With the aid of the modeling tools, UML can be used for soft-
ware code generation and testing. The modeling tools may also be used for re-
verse engineering, i.e., to generate UML models based on source code. Some 
modeling tools have a built-in knowledge of UML rules so they can automati-
cally validate the correctness of UML models.  

Despite the emerge of an entirely new industry for UML modeling tools 
there is limited empirical research published in the academic literature regard-
ing using and adopting UML and UML modeling tools; most published studies 
on UML are individual case studies or surveys. Therefore, no sound estimation 
for the total number of users using UML or UML modeling tools can be made. 
The one available literature review related to UML use and adoption is by 
Budgen et al. (2011) who conducted a systematic literature review to determine 
how widely the UML’s notations and their usefulness had been studied empiri-
cally by the end of 2008. They found 49 papers altogether with two rounds of 
snowballing, of which 11 studies were conducted in industrial settings. Of these 
11 studies, only two were related to adopting UML or UML modeling tools. 
Budgen et al. (2011) concluded there are few field studies and identified UML 
adoption as a topic needing further investigation.  

Despite its 20-year existence, UML adoption is still a relevant research top-
ic. According to a recent study by Fitsilis et al. (2014) about UML usage among 
IT practitioners in Greece, it was used in nearly half of the projects included in 
the study. In addition, users declared that they will use UML again in their fu-
ture projects, and they expect UML usage will increase further during the next 
several years.  

1.1 Research questions 

The research objective is providing new knowledge concerning how UML 
modeling tools are used and evaluated as well as how people are trained to use 
them. The main research question is: How can a globally distributed product 
company where UML modeling activities are scattered across different loca-
tions and countries implement a UML modeling tool? The answer to the re-
search question was constructed from the five studies. 

This thesis’ contribution is new knowledge in the IS research community.  
In particular, the contribution of this summary is the provision of novel insight 
into: 1) the study process and how the studies related to each other; and 2) the 
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ways in which new knowledge gained through the studies was used in both the 
case company and by the IS research community. 

All studies were conducted in a global high-technology corporation in the 
business of developing products in multiple sites with multiple partners. Busi-
ness units in the company develop one or more products for customers in specif-
ic market segments. Thus, product development processes were running simul-
taneously for several products. A product development process is the process 
whereby products are developed. It consists of four phases: concept develop-
ment, system-level design, detailed design, and product testing and refinement 
(Ulrich, 1995) (Figure 1). Concept development phase activities include selecting 
technological working principles and choosing functional elements, features, and 
performance targets to best meet the customer’s needs. The system design phase 
includes developing the product architecture and assigning component devel-
opment teams to the overall product development team. The detailed design 
phase is concerned with component design, testing, and production process 
planning. The product testing and refinement phase involves testing prototypes 
and implementing any required changes to the component designs.  

 

 

FIGURE 1  Product development process (Ulrich, 1995).  

The detailed research questions are described in the following. "Case 
company" is the term used to reflect that all studies were conducted in the con-
text of one company, and it does not refer to any research approach or method. 

1.1.1 Research questions for requirements and release management system 
(RRMS) (Article I) 

In the case company, a new platform organization was established which was 
responsible for developing common components utilized by different business 
units in the products they develop. To enhance communication during the re-
quirement and release management process, a new information system was 
developed. It served all product development phases from concept develop-
ment (needs, analysis of needs), system level design (features, assignment to 
teams), detailed design (component and component level release planning) and 
product test and refinement (releasing of components, test results). The new 
information system was developed in-house.  

Over the years, development of the system has resulted in a complicated 
information model containing more than twenty different information ele-
ments. This study was initiated to better understand which parts of the infor-
mation system are critical for the success of the system and to develop it fur-
ther. In sum, the case company’s business need was to understand the existing 
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system’s most important properties. The business need was relevant because 
the product development process was heavily dependent on this information 
system. The case company considered any system downtime as problematic 
because it would directly impact sales since no new products could be released 
without this system. Thus, the information system was considered a critical 
need by the company. It was used by more than 6000 people in the case compa-
ny and updated by more than 2000 people in 2008 (Käkölä et al., 2010). By the 
end of 2008, it contained more than 100 000 active data entities (Käkölä et al., 
2010).  

The main research question was: “What are the necessary and sufficient 
properties for an information system which supports an integrated requirement 
and release management process in a globally distributed product development 
organization?” 

The research sub-questions were:  
1) What are the requirements for an integrated requirements and re-

lease management system? 
2) What is the design for an integrated requirements and release man-

agement system? 
3) How does the design fulfil the requirements for an integrated re-

quirements and release management system? 
The answer to the first research question consists of requirements devel-

oped based on the literature and empirical research conducted in the case com-
pany. Requirements consist of detailed requirements related to communication, 
control, change, platform development, and process integration. The answer to 
the second research question consists of the information model and attributes 
for the elements presented in the information model. The design was developed 
based on the empirical research conducted in the case company. The answer to 
the third research question consists of the results obtained while evaluating the 
design against the requirements. The design was evaluated against these re-
quirements by analyzing how each requirement was supported by the design.  

This study contributed to the main research question by providing new 
knowledge regarding how UML models were used. According to the study, 
UML modeling was conducted only when necessary by different tools and dia-
grams imported or linked to the RRMS. The priorities, schedules, and other in-
formation stored in the RRMS were used to focus UML modeling efforts. Thus, 
this study provided new information about the UML and UML modeling tool 
usage in the context of the requirement and release management process. Later 
in the study, it was decided to implement one UML modeling tool globally in 
the case organization. The UML modeling tool implementation was further 
studied in Articles II, III, IV, and V. 

1.1.2 Research questions for a set of evaluation criteria for UML (Unified 
Modeling Language) tool version management (Article II) 

In the case company, several UML modeling tools were evaluated. During UML 
modeling tool evaluation, I learned the UML modeling tools did have consider-



17 
 

 

able differences regarding version management. Thus, I became interested in 
identifying the critical features of version management to serve globally dis-
tributed product development.  

In globally distributed product development modeling activities are scat-
tered across multiple sites and involve multiple teams in different countries. 
Therefore, proper version management is critical for managing parallel and ge-
ographically distributed modeling activities. According to Koivulahti-Ojala and 
Käkölä (2009), literature does not provide a comprehensive set of evaluation 
criteria which could be applied in industrial settings to evaluate the version 
management capabilities of UML modeling tools in the context of globally dis-
tributed product development.  

The main research question was: “What are the necessary and sufficient 
properties for version management to support UML modeling in globally dis-
tributed product development?” 

The research sub-questions were:  
1) What is the set of evaluation criteria for version management capabili-

ties of UML modeling tools? 
2) How can the set of evaluation criteria be used for evaluating UML 

modeling tools? 
The answer to the first research question is a set of evaluation criteria. The 

evaluation criteria were developed based on relevant literature and the author’s 
experience while evaluating and adopting a UML modeling tool in the case 
company. 

The answer to the second research question consists of the results of a la-
boratory test. During laboratory testing, two modeling tools were installed, and 
features of both tools evaluated and the evaluation results were documented.  

This study contributed to the main research question by providing a new 
set of evaluation criteria which can be used during the evaluation of UML mod-
eling tool version management capabilities to support UML modeling in global-
ly distributed product development.  

1.1.3 Research questions for a new training method to support training of 
UML and UML modeling tool (Article III) 

End-user training is complicated to implement in a globally distributed product 
development company where activities are scattered across multiple sites. Dur-
ing UML modeling tool implementation in the case company, a survey was im-
plemented to verify user satisfaction with the tool and the service (Article IV). 
Based on the survey results, the support team decided to implement a new 
training method. To be successful, the training should positively impact learn-
ers’ skills, knowledge, and motivation and learners should be satisfied with the 
training. A virtual meeting tool (VMT) was chosen to support delivery of train-
ing because it was already in use for meetings.  

The research question was: Can the UML and UML modeling tool training 
be organized and delivered through a VMT so that learners are satisfied with 
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the training and the training positively impacts their skills, knowledge, and mo-
tivation? 

The research sub-questions were:  
1) What is the design for a UML modeling language and UML modeling 

tool training organized and delivered through a virtual meeting tool? 
2) How does the design fulfil the target of learners’ satisfaction with the 

training and the training positively impacting their skills, knowledge, 
and motivation? 

The answer to the first research sub-question is a method as described by 
March and Smith (1995). The training method was described in terms of con-
tent, organization of training, training materials, and trainers’ skills and 
knowledge. The training method was described based on the case study con-
ducted in the case company. 

The answer to the second research sub-question consists of case study re-
sults. According to the study, users’ skills, knowledge, and motivation were 
improved and learners were satisfied with the training organized through a 
VMT (Koivulahti-Ojala and Käkölä, 2012).  

This study contributed to the main research question by providing new 
knowledge regarding how UML and UML modeling tool training can be orga-
nized through a VMT. 

1.1.4 Research question for a new measurement instrument (Article IV) 

There was a target to routinely measure both user satisfaction and service quali-
ty for the tools utilized by users in the case company. It was most appropriate to 
measure the user satisfaction and service quality variables after the UML mod-
eling tool was adopted. There were three requirements for a new measurement 
instrument: 1) it should measure both the service quality and the user satisfac-
tion with respect to the tool; 2) there should be no more than 10 questions (in-
cluding two standard questions of location and frequency of usage), 3) the in-
strument should be applicable to further develop the service and the tool. The 
IS research community has delivered many comprehensive instruments to 
measure user satisfaction and service quality (e.g., Petter et al., 2008). However, 
the first and the second requirement limited the choice of instrument to an ex-
isting instrument because there was none available to cover both the service 
quality and the tool related satisfaction while utilizing only eight questions. 

The research question was: “Is it possible to create a new adequately relia-
ble and valid measurement instrument with eight items to measure both user 
satisfaction and service quality?” 

The main contribution of this research was the design, implementation, and 
evaluation of a new 8-item instrument to evaluate users’ satisfaction with the tool 
and the services supporting its use. The results detained from analyzing the two 
surveys conducted in the case company to measure user and service satisfaction 
with a UML modeling tool indicated the instrument has adequate reliability and 
validity. Furthermore, it was used successfully to improve the service. It is short, 
easy to use, and appropriate for both practical and research purposes.  
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During the study, two rounds of surveys were conducted amongst users 
in the case company. When the results of the first survey were analyzed, it was 
concluded that users are not satisfied with the existing training and the decision 
was made to implement a new training method. This new training method was 
the subject of the study in Article III.  

This study contributed to the main research question by providing new 
knowledge regarding how to evaluate users’ satisfaction with the UML tool and 
the services supporting the tool. 

1.1.5 Research question for a longitudinal study about UML and UML mod-
eling tool training (Article V) 

E-teaching tools facilitate asynchronous (e.g., Wikis) and synchronous (e.g., 
video-conferencing) learning. In the case company, different e-teaching tools 
had been used routinely during meetings for several years. Later on, these tools 
were deployed for UML and UML modeling tool training. The case company 
was interested in understanding which e-teaching tools were most applicable to 
UML and UML modeling tool training. It was especially unclear whether e-
teaching tools can be deployed to teach the following categories of knowledge: 
application, business context, and collaborative task knowledge. Application 
knowledge covers commands and tools embedded in the information system; 
business context knowledge covers the use of information systems to effectively 
perform business tasks; and, collaborative task knowledge covers how others 
use the information system in their tasks. 

The research question was: Which classes of e-teaching tools are most ap-
plicable for organizing and delivering technology training allowing large num-
bers of learners to become trained in application, business context, and collabo-
rative task knowledge needed to master the UML and UML modeling tool? 

According to this longitudinal case study, an intranet and a virtual meet-
ing tool (VMT) were used to support UML and UML modeling tool training in 
application knowledge, business context knowledge, and collaborative task 
knowledge. In addition, Wikis, discussion forums and e-mail were used to sup-
port UML and UML modeling tool training but not for all three types of 
knowledge. 

This study contributed to the main research question by providing new 
knowledge concerning which tools have been used to support delivering of 
UML and UML modeling tool training in a globally distributed product com-
pany. 

The five articles are interrelated (Figure 2). Article I provided insight into 
how UML modeling tools were used during the product development process. 
Furthermore, for the case company, it provided new information that UML dia-
grams are created but employees are using different UML modeling tools to do 
so. Thus, it established a common need for the UML modeling tool implementa-
tion. UML modeling tool evaluation, use, and training was discussed in Articles 
II, III, IV and V.  
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FIGURE 2  Relationships between the articles.  

In Article II the evaluation criteria for UML modeling tool version man-
agement in the context of globally distributed product development were in-
troduced. According to my experience, UML modeling tools did differ in terms 
of features’ capability of supporting globally distributed product development. 
According to Koivulahti-Ojala and Käkölä (2009), literature does not provide a 
comprehensive set of evaluation criteria which could be applied in industrial 
settings to evaluate the version management capabilities of UML modeling 
tools in the context of globally distributed product development. Thus, both 
research and practice were triggers for this study.  

When a new UML modeling tool was implemented in the case company, it 
was relevant to measure users’ satisfaction with the tool and the service (Article 
IV). This article provided new information for the research community related 
to how users’ satisfaction with the tool and service can be measured. Moreover, 
when the first survey’s results were analyzed in the case company, it was con-
cluded the users were not satisfied with the training and a new training method 
using a virtual meeting tool (VMT) was implemented. This new training meth-
od was the subject of Article III’s study. Finally, Article V provided new infor-
mation as a longitudinal study on how the new training method through VMT 
among other training methods evolved over time. Thus, Article V extended the 
study in Article III in two respects: several e-teaching tools were studied instead 
of one and the study was longitudinal.  
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1.2 Authors’ contribution to the included articles 

This thesis consists of one journal article and four conference articles presented 
in the following: 
I Käkölä, T., Koivulahti-Ojala, M. & Liimatainen, J. 2011. An Information 

Systems Design Product Theory for the Class of Integrated Requirements 
and Release Management Systems 

 
II  Koivulahti-Ojala, M. & Käkölä, T. 2009. Framework for Evaluating the 

Version Management Capabilities of a Class of UML Modeling Tools from 
the Viewpoint of Multi-site, Multi-partner Product Line Organizations 

 
III Koivulahti-Ojala, M. & Käkölä, T. 2012. Design, implementation, and 

evaluation of a Virtual Meeting Tool-based innovation for UML technolo-
gy training in global organizations 

 
IV Islam, A. K. M. N., Koivulahti-Ojala, M. & Käkölä, T. 2010. A light-weight, 

industrially-validated instrument to measure user satisfaction and service 
quality experienced by the users of a UML modeling tool 

 
V Koivulahti-Ojala, M. & Käkölä, T. 2014. Training people to master com-

plex technologies through e-Learning: Case of UML technology training 
in a global organization 

 
I was the main author of Articles II, III, and V. I was responsible for research 
planning, writing the article, conducting the literature review, creating the 
evaluation framework, and analyzing the modeling tools for Article II. The sec-
ond author contributed to writing and evaluation framework creation. I was 
responsible for research planning, writing the article, conducting the literature 
review, and conducting and analyzing interviews for Article III. The second 
author contributed to writing and analyzing interviews. I was responsible for 
research planning, writing the article, and collecting and analyzing data for Ar-
ticle V. The second author contributed to writing and analyzing research re-
sults. I contributed to research planning, writing, requirements and design crea-
tion and evaluation, and analyzing interviews in Article I. I contributed to re-
search planning and writing, as well as implementing and developing the in-
strument and interpreting the statistical analysis results in Article IV.  

1.3 Structure of the thesis 

This thesis is organized as follows. In Chapter 1, I present the research objective 
and the research questions. In Chapter 2, I describe the five articles included in 
this thesis, related research methods, the case company and my role in the case 
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company. In Chapter 3, I evaluate the relevance and rigor of each study in three 
respects. First, I evaluate the relevance of each study from the perspective of the 
case company after the study was conducted. Then, I evaluate the relevance of 
each study based on how results were used in IS research. Finally, I evaluate the 
rigor of each study. In Chapter 4, I summarize contribution of each study to-
wards answering the main research question.  In Chapter 5, I summarize theo-
retical and practical contributions, limitations, and the implications for further 
research. 



 

2 SUMMARY OF ARTICLES 

In this chapter, I present the five articles, the research approach, research meth-
ods applied in these articles, and the case company, as well as describe my role 
in the case company. The term "case company" is used to reflect all studies were 
conducted in the context of one company. The term "case company" does not 
refer to any research approach or method. The description of each article con-
tains the research problem of the article, the research approach and process, the 
results that I emphasize in the article, limitations of the research, and contribu-
tion to this thesis.  

Each study’s research question originated from work experience and their 
research approaches and methods were chosen prior to beginning the research 
process for each study. Therefore, the research approach and methods are de-
scribed in the context of each article. My studies represent a mathematical re-
search approach, research approach where is studied what is reality, and re-
search stressing utility of innovations (Järvinen, 2012, p. 10). Järvinen (2012, p. 
10) introduced a taxonomy to help select the most suitable research approach
for a research problem (Figure 3). He first differentiates research stressing what
is reality from mathematical research approaches. In mathematical studies, a
certain theorem, lemma, or assertion is proved. He further distinguishes re-
search stressing what is reality and research approaches stressing utility of in-
novations. Research approaches studying utility of innovations he further dis-
tinguishes into innovation building approaches and innovation evaluation ap-
proaches. He divides the research approaches studying what is reality into con-
ceptual analytical approaches (i.e. research methods for theoretical develop-
ment) and empirical research approaches.
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FIGURE 3 Research approaches (Järvinen, 2012, p. 10). 

Järvinen (2012) distinguishes research approach and research methods. 
Research methods may support different research approaches. Theory-creating 
research approaches include case studies (Yin, 1989). Additionally, Lee (1989) 
presented a specific version of the case study which should be classified as a 
theory-testing approach. Thus, case research methods may be applied in the 
context of different research approaches. In conceptual-analytical research, 
basic assumptions behind constructs are analyzed; theories, models and 
frameworks used in previous studies are identified, and logical reasoning is 
thereafter applied; then, a new tentative theory, model or framework describing 
a certain part of the reality is developed. Theory-testing research methods in-
clude laboratory experiments, surveys, field studies, and field tests.  

My studies represent different research approaches (Table 1). Article I rep-
resents a research approach where the utility of innovation is studied, i.e., the 
utility of a requirements and release management system (RRMS) is analyzed. 
We followed a design method developed by Walls et al. (1992). In Article II, 
new evaluation criteria are conceptual-theoretically derived from identified us-
er needs in the context of globally distributed product development and meas-
ured in natural settings. Article III describes the design and re-design of train-
ing arrangements, and therefore represents a longitudinal design project. In 
Article IV, a new measurement instrument was created for a reflective construct 
that could not be measured as such, following instructions presented by 
Churchill (1979). This study represents a mathematical research approach. In 
Article V, a tentative list of the e-learning tools most suitable for UML modeling 
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and UML modeling tool training is created, thereby representing a theory crea-
tion approach. This study is a longitudinal case study. 

TABLE 1  Research approaches and research methods applied in each study. 

Article Research question Research approaches 
mapped according to 
taxonomy by Järvinen 
(2012, p. 10) 

Research 
method 

Article 
I 

What are the meta-requirements 
and meta-design of Information 
System Design Theory for the 
class of integrated requirements 
and release management system 
(RRMS) in a globally distributed 
product development or-
ganization? 

Innovation building 
and innovation evalu-
ation 

Design method 
developed by 
Walls et al. 
(1992) 

Article 
II 

What are the necessary and suf-
ficient properties for UML mod-
eling tool version management 
to support UML modeling in 
globally distributed product de-
velopment? 

Innovation evaluation A controlled 
test to evaluate 
the set of eval-
uation criteria 
in a laboratory 
test 

Article 
III 

Can the UML and UML model-
ing tool training be organized 
and delivered through a VMT so 
that learners are satisfied with 
the training and the training posi-
tively impacts their skills, 
knowledge, and motivation? 

Innovation building 
and innovation evalu-
ation 

Design method 
developed by 
Peffers et al. 
(2007) 

Article 
IV 

Is it possible to create a new ad-
equately reliable and valid meas-
urement instrument with eight 
items to measure both user satis-
faction and service quality? 

Mathematical ap-
proach 

Churchill 
(1979) 

Article 
V 

Which classes of e-teaching 
tools are most applicable for 
organizing and delivering tech-
nology training allowing large 
numbers of learners to become 
trained in application, business 
context, and collaborative task 
knowledge needed to master the 
UML modeling language and 
UML modeling tool? 

Theory creating Case study 
Yin, 2003 
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2.1 An Information Systems Design Product Theory for the Class 
of Integrated Requirements and Release Management Sys-
tems (Article I) 

2.1.1 Research problem and research strategy 

Distributed product development organizations need to collect, analyze, and 
utilize requirements. Well-defined requirements are prerequisites for assigning 
appropriately scoped projects to internal units and service providers for im-
plementation (Carmel and Agarwal, 2002; Adelson and Soloway, 1985). Release 
management is concerned with the identification, packaging, and delivery of 
product’s elements (ISO/IEC TR 19759, 2010). Salo and Käkölä (2005) devel-
oped an Information System Design Theory (ISDT) for the class of Require-
ments Management Systems (RMS) to help IT practitioners build RMS for creat-
ing, prioritizing, and storing requirements. Methodologically, their work was 
based on Walls et al. (1992) who articulated how to construct and test an ISDT 
capable of guiding the design of a specific class of information systems. They 
argue that the information systems "field has now matured to the point where 
there is a need for theory development based on paradigms endogenous to the 
area itself" and call for Information System Design Theories to fill this need. An 
ISDT is "a prescriptive theory based on theoretical underpinnings which says 
how a design process can be carried out in a way which is both effective and 
feasible". According to Salo and Käkölä (2005), the RMS’s benefits were limited 
when the instances were not integrated with the systems used in the down-
stream phases to provide transparent end-to-end support throughout the prod-
uct development. For example, customer representatives responsible for enter-
ing requirements were not able to use the RMS instances to follow-up concern-
ing when the requirements would be implemented. The Information System 
Design Theory’s scope should thus be broadened to design systems supporting 
the whole life cycle more comprehensively.  

In this study, knowledge in the case company and existing research 
knowledge were used to create a new Information System Design Theory. Ac-
cording to Walls et al. (1992) ISDT prescribes both the design product and pro-
cess aspects of a class of IS, that is, what are (1) the value propositions to be ful-
filled by implementing an instance of the class, (2) meta-requirements describ-
ing the problem(s) to be solved by the class, (3) the meta-design prescribing the 
solution for the problem(s), and (4) applicable kernel theories from social and 
natural sciences for understanding and/or solving the problem(s) shared across 
all products within the class, and how the products should be built. In this 
study, the research focused on meta-requirements and meta-design. Therefore, 
in terms of Information System Design Theory, the research question was as 
follows: 

• What are the meta-requirements and meta-design of Information 
System Design Theory for the class of an integrated requirements 
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and release management system (RRMS) in a globally distributed 
product development organization? 

 
And the research sub-questions were:  
1) What are the meta-requirements for the class of integrated require-

ments and release management system (RRMS)? 
2) What is the meta-design for the class of integrated requirements and 

release management system (RRMS)? 
3) How does the meta-design fulfil the meta-requirements for the class of 

an integrated requirements and release management system (RRMS)? 

2.1.2 Research process 

The research began by conducting a literature review to develop preliminary 
meta-requirements. Afterwards, interviews and other data gathering methods 
were used to gain a comprehensive understanding of RRMS features and usage 
in the case company. Two of the paper’s authors had access to all relevant in-
formation and could interact with people who were involved with the RRMS 
design. We observed use of the RRMS, analyzed documentation, held informal 
discussions with various stakeholders, and conducted six semi-structured in-
terviews with middle-level managers who were involved with the design and 
use of the RRMS for process improvement. Based on the interviews, meta-
requirements were modified and the information model and attributes for the 
elements created. Finally, the design was evaluated against the meta-
requirements by analyzing how each meta-requirement is supported by the me-
ta-design. The evaluation was documented as part of the paper. 

I contributed to this study through research planning, writing, meta-
requirements and meta-design creation and evaluation, and planning and ana-
lyzing interviews. Because I was working as a System Specialist in the case 
company and responsible for this information system, we decided interviews 
should be conducted by another research team member. 

2.1.3 Research results and contribution to this thesis 

The main contributions of the article were the meta-requirements of the Infor-
mation System Design Theory and a meta-design that meets the meta-
requirements. Meta-requirements were developed based on the literature and 
empirical research conducted in the case company. Meta-requirements consist 
of fifteen requirements related to communication, control, change, platform de-
velopment, and process integration. Meta-design consists of an information 
model and attributes for the elements presented in the information model. In 
their work, Salo and Käkölä (2005) did not propose an information model. Their 
approach was based on a two-level document structure. In our work, a new 
information model was proposed (Figure 4). The meta-design was validated 
against meta-requirements by analyzing how each meta-requirement was sup-
ported by the meta-design.  
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FIGURE 4  Information model of the meta-design of the design product theory for the 
class of RRMS (Käkölä et al., 2011).  

Research results are relevant for IS researchers whose research interests 
are related to requirement or release management process development, infor-
mation systems supporting the requirement or release management process, 
process integration, or integration of information systems. Information System 
Design Theory for the class of RRMS facilitates theory development in the con-
text of RRMS. This may include, but is not limited to, theory development in the 
context of 1) requirements management systems, 2) release management sys-
tems, 3) integrated requirements and release management systems (RRMS), and 
4) integration of requirements and release managements processes.  

Research results are relevant for R&D managers who can take advantage 
of the results when planning, evaluating, implementing, or deploying infor-
mation systems to support requirement and release management. IT practition-
ers benefit from the results when planning, implementing, or evaluating such 
systems.  

This study contributes to this thesis by providing information about UML 
and UML modeling tool usage in the context of the requirement and release 
management process. According to the study, if requirements in the RRMS 
needed specific product UML models to make them understandable to execu-
tives, managers, service providers, or other critical stakeholders, the models 
were crafted in appropriate modeling environments as necessary and hyper-
linked or, sometimes, imported into the RRMS. The priorities, schedules, and 
other information stored in RRMS were used to focus UML modeling efforts. 
UML models where thus created but they did not cover the whole system. This 
result complements Nugroho and Chaudron’s (2008) work. According to their 
survey of 80 software professionals who use UML, they found that most of the 
UML models were not complete, meaning they did not cover all elements of the 
system. Results of our study are thus in line with their study.  
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2.1.4 Limitations and future research 

The main limitation of this research is the theory’s design product effectiveness 
hypotheses (clarifying the expected organizational benefits from using an 
RRMS instance derived from the class of RRMS) are missing. The hypotheses 
are needed for the empirical validation and possible revision of the theory in 
future research. From a methodical perspective, the Information System Design 
Theory is applied here regarding Walls et al.’s (2004) “level 2 use” where In-
formation System Design Theory is used as a common language and frame-
work for determining the meta-requirements. Walls et al. (2004) propose the 
application of Information System Design Theory is more advanced when ker-
nel theories are used to create new insights or even further to propose ad-
vancements for Information System Design Theory. 

One limitation of this study is the meta-requirements and meta-design 
were created in the context of one company and therefore may not be suitable 
for other companies’ use. Because the case company has successfully used the 
application for several years with different products, inter-organizational set-
ups, and partners, and due to substantial effort made during the research pro-
cess to study the literature we were, however, confident RRMS is also suitable 
for purposes other than in the case company.  

In the original paper, the research method was described as a case study. 
Case study in the original paper reflected the data gathering methods. 

2.2 A Framework for Evaluating the Version Management Capa-
bilities of a Class of UML Modeling Tools from the View-
point of Multi-site, Multi-partner Product Line Organizations 
(Article II) 

2.2.1 Research problem and research strategy 

Unified Modeling Language™ (UML) is used in globally distributed product 
development organizations for modeling the architecture, detailed design, and 
automation of software code generation and testing. In such organizations, 
modeling activities are typically scattered across multiple sites and involve 
multiple teams in different countries. UML modeling tools utilizing version 
management are critical for managing parallel and geographically distributed 
modeling activities. According to (Koivulahti-Ojala and Käkölä, 2010), the liter-
ature does not provide a comprehensive set of evaluation criteria which could 
be applied in industrial settings to evaluate the version management capabili-
ties of UML modeling tools.  

In the second research paper we built and evaluated a framework for 
evaluating the version management capabilities of UML modeling tools. The 
research problem of the second research paper was: 
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• What are the necessary and sufficient properties for version man-
agement to support UML modeling in globally distributed product 
development? 

The sub-research questions were:  
1) What is the set of evaluation criteria for version management capabili-

ties of UML modeling tools? 
2) How can the set of evaluation criteria be used for evaluating UML 

modeling tools? 
This research represented the evaluation phase of design science research 

(Peffers et al., 2007). Peffers et al. (2007) proposed a six-phase method based on 
Nunamaker et al. (1990), Walls et al. (1992, 2004), Hevner et al. (2004), March 
and Smith (1995), and Rossi and Sein (2003) in the design research discipline. 
Their method consists of problem identification and motivation, definition of 
the objectives for a solution, design and development, demonstration, evalua-
tion, and communication. This research represents evaluation phase of the de-
sign science research, i.e., evaluation of existing UML modeling tools. The re-
search approach was conceptual-analytical in the sense a new set of evaluation 
criteria was created based on an analysis of existing research in SW version 
management and documented requirements for assets needing to be managed 
in product line organization based on the author’s experience during the evalu-
ation and adoption of a UML modeling tool in the case company (research sub-
question 1). However, a controlled test approach was applied when the set of 
evaluation criteria was evaluated in a laboratory test (research sub-question 2). 
During laboratory testing, I was responsible for installing the version manage-
ment tool, two UML modeling tools (client and servers), analyzing their fea-
tures against the set of evaluation criteria, and reporting of the results. 

2.2.2 Research process 

The set of evaluation criteria was developed based on the literature and experi-
ences reported in the paper. Evaluation criteria were applied in laboratory tests 
for testing two UML modeling tools. Laboratory tests included installing the 
tools, analyzing each feature, and documenting the results. According to the 
results, it was possible to differentiate these two UML modeling tools according 
to their version management capabilities. The case company representatives 
used and were more favorable for the version management capabilities of the 
UML modeling tool that, according to laboratory testing, got better scores. This 
indicated the tool receiving the highest scores is likely to be more capable of 
supporting version management of UML models in a globally distributed 
product development organization. 

In this study, I was responsible for research planning and writing the arti-
cle, as well as evaluation framework creation and analyzing the modeling tools. 
The second author contributed to writing and evaluation framework creation. 
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2.2.3 Research results and contribution to this thesis 

The main contribution of this research was the set of validated evaluation crite-
ria for the version management capabilities of UML modeling tools. The labora-
tory tests indicated the set of evaluation criteria is feasible for laboratory testing,  
which means it can be applied by organizations to evaluate the version man-
agement capabilities, and the UML modeling tool receiving the highest scores is 
more likely to meet the requirements of a distributed product development or-
ganization.  

This study contributes to this thesis by providing new knowledge about 
UML modeling tool evaluation. Research results are relevant to IS researchers 
whose research interests are related to UML modeling tools. Research topics 
may include, but is not limited to, theory development in the context of UML 
modeling tool evaluation. 

Research results are relevant to R&D management and IT practitioners 
who can take advantage of the results when evaluating the UML modeling 
tool’s version management capabilities. Global R&D organizations evaluating a 
UML modeling tool benefit from the framework as they can use it during the 
evaluation or the evaluation results of these two modeling tools. This is highly 
beneficial as it requires substantial effort to install the tools as well as complete 
the evaluation, especially for medium size companies. The total effort required 
for both installation and evaluation was several man-months. 

2.2.4 Limitations and future research 

The main limitation of this study is the evaluation was conducted only in labor-
atory settings. More comprehensive results could possibly be obtained by ex-
tending testing from the laboratory to case organizations where, for example, 
successful deployment of UML modeling tool version management capabilities 
can be evaluated. Furthermore, a set of evaluation criteria can be extended to 
include other features of UML modeling tools. In this article, a generic UML 
modeling tool feature list was proposed and by creating a set of evaluation cri-
teria for all features relevant to the research target group could be extended to, 
for example, IT practitioners when evaluating and deploying UML modeling 
tools. 

2.3 Design, implementation, and evaluation of a Virtual Meeting 
Tool-based innovation for UML technology training in global 
organizations (Article III) 

2.3.1 Research problem 

End-user training is complicated to implement in globally distributed product 
development organizations where its business activities are scattered across 
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multiple sites. Virtual meeting tools (VMT) enable synchronous communication 
globally through interactive audio, online chats, video, and sharing presenta-
tions. VMT provides a potentially cost-effective way to deliver training in even 
complex topics to large numbers of people in global settings.  

In this paper, a case study was conducted in a globally distributed R&D 
company to describe the design, implementation, and evaluation of a method 
for teaching skills and knowledge needed to use UML and UML modeling tool. 
The UML was used in the case company for modeling architecture and detailed 
design. The UML modeling tool was used to create and maintain models and 
diagrams, the version management of models, and reverse engineering of code. 
In the case company, the target was learners’ satisfaction with the training and 
it should positively impact learners’ skills, knowledge, and motivation regard-
ing application, business context, and collaborative tasks. 

The research problem of the third research paper was: 
• Can the UML and UML modeling tool training be organized and 

delivered through a VMT so that learners are satisfied with the 
training and the training positively impacts their skills, knowledge, 
and motivation? 

The sub-research questions were:  
1) What is the design for a UML and UML modeling tool training orga-

nized and delivered through a virtual meeting tool? 
2) How does the design fulfil the target of learners’ satisfaction with the 

training and the training positively impacting their skills, knowledge, 
and motivation? 

The answer to the first sub-research question is a method described by March 
and Smith (1995). The training method was described regarding content, organ-
ization of training, training materials, and trainers’ skills and knowledge. The 
training method was depicted based on a case study conducted in a case com-
pany. The answer to the second sub-research question consists of evaluation 
results obtained from the case company. According to the study, users’ skills, 
knowledge, and motivation were improved and learners were satisfied with the 
training organized through VMT (Koivulahti-Ojala and Käkölä, 2012). The re-
search approach was constructive considering a new training method was built 
and evaluated. Evaluation was based on interviews to verify the impacts on 
learners’ skills, knowledge, and motivation, and perceived learner satisfaction 
with the new training method. Evaluation of the training method was conduct-
ed from the individual learner’s perspective.  

2.3.2 Research process 

To answer the research questions, the six-phased design research methodology 
presented by Peffers et al. (2007) was utilized and four of the six steps were fo-
cused on during the research process. First, Problem Identification and Motivation 
revealed the UML training-related research did not provide any insights into 
the design and implementation of VMT innovations for UML training. A de-
tailed literature review is included in the paper. Second, Objectives for an Innova-
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tion were defined to resolve the problem based on the case company’s experi-
ences. The objective for the research was: “Can the UML modeling and model-
ing tool training be organized and delivered through a virtual meeting tool in 
ways that learners are satisfied with the training and the training positively im-
pacts their skills, knowledge and motivations?”. Third, the new training meth-
od’s key components such as content, organization of training, training materi-
als, and trainers’ skills and knowledge were Designed and Developed. Fourth, 
learner satisfaction and improvements in skills, knowledge, and motivation 
were Evaluated. Evaluation was based on interviews to verify the innovation’s 
impacts on skills, knowledge, and motivation and perceived learner satisfaction 
regarding the new training method. Based on results from the interviews, the 
training method proved successful in improving skills, knowledge, and motiva-
tion in the case company and learners were satisfied with it. As the method was 
already in use when the study was started, instead of the demonstration phase 
it was focused on evaluating the existing method. Therefore, the demonstration 
phase was not documented. The final phase of communication was not possible 
to complete fully because at the time of the study, the case company was not 
willing to divulge any information related to the training costs.  

In this study, I was responsible for research planning, writing of the arti-
cle, and conducting and analyzing interviews. The second author contributed to 
writing and analysis of interviews. 

2.3.3 Research results and contribution to this thesis 

The main contribution of this research was the design, implementation, and 
evaluation of a VMT-based training method for teaching the UML and UML 
modeling tool. Design and implementation of training was specified in terms of 
content, organization of training, training materials, and trainers’ skills and 
knowledge. Based on the evaluation, VMT was applied in the case company for 
UML training successfully in terms of learner satisfaction, and improved skills, 
knowledge and motivation.  

IT practitioners benefit from the new training method when planning, im-
plementing, and evaluating the UML and UML modeling tool training. R&D 
management can take advantage of the results when planning, implementing, 
and evaluating the UML and UML modeling tool training. IT practitioners and 
R&D management can take advantage of the results when making decisions 
about VMT usage in UML and UML modeling tool training.  

This study contributes to this thesis by providing new knowledge about 
UML and UML modeling tool teaching. Research results are relevant for IS re-
searchers whose research interests are related to UML modeling, UML model-
ing tools, or end-user training. Research topics may include, but is not limited 
to, new method development and evaluation in the context of UML modeling 
language training, UML modeling tool training, and VMT-based training.  
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2.3.4 Limitations and future research 

Subjective opinions of interviewees do not necessarily correlate with real im-
provements in skills and knowledge or learner satisfaction. However, other da-
ta sources within the company support the interview results. First, a user satis-
faction survey completed in the company indicated after the UML and UML 
modeling tool training sessions were provided, user satisfaction was increased 
(see details in Article III). Second, the case company attempted other ways of 
supporting end-users’ efforts to learn UML technology but they were unsuc-
cessful in terms of popularity amongst the end-users.  

In the original paper, the research method was described as a case study. 
Case study in the original paper reflects the data gathering methods. 

2.4 A lightweight, industrially-validated instrument to measure 
user satisfaction and service quality experienced by the users 
of a UML modeling tool (Article IV) 

2.4.1 Research problem and research strategy 

Existing research in information systems evaluation considers user satisfaction 
and service quality as central constructs and has produced comprehensive ap-
proaches using multidimensional instruments (DeLone and McLean,1992; De-
lone, 2003; Doll and Torkzadeh, 1988, 1991; Ives et al., 1983; Petter et al., 2008; 
Pitt et al. 1995; Smithson and Hirschheim, 1998; Symons, 1991). From a distrib-
uted product development organization’s viewpoint, there are two main limita-
tions in the current research. First, based on experiences in the case company, 
when collecting data with several surveys or using each with a large set of 
questions, response rate was low. Secondly, the case company’s representatives 
were not satisfied with the current IS ZOT SERVQUAL instrument as the users 
may not be able to meet the support personnel face-to-face to evaluate physical 
facilities, equipment, or personnel-related tangibles and therefore cannot relia-
bly answer the related questions. IS ZOT SERVQUAL (Kettinger and Lee, 2005) 
deploys 54 questions to be answered for IS service quality.  

In the case company, there was a target to periodically measure both user 
satisfaction and service quality for the tools used. This was a mandatory action 
because the case company was committed to fulfil the criteria set in ISO 9000 
certification to maintain customer satisfaction. Some existing instruments were 
presented (for SERVQUAL, Kettinger and Lee, 2005; Jiang et al., 2002; Pitt et al., 
1995, for UIS Ives et al., 1983, for EUCS, Doll and Torkzadeh, 1988), but accord-
ing to the case company representatives, they were not suitable for its purposes. 
Therefore, requirements were set for the new measurement instruments as fol-
lows: 1) it should measure both the service quality and user satisfaction regard-
ing the UML tool; 2) there should be no more than 10 questions (including two 
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standard questions of location and usage frequency), 3) the instrument should 
be applicable to further develop the service and the tool. 

In the fourth research paper, we created and evaluated a lightweight 8-
item instrument to measure user satisfaction and the quality of service experi-
enced by the users of a UML modeling tool in the case company. The research 
problem of the fourth research paper was: 

• Is it possible to create a new adequately reliable and valid meas-
urement instrument with eight items to measure both user satisfac-
tion and service quality? 

The research approach was constructive considering a new instrument 
was created and evaluated. However, a theory testing approach was applied 
when the instrument was evaluated. 

2.4.2 Research process 

The research process followed instructions presented by Churchill (1979) focus-
ing not on individual measures but the overall validity of the new measurement 
instrument: 
 
1. Specify the domain of the construct. 
Domain of the construct was specified as user satisfaction measurement and 
service quality measurement for an information system.  
 
2. Generate a sample of items 
A sample of items was generated based on existing measurement instruments 
and reviewed by case company representatives. 
 
3. Collect the data 
Data was collected via survey. 
 
4. Purify measure 
Instead of purification, this phase’s focus was on central tendency computation, 
regression analysis, item to criterion correlation, and item to total correlation. 
Item to total correlation was analyzed to ensure higher model reliability. As a 
part of this analysis it was noticed that overall satisfaction was not explained by 
Item 6 (How satisfied are you with training available?) featured in the first sur-
vey. However, the survey item was not removed or changed as the users were, 
according to the first survey’s results, not satisfied with the training. Based on 
the first survey conducted in the case company, it was concluded the communi-
cation and training practices had to be improved because the means of ques-
tions related to instructions, user guides, and training were lower than the 
mean of all questions. Information sharing with the users was improved in sev-
eral ways and a new training method was implemented.  
 
5. Collect the data 
Data were collected via survey.  
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6. Assess reliability with new data. 
To ensure higher model reliability, the correlation of each item’s score with the 
total of all items’ scores was computed. A threshold of 0.45 was used for this 
validity check. The correlation values were well above the threshold except the 
result of Q6 in the 1st survey (see the explanation in Purify measure). Therefore, 
we concluded the instrument has adequate reliability. 
 
7. Assess construct validity. 
To ensure statistical conclusion validity (Straub et al., 2004), we performed a 
regression analysis. According to the results, all the questions had at least a 
modest fit when following rules described by Bryman & Cramer (1999).  

In this study, I contributed to research planning, writing, implementation, 
and deployment of the instrument, as well as statistical analysis and interpret-
ing statistical analysis results. 

2.4.3 Research results and contribution to this thesis 

The main contribution of this research was the design, implementation, and 
evaluation of a new measurement instrument to evaluate users’ satisfaction 
with the UML tool and services supporting tool. The list of items in the instru-
ment is given in the Appendix of Article IV.  

From an IS researcher’s viewpoint, an analysis of the results of two sur-
veys conducted in a case company indicates the new measurement instrument 
had adequate reliability and validity. Compared to the available existing in-
struments, the number of questions was significantly smaller and therefore 
provides IT practitioners with a new measurement instrument that can be ap-
plied instead of those currently used for similar purposes, specifically to evalu-
ate satisfaction and service quality experienced by users of an information sys-
tem. Furthermore, in the case company it was proven easy to use and appropri-
ate for further improving the service and tool.  

IT practitioners benefit from the proposed instrument when measuring 
user satisfaction and service quality for information systems. IS researchers can 
benefit from the results including, but not limited to, theory development in the 
context of information systems-related service quality measurement and user 
satisfaction measurement. Research results are thus relevant for IS researchers 
whose research interests are related to measurement of user satisfaction or ser-
vice quality for information systems. 

This study contributes to this thesis by providing new knowledge about 
user satisfaction and service quality experienced by users of the UML modeling 
tool. According to the results, by providing new training methods and improv-
ing communication, overall satisfaction with the UML modeling tool and relat-
ed services were improved in the case company.  
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2.4.4 Limitations and future research 

The main limitation of this study is the new measurement instrument was test-
ed only in the context of one application and organization. Future research is 
needed to validate the instrument in the context of other organizations and oth-
er classes of information systems. However, the instrument was designed to be 
generally applicable for evaluating a variety of systems and services.  

2.5 Training people to master complex technologies through e-
Learning: A case study of UML technology training in a glob-
al organization (Article V) 

2.5.1 Research problem  

E-teaching tools facilitate asynchronous and synchronous collaboration. Exam-
ples of e-teaching tools include Wikis, intranet, internet, e-mail, discussion fo-
rums, and virtual meeting tools (VMT) which enable real-time interactions 
through features such as chat tools, audio, video, and user interfaces for screen 
sharing. E-teaching tools may provide a cost-effective way to train many people 
simultaneously in global settings to leverage complex technologies such as the 
UML modeling language and UML modeling tool. We consider the UML mod-
eling language and UML modeling tool training a complex technology to teach 
for the following reasons. First, there is a high number of diagrams and symbols 
with which learners should become familiar. Second, modeling requires both 
the understanding of UML and the ability to use the UML modeling tool. Third, 
using UML requires long-term training and learning efforts (Dori, 2002; 
Kobryn, 2002). 

According to a literature review conducted by Koivulahti-Ojala and 
Käkölä (2014), there are no longitudinal studies concerning UML or UML mod-
eling tool training through e-teaching tools in industrial settings. It is unclear 
whether e-teaching tools can be deployed to learn three types of knowledge 
needed as a user in the context of applications supporting collaboration: appli-
cation, business context, and collaborative task knowledge (Kang and Santha-
nam, 2003). Kang and Santhanam (2003) identified three knowledge domains 
user training should deliver in the context of information systems supporting 
collaboration: application knowledge covering commands and tools embedded 
in the information system; business context knowledge covering the use of in-
formation systems to effectively perform business tasks; and collaborative task 
knowledge covering how others use the information system in their tasks. 

In this paper, a longitudinal case study was conducted in a globally dis-
tributed R&D organization to evaluate several classes of e-teaching tools uti-
lized in supporting the teaching of application, business context, and collabora-
tive task knowledge required for UML modeling language and UML modeling 
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tool implementation. The UML modeling language was used in the case com-
pany for modeling architecture and detailed design. The UML modeling tool 
was used to create and maintain models, to create and maintain diagrams, ver-
sion management of models, and reverse engineering of code. The research 
problem of the fifth research paper was: 

• Which classes of e-teaching tools are most applicable for organizing 
and delivering technology training allowing large numbers of 
learners to become trained in application, business context, and col-
laborative task knowledge needed to master the UML modeling 
language and UML modeling tool? 

E-teaching tools included Wikis, intranet, e-mail, discussion forum and 
virtual meeting tools (VMT) which enable real-time interactions through fea-
tures such as chat tools, audio, video, and user interfaces for screen sharing. 

2.5.2 Research strategy and process 

In case studies, IS researchers find out conditions in the target organization by 
making observations, interviewing, archiving, and recording (Yin, 2003, p. 83). 
Benbasat et al. (1987) state three reasons why case studies are suitable for IS re-
search: 

• The IS researcher can study the information system in a natural set-
ting. 

• The IS researcher can answer "how" and "why" questions. 
• Case study is an appropriate way to research an area in which few 

previous studies have been carried out. 
All three reasons were valid in this research. According to the literature 

review conducted and reported as a part of the paper, the extant research on e-
teaching for UML modeling language and UML modeling tool training consists 
of a few papers covering only a few e-teaching tools. Longitudinal studies are 
missing. Therefore, conducting a study in a natural setting brings new infor-
mation about the usage of several e-teaching tools as well as about long-term 
usage of e-teaching tools.  

During the case study, each e-teaching tool used for UML and UML mod-
eling tool training were listed, and the content of the training analyzed and 
mapped to the application, business context, and collaborative task knowledge 
(Kang and Santhanam, 2003). To provide a longitudinal view, each e-teaching 
tool’s usage was described in detail during the years 2008, 2010, and 2013, and 
finally, an overview of each e-teaching tool’s usage over time was created. 
Sources for the information were interviews, documents, meeting memos, in-
tranet and e-mails.  

Evaluating the success of e-teaching tools in the case company was con-
ducted based on the usage of the tools. In 2013, intranet, email, and VMT were 
the only e-teaching tools in use. Additionally, VMT tool usage in on-line train-
ing sessions covering the UML modeling language and UML modeling tool was 
evaluated as a separate study (Koivulahti-Ojala and Käkölä, 2012). According to 
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the study, skills, knowledge, and motivation of users were improved and learn-
ers were satisfied with the training (Koivulahti-Ojala and Käkölä, 2012).  

In this study, I was responsible for research planning, writing the article, 
and collecting and analyzing data. The second author contributed to writing 
and analyzing research results. 

2.5.3 Research results and contribution to this thesis 

Based on the case study, face-to-face training and support were accompanied 
by a wide variety of e-teaching tools including Wikis, discussion forums, intra-
net, e-mail, and a VMT. The application of e-teaching tools for software applica-
tion training focused first on application knowledge training but extended over 
time to include business context knowledge and collaborative task knowledge. 
In the beginning, the UML tool vendor and the virtual team responsible for the 
UML modeling tool’s global deployment produced most of the learning content 
but over time the community using the technology also became a contributor.  

The main contribution of this research was that several classes of e-
teaching tools were used to support UML and UML modeling tool training but 
intranet and virtual meeting tool (VMT) were used to support UML and UML 
modeling tool training regarding all three types of knowledge (application 
knowledge, business context knowledge, and collaborative task knowledge). 
VMT was the most crucial class of tools because it not only contributed to the 
sharing of all three types of knowledge in the case company but also improved 
the users’ motivation to use UML technology. 

This study contributes to this thesis by providing new knowledge about 
UML modeling language and UML modeling tool teaching. Research results are 
relevant for IS researchers whose research interests are related to UML model-
ing, UML modeling tools, or e-teaching tools. Research topics may include, but 
are not limited to, research in the context of complex technology training, UML 
modeling language and UML modeling tool training, and e-teaching tools us-
age in information systems training. IT practitioners benefit from the results 
when they plan and deploy UML modeling language and UML modeling tools 
training.  

2.5.4 Limitations and future research 

The main limitation of this study is the study was conducted in only one organ-
ization. Future research is needed to confirm the results in the context of other 
organizations. Another limitation is only training organized through VMT was 
directly evaluated; specifically, skills, knowledge, and trainees’ motivation were 
evaluated at the individual level. Other e-teaching tools’ impact on trainees’ 
skills, knowledge, and motivation were evaluated secondarily through measur-
ing the popularity of each e-teaching tool. Therefore, research is needed to de-
termine which e-teaching tools are the most effective at supporting learning of 
the UML modeling language and UML modeling tool in ways resulting in 
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learners satisfied with the training and the training positively impacts the skills, 
knowledge, and motivation of the learners.  

The use of e-teaching tools evolved over time in the case company regard-
ing the number of tools deployed and the coverage of not only the application 
knowledge training but also the business context knowledge and collaborative 
task knowledge training. The usage of various classes of e-teaching tools should 
be studied in future longitudinal studies to understand these phenomena bet-
ter. 

2.6 The case company and my role in the case company 

All the studies presented were conducted in a global high-technology corpora-
tion in the business of developing products in multiple sites with multiple part-
ners. Business units in the case company ran one or more product lines in 
which product programs produced product releases under the guidance of 
product roadmaps and release plans for customers in specific market segments. 
Product programs deployed software and hardware platform releases devel-
oped by internal platform units, inter-organizational consortiums, and external 
providers. Product programs were run either by the case company or its part-
ners. The platform releases integrated hardware and/or software component 
releases developed internally or by partners or purchased off-the-shelf from 
external providers. Partners included OEMs, consortiums, outsourced software 
and hardware development, research centers, and open source communities. 
Requirements were collected from markets, service providers, and other inter-
nal and external sources. 

IT support and development for applications used by R&D was organized 
by virtual teams consisting of personnel from the global IT department and the 
department responsible for process and information systems development and 
support for R&D as well as outsourced resources working for both the global IT 
department and the department responsible for process and information sys-
tems development. 

For the duration of the studies, I was working in several roles within the 
case company (Table 2) in the department responsible for process and infor-
mation systems development and support for R&D. 

Because I had an official role in the case company, especially close atten-
tion was paid to verifying the results to ensure their reliability. In all the papers, 
there was at least one additional author who reviewed the same material and 
results, therefore ensuring conclusions were valid. As a part of this process, for 
example, content of the interviews was crosschecked and when needed more 
information was obtained if possible. More details of such actions taken are in-
cluded in the papers. 
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TABLE 2  My roles in the case company. 

2009-2012 Senior Manager responsible for architecture & system design 
process and operational development including process devel-
opment, IT support and running process and development pro-
jects. Both direct line reports and outsourced resources. 

2007-2008 
 

System Specialist for UML modeling tool during global evalu-
ation and deployment in the case company. Managing virtual 
team. 

2006 Maternity leave 
2004-2005 System Specialist for an information system which support 

integrated Requirements Management and Release Manage-
ment System. Managing virtual team. 

2003 Maternity leave 
2000-2002 
 

Line Manager for a team which was responsible for develop-
ment, deployment and support of information systems used 
globally in R&D in the data warehouse, groupware, and portal 
technologies areas. Both direct line reports and outsourced re-
sources. 

1998-2000 
 

IT Project Manager 
Planned, implemented and deployed a data warehouse solution 
for R&D globally; manage internal and subcontractor resources 

1996-1998 
 

System Specialist for information systems supporting R&D 
project management including deployment, development and 
support of ISs. Solutions created and supported in co-operation 
with process and concept owners, local support organization, IT 
specialists and subcontractors. 

 



 

3 POST-EVALUATION OF STUDIES 

In this chapter, I evaluate the relevance and rigor of each study in three re-
spects. Firstly, I evaluate the relevance of each study from the perspective of the 
case company after the study was conducted, specifically, how the case compa-
ny could utilize the results of the study. Second, I evaluate the relevance of each 
study based on how results were used in IS research. Third, I evaluate the rigor 
of the study from the perspective of methodological choices made during the 
study.  

3.1 An Information Systems Design Product Theory for the Class 
of Integrated Requirements and Release Management Sys-
tems (Article I) 

3.1.1 Relevance of research results for the case company 

The research results of this study were the design product theory for the class of 
integrated requirements and release management systems (RRMS), including 
the requirements for RRMS instances and the design meeting the requirements. 
The design consists of an information model and the attributes for the elements 
presented in the information model.  

This study provided relevant information for the company in which fea-
tures of the information system provide critical support for the integrated re-
quirement and release management process. After the study was completed, 
the case company decided to invest in a commercial system which would re-
place the existing in-house system. The commercial system evaluation, configu-
ration and deployment was a large-scale migration project with a total invest-
ment of 10 million euros over five years. The requirements and design were re-
used during the evaluation, configuration, and deployment of the commercial 
system. The decision in support of replacement was made to enable usage of a 
commercial system instead of in-house development. 
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During the evaluation, configuration and deployment of the commercial 
system the information model was further developed. For the purposes of shar-
ing and agreeing overall enterprise level architecture, the level of granularity in 
the information model was suitable. However, for the purposes of planning and 
implementing the information model through configuration of the commercial 
system, a more detailed information model was needed. Thus, the study’s re-
sulting information model was more suitable for the enterprise level architec-
ture planning in the case company. 

Interestingly, even if a new commercial system replaced the existing re-
quirement and release management tool, UML modeling tool(s) continued to be 
used in the same ways. UML models were linked and imported into the system 
supporting the requirements and release management system. However, none 
of the business units or teams completed end-to-end models; specifically, they 
did not create complete models of the system. Thus, providing a new UML 
modeling tool and commercial system to replace the existing requirement and 
release management tool did not impact the way UML modeling was used in 
this regard. 

3.1.2 Relevance of research results for science 

Documented requirements and design represent the conceptual design IT arti-
fact as described by Rossi and Sein (2003). According to March and Smith 
(1995), when building the first artifact, the research contribution lies in the nov-
elty of the artifact and in the persuasiveness of the claims that it is effective. Ac-
cording to Käkölä et al. (2010), there are no requirements or design depicted for 
an information system supporting a requirement and release process. There-
fore, the research can be considered novel. Additionally, the design was evalu-
ated against the requirements and it fulfills the requirements. Therefore, the 
design artifact can be considered effective.  

As the original paper was published several years ago, it is possible to 
evaluate how the study’s results have been further developed. To find related 
studies, the following research portals were searched: Scopus, ACM Digital Li-
brary, IEEE Xplore Digital Library, Google Scholar, and ABI/INFORM 
(Proquest). Eleven studies containing references to the article were found. In 
two studies, the study’s results were further developed.  Tang and Liu (2010) 
proposed the definition and elements of a meta-requirement. Lu (2015) has ex-
tended the information model to cover test management. Thus, IS researchers 
have further developed the results provided.  

3.1.3 Methodological Rigor 

In the first paper, the design science research approach proposed by Walls et al. 
(1992) was applied. Our research question in this study was: “What are the me-
ta-requirements and meta-design of Information System Design Theory for the 
class of integrated requirements and release management system (RRMS) in a 
globally distributed product development organization?” The main contribu-
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tion in terms of Walls was the partial design product theory (ISDT) for the class 
of RRMS, including the meta-requirements for RRMS product instances and the 
meta-design that meets the meta-requirements. As there already existed partial 
ISDT provided relevant input for the study (i.e., ISDT for an information system 
supporting requirements management) continuation of the already existing 
ISDT development was relevant and therefore design research was conducted 
following Walls et al. (1992).  

During the research process, some limitations during research implemen-
tation were found: 1) During the research process no evidence could be found 
regarding kernel theories availability in the context of the RRMS design. Thus, 
immature or missing kernel theories within the context of requirements and 
release management limited the creation of ISDT within this context. 2) The 
ISDT creation process was not very well phrased in the original paper and 
therefore required substantial effort to learn during the research process and 
explain later during the reporting phase. The second challenge is backed by 
Walls et al. (2004) who conducted a literature review and concluded the re-
search method’s usability and ease of use needs to be improved. In their study, 
Walls et al. (2004) concluded that there were only 26 papers applying their pro-
posed research approach published during a 12-year period from the time that 
their original paper was published. Thus, this study represented a research ap-
proach which very few IS researchers have applied. 

3.2 A Framework for Evaluating the Version Management Capa-
bilities of a Class of UML Modeling Tools from the View-
point of Multi-site, Multi-partner Product Line Organizations 
(Article II) 

3.2.1 Relevance of research results for the case company 

The main contribution of this research was the set of validated evaluation crite-
ria for the version management capabilities of UML modeling tools. The set of 
evaluation criteria and the evaluation results were used by the case company. 
These results provided relevant information for the case company regarding the 
differences that the UML modeling tools had in terms of version management. 
Additionally, the set of evaluation criteria was shared with the UML modeling 
tool vendor. The aim was the UML modeling tool vendor would develop the 
tool so that it supports all the evaluation criteria. At the time the original paper 
was written, the following evaluation criteria were not fulfilled by the UML 
modeling tool that was used in the case company: 

- Availability of element level history (i.e., which modifications were done 
and who did them) 

- Diagram and Element level branching (at the time of the writing branch-
ing was possible at the package and model levels only) 
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- Check in / Check out for diagrams and elements (at the time of writing 
Check in/ Check out was possible on model and package levels only). 

Since 2015, the product has supported the availability of element level his-
tory. Thus, the tool has been developed to better fulfill the evaluation criteria 
and benefitted other people than just those at the case company.  

3.2.2 Relevance of research results for science 

According to Koivulahti-Ojala and Käkölä (2010), the literature does not pro-
vide a comprehensive set of evaluation criteria which could be applied in in-
dustrial settings to evaluate the version management capabilities of UML mod-
eling tools in a globally distributed product development organization. There-
fore, it can be claimed the set of evaluation criteria is novel. Furthermore, the set 
of evaluation criteria was successfully used for the evaluation of two UML 
modeling tools. According to the laboratory tests, it was possible to differentiate 
two UML modeling tools according to their version management capabilities.  

Because the original paper was published several years ago, it is possible 
to evaluate how the study results have been further developed. To find related 
studies, the following research portals were searched: Scopus, ACM Digital Li-
brary, IEEE Xplore Digital Library, Google Scholar, and ABI/INFORM 
(Proquest). According to the search, eight studies were found with references to 
the article. However, none of these studies further developed or applied the 
evaluation criteria.  

3.2.3 Methodological rigor 

This study represented the evaluation phase of design science research (i.e. 
evaluation of existing UML modeling tools). According to March and Smith 
(1995), design science research consists of two basic activities: build and evalu-
ate. Evaluation is the process of determining how well an artifact performs; it 
refers to the development of criteria and the assessment of artifact performance 
against those criteria.  

The research approach was conceptual-analytical considering a new set of 
evaluation criteria was created. During the concept-analytical phase, relevant 
literature related to version management was analyzed, the requirements in the 
case company documented, and each criterion created and documented accord-
ingly. The limitation is no literature review was conducted in the domain of 
version management during this phase. This decision was made based on my 
experience with several version management tools and knowledge that, at the 
time of writing, the version management capabilities of the tools were similar 
with each other. Thus, a literature review would not provide additional infor-
mation. 

However, a controlled test approach was applied when the set of evaluation 
criteria was assessed in a laboratory test. During laboratory testing, I installed all 
the needed software and tested the features. The rigor of the laboratory test was 
ensured by repeating the tests with two different versions of the tools. 
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In this study, only one domain of the UML modeling tool’s features were 
studied (version management). These features were evaluated from the per-
spective of a globally distributed R&D organization where users of the UML 
modeling tool are product developers. The defined evaluation criteria scale was 
a binary “no” or “yes.” Thus, it represented a qualitative evaluation for a lim-
ited user group and purpose. In general, evaluation of commercial off-the-shelf 
software is considered challenging. Wanyama and Far (2008) name multiple 
stakeholders and multiple objectives as challenges in the evaluation of commer-
cial off-the-shelf software. Jadhav and Sonar (2009) state software evaluation is 
a multiple criterion decision-making problem (MCDM) and based on their liter-
ature review, the analytic hierarchy process has been widely used for evaluat-
ing software packages. The analytic hierarchy process was first introduced by 
Saaty (1999) and provides a comprehensive approach for software package 
evaluation. With multiple criteria or several stakeholders, I recommend consid-
ering such a process. 

3.3 Design, implementation, and evaluation of a Virtual Meeting 
Tool-based innovation for UML technology training in global 
organizations (Article III) 

3.3.1 Relevance of research results for the case company 

The main contribution of this research was the design, implementation, and 
evaluation of a VMT-based training method for teaching UML modeling and 
UML modeling tool. Design and implementation of training was specified re-
garding content, organization of training, training materials, and trainers’ skills 
and knowledge. Based on the evaluation, VMT was applied successfully in the 
case company for UML training regarding improved learner satisfaction, skills, 
knowledge, and motivation. At the time of the study, the case company was not 
committed to divulging information related to exact travel or training instructor 
costs due to contractual reasons where an outside travel agency and training 
provider were involved. However, the decrease in training costs can be meas-
ured by comparison. One set of on-line training organized for 20 participants 
cost 12% compared to face-to-face training with similar content. This only in-
cludes costs related to the training itself. Additionally, no traveling costs were 
assigned for on-line training for participants or instructors. Therefore, the total 
decrease in cost was even greater, although we do not know the detailed travel-
ing costs due to contractual reasons. The cost decrease of 88% was significant 
for the case company as the training sessions were organized on a regular basis. 
During a six-month period (June 2010 - November 2010), 29 sessions were or-
ganized, and each lasted 1-2 hours. After three years, VMT was still extensively 
used for training. During a six-month period (June 2013 - November 2013), 29 
sessions were organized, and each lasted 1-2 hours.  
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An ongoing need for training sessions was, according to the virtual team 
supporting the UML modeling tool, due to at least two reasons: 1) training ses-
sions were organized in a way that they supported both novice and advanced 
learners and, therefore, even if novice users became more knowledgeable, they 
still find beneficial to join training sessions; and 2) there was an ongoing need 
for training because when users joined a new project, team or organization 
which used UML, they typically needed to learn additional information they 
were not already familiar with such as  new types of diagrams.  

As users gained more knowledge about the tool’s capabilities, they did not 
request such features they now knew already exist. Before the training was in-
troduced, users sometimes requested features the tool already had. Further-
more, they gained additional knowledge about the templates and other meth-
ods they can use to configure the tool’s output and input. Thus, they did not 
need additional configurations to be implemented by a support team or the 
vendor. For example, during the training, users were trained how to publish 
their models in the intranet. As a result, there were fewer requests sent to the 
support team and tool vendor for new publishing capabilities. Users were also 
able to better formulate new requirements to improve the tool. For example, as 
a part of the training, they learned how to use version management. However, 
as they become more familiar with version management they can suggest new 
requirements for it. 

3.3.2 Relevance of research results for science 

According to a literature review conducted by (Koivulahti-Ojala and Käkölä, 
2012), until 2012, there was only one paper published where the adoption of 
UML modeling training in industrial settings via e-teaching tool was studied, 
which was by Bunse et al. (2006). The limitation of that study is the training 
method was not described and the training did not cover UML modeling tool 
training. Therefore, I can claim that the training method is novel for the IS re-
search community. Furthermore, the training method was successful regarding 
improved skills, knowledge, and motivation of users as well as learners’ satis-
faction.  

Since the original paper was published several years ago, it is possible to 
evaluate how the study results have been further developed. To find related 
studies, the following research portals were searched: Scopus, ACM Digital Li-
brary, IEEE Xplore Digital Library, Google Scholar, and ABI/INFORM 
(Proquest). According to results from the search, one study citing this article 
was found. That study is included in this thesis (Article V). This study provided 
further information regarding how this training method was developed over 
time.  

3.3.3 Methodological rigor 

In this study, a systematic literature review was conducted. It followed Kitch-
enham et al.’s (2009) approach. The literature review was used to assess the cur-
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rent state of knowledge regarding UML and UML modeling tool training. Boell 
and Cecez-Kecmanovic (2015) propose that the systematic literature review is 
suitable only for a meta study summarizing the evidence from earlier research. 
As our aim was to assess the current state of the research by summarizing the 
earlier research, I claim that use of Kitchenham et al. (2009) was relevant. 

In this study, the six-phased design research methodology presented by 
Peffers et al. (2007) was deployed. The result of the study was a training meth-
od. Methods represent one type of artifact that is a possible result. By definition, 
design research is about artifacts (i.e. artefacts are the final results of design re-
search process). March and Smith (1995) identify four types of IT artefacts: con-
structs, models, methods, and instantiations. They define these as follows: “As 
in natural science, there is a need for a basic language of concepts (i.e., con-
structs) with which to characterize phenomena. These can be combined in high-
er order constructions, often termed models, used to describe tasks, situations, 
or artifacts. Design scientists also develop methods, ways of performing goal-
directed activities.” Later, Hevner et al. (2004) adopt the same list of IT artifacts. 
Specifically, Hevner et al. (2004) state, “effective design-science research must 
provide clear contributions in the areas of design construction knowledge (i.e., 
foundations, system development methodologies, modeling formalisms, ontol-
ogies, problem and solution representations, design algorithms), and/or design 
evaluation knowledge (i.e., methodologies, new evaluation metrics).” March 
and Smith (1995) state constructs, models, and methods can be instantiated in 
specific products, or physical implementations. Rossi and Sein (2003) name po-
tential products of design research conceptual designs (e.g., definition of rela-
tional model), methods (e.g., design patterns), models and systems (e.g., proto-
types and commercial applications), and better theories (e.g., relational algebra). 
Hevner et al. (2004) pointed out that IT artifacts constructed in design science 
research are rarely full-grown information systems used in practice. System de-
velopment methodologies, design tools, and prototype systems (e.g., GDSS, 
expert systems) are examples of such artifacts. For this study, the definition pre-
sented by March and Smith (1995) of methods as ways of performing goal-
directed activities was adopted. 

The value of an artifact lies in its utility (March & Smith, 1995; Hevner et 
al., 2004). The utility of the method was mainly evaluated from the perspective 
of the individual learner - are the learners satisfied with the training and are 
their knowledge, skills, and motivation improved. Moreover, this information is 
also relevant to trainers, R&D management, and IT management for decision 
making regarding training. However, the main target was evaluating the utility 
of the new training method from the perspective of the learner. 

In this study, learning considered a transformative process where, through 
learning, the initial state in the learner's mind is transformed to the new state 
which is different from the initial state if learning has occurred (Järvinen, 1999, 
p.3; Aulin, 1982, p. 15). Thus, we assumed it is possible to evaluate learners’ 
skills, knowledge, and motivation after the training and learning may improve 
them. However, our focus has been on transformation in knowledge, skills, and 
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motivation through learning only. Kang and Santhanam (2003) identified three 
knowledge domains IS training programs should cover: application knowledge 
covering commands and tools embedded in IS applications; business context 
knowledge covering the use of IS applications to effectively perform business 
tasks; and collaborative task knowledge covering task interdependencies be-
tween various actors and how the IS application coordinates and mediates these 
interdependencies. According to Kraiger et al. (1993), training can positively 
affect individuals’ motivation and therefore improvement in motivation was 
considered relevant to the study. However, this view can be considered too nar-
row and there are studies aimed at a more comprehensive approach for under-
standing and evaluating e-learning (e.g., Koponen, 2008). Learning is closely 
related to the understanding of data, knowledge, and information (Hälinen, 
2011, p. 6). Despite its limitations, this study provided new information for both 
researchers and practitioners.  

3.4 A lightweight, industrially-validated instrument to measure 
user satisfaction and service quality experienced by the users 
of a UML modeling tool (Article IV) 

3.4.1 Relevance of research results for the case company 

The main contribution of this research was the design, implementation, and 
evaluation of a new measurement instrument to evaluate users’ satisfaction 
with the tool and services supporting the tool. Continuous user satisfaction 
measurement was relevant for the case company since in the case company 
there was a target to periodically measure both user satisfaction and service 
quality of the tools used in the case company. This was a mandatory action be-
cause the case company was committed to fulfill criteria set in ISO 9000 to 
maintain customer satisfaction. User satisfaction surveys were conducted six 
times between 2009 and 2013 but the same instrument was not used each time. 
Instead, the guidelines and instructions given inside the company were fol-
lowed. Questions were slightly different each time and the results were not ful-
ly comparable with previously conducted surveys. However, the questions rep-
resented system and service quality-related questions. The number of questions 
decreased during a five-year period, however, the same instrument was also 
used for systems other than the UML modeling tool. The potential number in 
the target group was hundreds of users during the period of 2009 - 2013. 

One open question was included in the survey. The results of the surveys 
as well as answers to the open questions were source for feedback for the tool 
vendor as well as for the continuous development of the service. Action plans 
were created after each time the survey was conducted and contained new ini-
tiatives such as new requirements for the vendor or any tasks aiming at devel-
oping the service. 
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3.4.2 Relevance of research results for science 

Analysis results from the two surveys, conducted in a case company, indicate 
the new measurement instrument has adequate reliability and validity. There 
are existing instruments to measure end user computing satisfaction (EUCS) 
and service quality. I compare the new instrument to the two most widely used 
existing instruments from the perspective of using those on a regular basis for a 
considerable number of applications and users. The most widely used instru-
ments for user satisfaction measurement are EUCS and UIS and for service 
quality measurement, SERVQUAL (Petter et al., 2008). As the EUCS instrument 
(Doll and Torkzadeh, 1988) contains fewer items compared to the UIS, even its 
short form (Ives et al, 1983; Baroudi & Orlikowski, 1988). I used the EUCS in-
strument for comparison purposes as it contains fewer items. EUCS deploys 12 
questions to measure user satisfaction. IS ZOT SERVQUAL (Kettinger and Lee, 
2005) deploys 54 additional questions to be answered for IS service quality. In 
total, if using both these instruments, there are 66 questions users need to an-
swer. Thus, one user for one application using the new instrument answers 8 
questions rather than 66 questions using the existing instrument. In the case 
company, the number of R&D users was 6 000 during 2008 (Käkölä et al, 2010). 
If we assume a user uses the same amount of time to answer to each question, 
the time used for answering questions using the new instrument is 88% lower 
compared to time spent answering questions using the existing instrument. If 
each user uses 5 seconds to answer each question and the response rate is 20% 
(number of users that answer to the survey), the total time spent in the user 
population using the new instrument is 13 hours and with the existing instru-
ment it is 110 hours. Moreover, one user typically uses several systems, thereby 
multiplying the number of surveys he or she would have to complete. Addi-
tionally, the case company collected this information twice a year. Thus, the 
estimated time savings is in the hundreds of hours. Thus, for the research com-
munity, this instrument provides new information about an instrument which 
is more feasible for long term use from the perspective of the industry and 
saves a considerable amount of time in regular use compared to the most wide-
ly used existing instruments. For the case company, the difference was consid-
ered so relevant they chose not to use these existing instruments at all even 
though they were introduced for the case company. 

As the original paper was published several years ago, it is possible to 
evaluate how the study results have been further developed. To find related 
studies, the following research portals were searched: Scopus, ACM Digital Li-
brary, IEEE Xplore Digital Library, Google Scholar, and ABI/INFORM 
(Proquest). According to the search, six studies contained references to the arti-
cle. Metrailler and Estier (2014) referred to this study as evidence it is in busi-
ness management’s best interests to understand users' satisfaction and service 
quality during tool deployment. Islam (2011) referred to this study as one of the 
recent studies regarding user satisfaction. Gahalaut and Käkölä (2010) referred 
to this study to show tools supporting their assertion that software product 
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lines should provide adequate speed and be easy to use. Thus, this study repre-
sented empirical evidence of why and how user satisfaction and service quality 
are measured. Other studies (Koivulahti-Ojala and Käkölä, 2012; 2014) focused 
on the results from the case company’s perspective.  

3.4.3 Methodological rigor 

The main contribution of this research was the design, implementation, and 
evaluation of a new measurement instrument to evaluate users’ satisfaction 
with the tool and services supporting tool. This new measurement instrument 
represented a multi-item measurement instrument with two reflective con-
structs and these were user's satisfaction with the tool and services supporting 
the tool. According to Petter et al. (2007), a reflective relationship exists between 
a construct and measurement items when items are a reflection of the construct. 
They also name examples such as perceived ease of use, perceived usefulness, 
and satisfaction. According to Petter et al. (2007), formative constructs occur 
when the items describe and define the construct. One of their examples is that 
of organizational performance and how it is operationalized through three 
measures: productivity, profitability, and market share. 

In this study, the research process followed instructions presented by  
Churchill (1979) for new instrument creation. Later, MacKenzie et al. (2011) 
proposed a 10-step process for the development of valid scales which guides 
both the instrument development and construct validation.  

3.5 Training people to master complex technologies through e-
Learning: Case of UML technology training in a global organ-
ization (Article V) 

3.5.1 Relevance of research results for the case company 

In the case company, different e-teaching tools had been used routinely in meet-
ings for several years. Later, those tools were deployed for UML and UML 
modeling tool training. Based on this case study, face-to-face training and sup-
port were accompanied by a wide variety of e-teaching tools including Wikis, 
discussion forums, intranet, e-mail, and a virtual meeting tool. The application 
of e-teaching tools for software application training focused first on application 
knowledge training but extended over time to include business context 
knowledge and collaborative task knowledge. 

The main results for the case company were that 1) e-teaching tools are 
suitable for teaching complex technologies and 2) tools routinely used for meet-
ing purposes are also suitable for e-teaching. The company has used the same 
tools for teaching not only UML modeling and UML modeling tool technology 
but also for other complex technologies such as use of product lifecycle man-
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agement (PLM) or enterprise resource planning (ERP) systems. Specifically, in 
the case company, project management was not previously supporting the use 
of VMT for teaching complex technology as there were concerns that teaching 
application knowledge concerning command level skills is not possible using 
VMT (i.e. commands/keystrokes needed). However, based on the study, users 
have different strategies to learn command level skills such as writing their own 
notes. Therefore, there were fewer concerns concerning implementing VMT for 
teaching complex technology.  

3.5.2 Relevance of research results for science 

According to the literature review conducted by Koivulahti-Ojala and Käkölä 
(2014), there are no longitudinal studies on UML and UML modeling tool train-
ing. According to this longitudinal case study, intranet and virtual meeting tool 
were used to support UML and UML modeling tool training regarding applica-
tion knowledge covering commands and tools embedded in the information 
system, business context knowledge covering the use of information systems to 
effectively perform business tasks, and collaborative task knowledge covering 
how others use the information system in their tasks. 

This paper was recently published. No studies referring to this paper were 
found when Scopus, ACM Digital Library, IEEE Xplore Digital Library, Google 
Scholar, and ABI/INFORM (Proquest) were searched.  

3.5.3 Methodological rigor 

This study was a case study following guidelines given by Yin (2003). In this 
study, it was important to prepare a case study database as I hold a managerial 
position within the company. The second author reviewed the case study data-
base and ensured there is no bias due to the involvement of the first author in 
the daily activities of the case company. Additionally, members of the support 
team also reviewed and commented on the analysis results.  

In the original paper, the term e-learning tool was used instead of e-
teaching tool which has been used in this summary. At the time of writing, the 
most commonly used term was selected to ensure the paper is easy to read. E-
learning tool is a commonly used word and there are several books published 
which include the word e-learning tool in the title. However, I agree with the 
studies where learning is considered a phenomenon which can be facilitated by 
teaching - it is the human being who has the capability to learn and teaching or 
training is considered a way to facilitate learning (Järvinen, 1999, p.3; Aulin, 
1982, p. 15). Therefore, in this summary, the term e-teaching tool is used instead 
of e-learning tool. The e-teaching tool term is utilized to describe tools capable 
of being used to deliver training electronically such as a virtual meeting tool 
(VMT), Wikis, and e-mail. 



 

4 THE STUDY: UML MODELING TOOL IMPLEMEN-
TATION IN A GLOBALLY DISTRIBUTED PROD-
UCT ORGANIZATION 

In this Chapter, I describe how each study contributes to answering the main 
research question: How can a globally distributed product company where 
UML modeling activities are scattered across different locations and countries 
implement a UML modeling tool? A detailed description of each study can be 
found in Chapter 2 where each study is presented.  

I start by presenting the stages of implementing the UML modeling tool in 
the case company, and this provides background information for the entire 
study. Next, I present the schedule of the studies and summarize the main re-
sults. Finally, I compare the stages of the UML modeling tool implementation in 
the case company to those introduced by Jadhav and Sonar (2011) and propose 
a new stage model in the context of UML modeling tool implementation.  

4.1 UML modeling tool implementation in the case company 

In this Subsection 4.1, I describe how the UML modeling tool was implemented 
in the case company and how each study was related to the UML modeling tool 
implementation. The description covers both the UML modeling tool imple-
mentation project and use phase.  

The UML modeling tool implementation has been documented based on 
the internal material (steering group meeting memos, project team meeting 
memos, requirement documents, training materials, and e-mails); studies re-
ported in the five articles as referred to by article number; and in Chapter 3, 
documented experiences in the case company after the study was completed. 
This chapter has been reviewed together with two project team members to en-
sure it depicts the UML modeling tool implementation accurately. 
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The case company was a global distributed high-technology corporation 
developing products in multiple locations. During the project, a commercial 
UML modeling tool was evaluated and implemented globally. The project was 
initiated due to management’s desire for one globally available tool to enable 
modeling with standard notation because the UML modeling tool mainly used 
for UML modeling purposes did not support UML2 and SysML notations, and 
it was in the end of its lifecycle (e.g. the development of the tool was stopped 
and it had compatibility problems). Also, users were utilizing different tools for 
UML modeling (Article I). Potential UML tool users in the case company were 
considered architects and engineers. They were in different countries and work-
ing in several time zones and business units.  

When the project was initiated, the case company had experienced failed 
software package implementation projects. Project failures included overrun of 
costs, delays in project deployment, or software not possible to implement at all 
due to technical problems. For these reasons, there were previous projects 
stopped without completion of the software package implementation.  

The project was organized as follows (Figure 5). The project steering 
group was the architecture management team where the architecture decisions 
over different business units were made; they approved the scope, schedule, 
resourcing, and main deliverables. The project team consists of the global IT 
department, the department responsible for the process and tool development 
and support for R&D, and subcontractors working for these departments. Ad-
ditionally, at least one architect was involved from each business unit for differ-
ent tasks such as trial, pilot, and requirement management during the project. 
Architects joining the project contributed in different ways to the work. Some 
architects discussed the topic inside their business unit and actively sought fur-
ther information within their business unit such as current tools used. Some 
architects considered themselves as experts and were actively looking for in-
formation outside the company without involving the potential users within 
their business unit. Thus, the potential users of the tool in different business 
units were treated differently. The project organized trainings and business unit 
representatives were asked to provide information regarding which users 
should be involved in the training. From some business units there were several 
representatives and from some there were very few or none.   

 

 
FIGURE 5  The project structure.  
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Details of UML modeling tool vendor liability, tool architecture, and fi-
nancial evaluations are not provided in this thesis because the case company 
and tool vendors have agreed that the evaluation results are confidential. 

Among members of the project team, there was discussion about past fail-
ures with software package implementation and therefore some guidelines 
were agreed upon. User participation was considered important and nominat-
ing a representative from each business unit was set as a target. It was consid-
ered a risk for the vendor to be involved the presentations to the steering group 
as they might try to sell the product. In this company, the new versions were 
called “promiseware” which indicated the new version is not real until it is 
available. In the past, a project had failed due to the vendor agreeing to provide 
new features but failed and the entire project was stopped due to a several 
months delay and the new release was not realized. Another important princi-
ple was the tools should be installed and used as early as possible so user feed-
back can be gathered before global implementation. In the past, there was a pro-
ject where several months delay was realized when there were technical prob-
lems with installation. The project progressed following the case company’s 
guideline for IT projects where the IT project is divided into five stages. The 
guidelines for IT projects followed a waterfall model, and therefore, the project 
manager together with project team tailored the IT guidelines. As a result, the 
project’s stages were identified and steering group meetings held after the stag-
es, but the content of the stages was tailored by the project team.  

Each stage in the project lasted from weeks to several months (Table 3). 
Even though it was conducted in stages, the project did not follow a waterfall 
model where requirements are frozen in early stages of the project. Rather, re-
quirements were managed in an iterative way. The project was initiated in Oc-
tober 2007 and it officially started in November 2007. Evaluation of the tool was 
completed in three stages. In Stage 1, the environment was created for trialing, 
the first set of requirements was created, and the list of potential UML model-
ing tools created. Based on this information, the decision was made by the steer-
ing group regarding which tools will continue to be installed during this stage. 
This was a conscious decision, and a risk was taken because after the next stage, 
there may be another tool under consideration. However, this approach ena-
bled progress with hands-on activities. The selected tools for trial were installed 
(i.e. trial environment was created) and provided for users in the project team to 
use. Feedback based on usage of the tool was collected. During this stage, real 
data was entered (i.e. pilot environment was set up). In Stage 2, the pilot envi-
ronment was provided for users on the project team to use. Again, feedback 
based on usage was collected. During Stage 1 and Stage 2, the list of require-
ments was revisited and update based on user feedback. Evaluation of the tools 
was completed and a decision about the UML modeling tool was made in May 
2008 (Stage 3), and global implementation started for new teams during August 
2008 (Stage 5).  

In the case company, the project was considered successful because it was 
completed within the planned schedule and budget, and the UML modeling 
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tool can be used for the planned purposes by the user group. Three UML mod-
eling tools used in the case company were replaced by this tool during the use 
phase. The case company was committed to continuous development of the tool 
and service.  

TABLE 3  The stages in UML modeling tool implementation project. 

Stage Main Tasks Timeline 
Stage 1 Decision about those UML modeling 

tools which will be installed for trial 
purposes 
Environment setup for trial environ-
ment 
Initial list of requirements 
Initial list of potential UML Modeling 
Tools 
Demonstrating - the selected UML 
modeling tools demonstrated for users 
and feedback collected 
Pilot environment creation 

Nov 2007 – Feb 
2008 

Stage 2 Piloting - the selected UML modeling 
tools demonstrated for users with real 
data and feedback collected   
Decision about the tool 
Service creation initiated 

March 2007 - 
April 2008 
 

Stage 3 Service creation continued May 2008 
Stage 4 Service creation finalized (documenta-

tion, administrative personnel training) 
End-user training 
Decision about the deployment 
 

June 2008 

Stage 5 Deployment including training and 
support 

August 2008 

Post-
implementation 

Continuous development of the tool 
together with vendor  
Continuous development of the service 
Continuous requirement management  
Evaluation of new features and new 
versions 
Integration of the tool to source code 
management and other systems 
Continuous training and support for 
the teams taking the tool into use, tak-
ing new features into use or extending 
their usage 
 

September 
 2008 - 2013 
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The UML modeling tool use was supported after Stage 5 by a virtual team 
consisting of personnel from the global IT department, the department respon-
sible for process and tool development and support for R&D, and subcontrac-
tors working for these departments. This team supported all the business units. 
No IT costs were assigned for individual users or business units (i.e. any li-
cense, server or other cost were managed centrally). The number of resources 
involved in support was three to five experts during the years 2009 - 2013 but 
not all of them were working full-time. The role of support personnel included: 
1) a UML modeling and UML modeling tool expert from the tool vendor, tech-
nical support person(s) (1-2); 2) the person responsible for requirement man-
agement, user satisfaction survey, testing, business unit stakeholder manage-
ment and training coordination; 3) a service manager; and 4) the team leader. 
The number of users was 1700 by the end of 2010 and 700 by the end of 2013 
after major organizational changes. After 2013, due to company merger, usage 
of the selected UML modeling tool continued in two different companies and 
therefore are not reported as part of this study. 

Modeling tool usage was voluntary as each business unit could decide on 
its own whether the UML modeling tool will be used. Additionally, in some 
business units it was agreed that teams and individuals themselves can make 
the decision. This lead in practice into a situation where there were individual 
users, teams, and business unit level evaluation on a continuous basis after the 
selection was made. Evaluation was realized in different teams and business 
units in different ways. The most comprehensive evaluation case included 
proof of concept creation during several meetings and evaluation of the tool 
capabilities to support modeling needs in the specific business unit. An initial 
meeting was held to review the modeling tool requirements. These require-
ments were related mainly to UML modeling (i.e. what is the best way to apply 
UML modeling). Experts from the vendor who know both the UML modeling 
tool and UML joined this meeting. During the meeting, the first version of the 
model was created and other requirements discussed. In the following meet-
ings, the model was further developed, implementation of the UML modeling 
tool was planned, and any open issues in relation to the UML modeling tool or 
service related requirements were reviewed. Between the meetings, the model 
was further refined by a modeling expert, the support team prepared for train-
ing and deployment, and business users collected more input. The business unit 
representatives made a decision to begin using the UML modeling for model-
ing. 

According to the study presented in Article I, UML models were created 
and used in the context of the requirement management and release manage-
ment process. This approach to tool usage continued. During the use phase, the 
existing system to support requirement and release management was replaced, 
but the selected UML modeling tool continued to be used. Thus, approach us-
ing UML models that were linked and imported into the system supporting 
requirements and release management system was flexible in the sense it ena-
bled changing the requirements and release management system without a 
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need to change the UML modeling tool. Additionally, for drafting purposes, 
other tools such as PowerPoint were still used. Diagrams were used to depict 
overall high-level architecture, subsystems, or components for relevant parts of 
the system. None of the business units or teams targeted for end-to-end model-
ing. Reverse engineering to create diagrams from code or headers of the code 
files was used in some of the business units and teams. Code generation or test 
automation was not used by any of the teams.  

It required substantial effort from the support team to support those teams 
evaluating and adopting the tool into use. Typical adoption planning tasks in-
cluded reviewing the needs for UML modeling, number of the users in the 
team, and previous experience with UML modeling and UML modeling tool. 
Typical adoption support included training, support for UML modeling (by 
vendor expert), user account creation, and modeling project setup. Because the 
company had very few people with extensive UML modeling knowledge at this 
phase, it was decided to pay for an expert from the tool vendor to support pro-
vide in case support was needed for UML modeling or UML modeling tool im-
plementation.  

In the case company, one full-time person was allocated to a role titled 
global concept owner during UML modeling tool evaluation, implementation, 
and support. This person was responsible for collecting user feedback and 
training, planning, and implementation during the project requirements man-
agement phase. After the deployment, this person was responsible for require-
ments management, conducting the user satisfaction surveys, and planning and 
implementing various training activities. I further elaborate how each of these 
tasks were conducted in the context of the UML modeling tool implementation 
in the following sections.  

4.1.1 Requirements management 

During the project, the requirements were collected and UML modeling tools 
evaluated against the documented requirements. Requirement management 
was facilitated by one person titled global concept owner. There were several 
sources of the requirements including relevant research and literature, standard 
requirements in the case company, requirements collected for other software 
packages in other software package implementation projects, and in-house sys-
tems within the case company as well as the project team. Interestingly, the 
source of the requirements were associated with a project team member or oth-
er individual rather than a specific document or web-page. Thus, the original 
references for literature or internet are not available. When the project was pro-
ceeding, the experiences gained during the trial and pilot phases were used as 
input for requirement management.  

Some of the user representatives had used different UML modeling tools 
and had knowledge of the UML modeling language. Therefore, they primarily 
provided such requirements related to their experience when using UML or its 
modeling tool. Representatives from the support organization (from IT depart-
ment and department responsible for the R&D process and tool development) 
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had experience from other evaluation projects and were aware of the standard 
requirements in the case company. Therefore, they mainly concentrated on rel-
evant requirements based on their own experience or originated from other 
projects or standard requirements.  

All the requirements were reviewed by the project team. In this way, all 
the project team members could contribute to the content. Requirements were 
managed in several iterations. After Stage 1, the number of requirements was 
81. For each requirement, a priority was set by the project team. This prioritiza-
tion included setting priorities to low, medium, or high from the users’ perspec-
tive. This priority was considered specific for business and may conflict with 
the priority of other stakeholders such as the vendor or IT department. If busi-
ness representatives had a different understanding of the priority during the 
project, the priority was negotiated and finally agreed upon one common prior-
ity. A target schedule was set for each requirement evaluation. Before making 
decisions about the tool, the project steering group reviewed the evaluation re-
sults.  

In addition to the UML modeling tool-related requirements, there were 43 
standard requirements.  Standard requirements represented non-functional re-
quirements related to technology, security, reporting, performance, and mobili-
ty. These were grounded on either known requirements in the globally distrib-
uted organization (e.g., network latency) or the case company’s IT strategy (e.g., 
mobility). Interestingly, it was expected that a numeric result was possible for 
these standard requirements.  

Requirements from other projects represented functional requirements 
from the perspective of globally distributed R&D. Examples of requirements 
from other projects were the meta-requirements and information model which 
had been reported for integrated requirements and release management system 
phases (Article I). Meta-requirements traceability, version management, and 
release management were considered relevant in this project. From the infor-
mation model, the fields of history, origin, and workflow were seen appropriate 
to include.  

Requirement management did not stop once the tool implementation pro-
ject was completed. Already during the evaluation, all the requirements were 
provided for the vendor. Some were not fulfilled and therefore the follow-up of 
these continued. Additionally, new requirements were documented. Sources for 
the requirements included direct input from users, user satisfaction surveys, 
relevant literature, and IT’s vision and strategy. Users’ input for requirements 
included, but was not limited to, feedback send to support personnel by e-mail, 
user satisfaction surveys (Article IV), and sessions organized for local support 
persons where each local support person was asked to provide feedback re-
garding the tool and service. For the vendor, 70 requirements were reported 
during the years 2008-2012. These represented requirements for tool develop-
ment or the service the vendor was providing. Furthermore, other input was 
given to the vendor including longer term IT strategies and visions when rele-
vant as well as any plans related to UML and UML modeling tool usage when 
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appropriate. The main topic for further requirements was version management 
(Article II). During evaluation, project version management was considered as 
one requirement where the availability of version management capability in 
general was a requirement. No detailed requirements or evaluation criteria ap-
plicable to this context for version management were found in the literature. 
Once the tool was implemented, the support team became more experienced 
and individual teams in the case company started making use of version man-
agement. Therefore, more detailed evaluation criteria were developed (Article 
II) and shared with the vendor.  

Additionally, requirements gathered during evaluation and deployment 
phases were re-used after the project ended. The UML modeling tool evaluated 
and deployed globally on a voluntary basis was later implemented for users 
that had previously used three other modeling tools, thereby replacing them. 
The requirements were re-used to provide evidence for the users of the existing 
tool regarding which requirements the tool can support. This reduced the re-
sistance from users of the existing tools and saved time for the support team 
members as they could use the existing requirements.  

4.1.2 Training 

UML modeling tool training was organized as a classroom training using sev-
eral e-teaching tools. During 2008, only class room trainings were organized. 
Later, a virtual meeting tool (VMT) based training was developed based on 
feedback from users in the form of user satisfaction surveys. Two user satisfac-
tion surveys were conducted in 2009 (Article IV). The virtual support team ana-
lyzed the results of the surveys and concluded the instructions, user guides, 
and training practices had to be improved. It initiated several improvement ac-
tivities during 2009. User satisfaction was improved after the VMT was de-
ployed for the training and internet usage was enriched (Article III). In addition 
to the VMT, Wikis, intranet, discussion forums, and e-mail were used for the 
training.  

4.1.2.1 Standard classroom training 
Classroom trainings were organized by a tool vendor expert who had lengthy 
experience both in training and use of the UML modeling and UML modeling 
tool. The content of the training covered UML and UML modeling tool skills 
and knowledge. Classroom training sessions were either open for any potential 
user to join from any team or organized for a team planning to begin using the 
UML modeling tool. During 2009, a VMT-based training was developed and 
afterwards, classroom training sessions were organized only when a team was 
planning to deploy the UML modeling tool. However, only a few sessions were 
organized after 2009 when a VMT-based training was developed. 



61 
 

 

4.1.2.2 E-teaching 
In addition to classroom training sessions, a variety of e-teaching tools includ-
ing Wikis, discussion forums, intranet, e-mail, and a VMT were used in the case 
company (Article V, Table 4).  

According to the study, the chosen tools were popular in the case compa-
ny and improved user satisfaction with the UML tool. The case company used 
mostly e-teaching tools to support the application, collaborative task, and busi-
ness context knowledge learning and sharing as called for by Kang and Santha-
nam (2003). According to the study, the VMT was the most crucial tool because 
it not only contributed to the sharing of all three types of knowledge but also 
improved the users’ motivation to use to use the UML tool. VMT-based training 
sessions were organized using standard conference calls and a VMT. Most users 
had several years of experience in using both conference calls and VMT tools. 
During a six-month period (June 2010-November 2010), 29 sessions were orga-
nized, each lasting 1-2 hours. After three years, VMT was still used extensively 
for training. During a six-month period (June 2013 - November 2013), 29 ses-
sions were organized, each lasting 1-2 hours.  

Continuous need for trainings was, according to the virtual team support-
ing the UML modeling tool, caused by at least two reasons: 1) training sessions 
were organized in ways supporting both novice and advanced learners and 
therefore, even if novice users became more knowledgeable, they still find join-
ing training sessions beneficial, 2) there was a continuous need for training be-
cause when users joined a new project, team, or organization which used UML, 
they typically needed to learn new information they were not already familiar 
with like new types of diagrams.  

As users gained more knowledge about the capabilities of the tool they did 
not request features they know already exist. Before the training was introduced, 
users requested features the tool already had. In addition, they gained more 
knowledge about the templates and other methods they can use to configure the 
tool’s output and input. Thus, they did not need additional configurations to be 
implemented by the support team or vendor. For example, during the training, 
users were trained how to publish their models on the intranet. As a result, fewer 
requests were sent to the support team and tool vendor for new publishing capa-
bilities. Users were also able to better formulate new requirements to improve the 
tool. For example, as part of the training, they learned how to use version man-
agement. However, as they become more familiar with version management, 
they can suggest new requirements for version management. 

Collaborative task and business context knowledge were mainly shared in 
sessions organized for local support persons who were responsible for support-
ing their teams in UML tool usage. As an example of business context 
knowledge sharing, local support persons shared their team’s best practices 
using the UML modeling tool. Typically, 2-4 set of sessions were organized in a 
year. In addition, application knowledge was shared during these sessions cov-
ering new features, the tools’ release schedules, new services, or planned 
changes in services such as the virtual team’s contact information. 
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TABLE 4  E-teaching tools the virtual team applied for e-teaching in the case com-
pany (Article V). 

E-teaching tool Knowledge  Content 
Wikis Application knowledge 

 
Sharing commercial plug-ins and related 
installation instructions/training materials 

Wikis Collaborative task 
knowledge 

Sharing plug-ins made by users and related 
installation instructions/training materials 

Intranet Application knowledge 
 

Self-study training materials  
Frequently Asked Questions 
New features of each UML modeling tool 
release 
Installation instructions 
How to apply to use the tool 
Recorded training sessions 
Material from other sessions 

Intranet Collaborative task 
knowledge 

List of contact persons for teams using the 
UML tool 
Contact information for tool support team 
Recorded training sessions 
Material from other sessions 

Intranet Business context 
knowledge 
 

Best practices in the form of business tar-
gets, way of using, UML modeling conven-
tions, and deployment activities 
Recorded training sessions 
Material from other sessions 

Discussion forum Application knowledge Share application knowledge with each 
other 

Discussion forum Collaborative task 
knowledge 

Solving problems collaboratively 

E-mail  Application knowledge Informing all users about maintenance 
breaks, new features, training and other 
sessions to be organized 

Virtual Meeting 
tools 

Application knowledge 
 

Training sessions 
Sessions where active users share best 
practices and application knowledge with 
other teams about applying the UML tool 
for modeling  

Virtual Meeting 
tools 

Collaborative task 
knowledge 

Training sessions 
Sessions where active users share best 
practices with other teams about applying 
the UML tool for modeling including col-
laborative task knowledge 

Virtual Meeting 
tools 

Business context 
knowledge 

Training sessions 
Sessions where active users share best 
practices with other teams about applying 
the UML tool for modeling including busi-
ness context knowledge 

 

4.1.3 User satisfaction measurement 

In the case company, there was a target to periodically measure both user satis-
faction and service quality regarding the tools used in the case company. This 
was a mandatory action as the case company was committed to fulfill the crite-
ria set in ISO 9000 certification to maintain customer satisfaction. For the pur-
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poses of measuring user satisfaction with the UML modeling tool and service, a 
new instrument was developed in 2009 (Article IV). There were three require-
ments for the instrument to be used as a measurement in the case company: 1) it 
should measure both the service quality and the user satisfaction regarding the 
tool; 2) there should be no more than 10 questions (including two standard 
questions of location and frequent of usage); and 3) the instrument should be 
applicable to further develop the service and the tool. The IS research communi-
ty has delivered many comprehensive instruments to measure user satisfaction 
and service quality. However, the first requirement limited the choice to using 
an existing instrument as there was no instrument available to cover both the 
service quality and the tool-related satisfaction. Thus, a new instrument was 
created. 

The new instrument was used two times in 2009. The virtual team sup-
porting the UML Modeling tool analyzed the results. The team made decisions 
based on the means of all questions and the total mean of all questions. Based 
on the first survey, communication and training practices were improved be-
cause the means of questions related to instructions, user guides, and training 
were lower than the mean of all questions. Informative letters were emailed to 
the users, new guides were created, and the intranet pages providing infor-
mation about the tool and related support were improved. The main improve-
ment task was developing a new training method utilizing VMT (virtual meet-
ing tool) (Article III). The results of the second survey revealed the improve-
ments related to information sharing and training had raised user satisfaction 
and the availability and speed of the tool would be the next areas to improve 
(Article IV).  

Later, user satisfaction surveys were conducted five times during the 
years 2009-2013 but not using the same instrument. Instead, the guidelines and 
instructions given inside the company were followed. Each time questions were 
different, and the results were not comparable with surveys conducted before. 
However, the questions represented system and service quality-related ques-
tions.  

One open question was included in the survey. The results of the surveys 
as well as answers to the open questions were sources for feedback for the tool 
vendor as well as the continuous development of the service. Action plans were 
created after each survey was conducted. Action plans contained new initia-
tives such as new requirements for the vendor or any tasks aimed at developing 
the service. The main initiative during 2009-2013 based on user satisfaction sur-
vey results was the development of the VMT-based training (Article III). 

4.2 Overview to the study 

In this Subsection 4.2, I present the schedule of the studies and summarize the 
main results. 
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4.2.1 Schedule 

The study process was comprised of five studies in which each research ques-
tion comes from practice and provides new knowledge about UML modeling 
tool use, evaluation, or training (Figure 6). In Figure 6, each rectangle represents 
different studies. The left side of each rectangle marks the earliest point in time 
the data reported in the study covers and the right side of the rectangle marks 
the latest point in time the data reported in the study covers. 

Article I provided insight regarding use of several UML modeling tools 
but the models were not complete. Specifically, it informed the case company 
that UML diagrams are created but employees are using different UML model-
ing tools. Thus, it provided a common need for the UML modeling tool imple-
mentation. During the five-year follow-up period reported in Chapter 3, no 
complete UML models covering all aspects of the system were created. 

UML modeling tool evaluation, use, and training was studied in Articles 
II, III, IV, and V. In Article II the evaluation criteria for UML modeling tool ver-
sion management in context of a globally distributed product development 
company were introduced. When a new UML modeling tool was implemented 
in the case company, it was relevant to measure users’ satisfaction with the tool 
and the service (Article IV). This article provided new information for the re-
search community regarding how users’ satisfaction with the tool and service 
can be measured. Furthermore, when the results of the first survey were ana-
lyzed in the case company, it was concluded users are not satisfied with the 
training and the decision was made to implement a new training method utiliz-
ing a virtual meeting tool (VMT). This new training method was the subject of 
the study in Article III. Finally, Article V provided new information in the form 
of a longitudinal study regarding how the new training method utilizing VMT 
and other training methods evolved over time. Thus, Article V extended the 
study in Article III in two respects: several e-teaching tools were studied instead 
of one and the research period was extended to several years. 
 

 

FIGURE 6  The schedule of the studies. 
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4.2.2 The main study results 

In the following paragraphs, the main results are summarized based on the ar-
ticles and summary of this thesis. The main results are presented in Table 5 with 
implications for practice and science as well as related evidence. 

UML models were not complete according to the study which was con-
ducted before UML modeling tool implementation evaluation, selection, and 
implementation started (Article I). UML modeling tool implementation did not 
change this. During implementation and post-implementation, no complete 
UML models were created and code generation was not in the scope of use. 
This result is complementary with Nugroho and Chaudron’s (2008). According 
to their survey of 80 software professionals who use UML, they found most 
UML models did not cover all elements of the system.  

In the case company, UML modeling tools’ version management capabili-
ties were evaluated and ranked to have the highest priority. Version manage-
ment capabilities were implemented during the project and utilized by several 
teams in the use phase. Thus, version management capabilities can be consid-
ered vital in order to support modeling in a globally distributed product organ-
ization. After the tool was implemented, the support team became interested in 
regards to the most critical capabilities of version management. Therefore, more 
detailed evaluation criteria were developed (Article II). The extant literature 
does not provide a comprehensive set of evaluation criteria which can be ap-
plied in industrial settings to evaluate the version management capabilities of 
UML tools. The main contribution of this study was creating and evaluating a 
set of evaluation criteria.  

When a new UML modeling tool was implemented in the case company, it 
was relevant to measure users’ satisfaction with the tool and the service (Article 
IV). This article provided new information for the research community regard-
ing how users’ satisfaction with the UML modeling tool and service can be 
measured. Additionally, when the first survey’s results were analyzed in the 
case company, it was concluded users were not satisfied with the training and it 
was decided to implement a new training method using virtual meeting tool 
(VMT). This new training method was the subject of the study in the Article III. 

As UML is a complex language and users tend to begin using it gradually, 
continuous support and training was considered beneficial. Training and sup-
port were organized by a virtual team together with a UML modeling and UML 
modeling tool expert from a UML modeling tool vendor. Practitioners in global-
ly distributed product companies may consider establishing a similar relation-
ship to support UML modeling and UML modeling tool usage. Furthermore, 
according to the study reported in Article V, intranet and virtual meeting tools 
(VMT) were used to support UML modeling and UML modeling tool training 
in terms of application, business context, and collaborative task knowledge. 
Thus, intranet and virtual meeting tools (VMT) can be considered feasible for 
implementing e-teaching as they can be used to support teaching all three types 
of knowledge (application, business context, and collaborative task knowledge). 
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TABLE 5  The key results, related evidence and implications for science. 

Related evi-
dence 

Implications for practice Implication for science 

Article I and 
follow-up 
during five 
years (Chap-
ter 3) 

UML models were created but 
they were not complete. 

UML models were created but 
they were not complete. A com-
plementary finding with Nugroho 
and Chaudron (2008). 

Article II Version management capabilities 
are required to support UML 
modeling in a globally distribut-
ed product organization. A set of 
evaluation criteria of the evalua-
tion of the version management 
capabilities of the UML model-
ing tools. 

A set of evaluation criteria for the 
evaluation of the version man-
agement capabilities of the UML 
modeling tools. 

Article III 
and post-
evaluation in 
Chapter 3 

UML and UML modeling tool 
training can be organized 
through VMT cost efficiently so 
that users are motivated and their 
knowledge and skills are im-
proved. According to the post-
evaluation presented in this 
summary the training cost de-
creased in the case company by 
88% per training session. 

A training method to support 
UML and UML modeling tool 
training. The training method was 
described in terms of content, or-
ganization of training, training 
materials, and trainers’ skills and 
knowledge.  

Article IV A lightweight measurement in-
strument, which can be applied 
to user and service satisfaction 
analysis for a UML modeling 
tool. 

A lightweight measurement in-
strument, which can be applied to 
user and service satisfaction anal-
ysis. 

Article V Continuous support and training 
is beneficial as usage of the 
UML modeling tool evolves 
over time. Intranet and virtual 
meeting tool (VMT) can be used 
to support UML modelling and 
UML modeling tool training in 
terms of application, business 
context, and collaborative task 
knowledge. 

Intranet and virtual meeting tool 
(VMT) were used to support 
UML modelling and UML model-
ing tool training in terms of appli-
cation, business context, and col-
laborative task knowledge.  

 
During the implementation of the UML modeling tool a new training 

method to support UML and UML modeling tool training was implemented. 
The training method was described regarding content, organization of training, 
training materials, and trainers’ skills and knowledge in Article III. According 
to the post-evaluation presented in this summary in Chapter 3, the training cost 
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decreased in the case company by 88% per training session. Thus, it provided a 
significant decrease in the training costs. Moreover, due to a continuous need 
for training, practitioners in globally distributed product companies may con-
sider establishing similar training. 

4.3 Software package implementation stage model: Comparison 
and a new model 

Software packages are vendor-developed software with the capability of being 
adopted by one or more customer organizations. Organizations have evaluated, 
selected, and used software packages since the 1990s when first software packag-
es were introduced for the market. According to Gartner’s IT Key Metrics Data 
(2012), 20% of companies’ IT spending is on software. Thus, software package-
related costs are a significant cost factor in companies’ IT budgets. Evaluation 
and selection of a software package is considered a complicated and time-
consuming decision-making process. There is a large body of research develop-
ing sophisticated methods and processes to help practitioners complete the eval-
uation, selection, and purchase processes. In this Subsection 4.3, I will compare 
the stages of the UML modeling tool implementation project presented in the 
Subsection 4.1 to the current body of software package implementation literature 
as summarized by Jadhav and Sonar (2011). Based on the results of a literature 
review, they present a methodology for selecting software. This methodology 
was chosen for comparison for two reasons. Jadhav and Sonar (2011) created the 
method based on existing literature and thus provides an overview rather than 
one more methodology; and, in the case company, it was expected the evalua-
tion, selection, and purchase phases could be completed sequentially and it is 
possible to measure each attribute thereby reflecting similar thinking as Jadhav 
and Sonar (2011). Based on a literature review, Jadhav and Sonar (2011) identified 
six stages in the methodology: requirement definition, preliminary investigation 
of availability of software packages, short listing packages, establishing criteria 
for evaluation, evaluating software packages, and selecting the software package.  
They are presented in the following paragraphs and compared to the results of 
the stages presented in the Subsection 4.1. 
 
1. Requirement definition 
Identify functional and non-functional requirements of the software. According 
to Jadhav and Sonar (2011), the list of requirements must be accurate, complete 
and detailed.  
 
2. Preliminary investigation of availability of software packages 
Preliminary investigation of the availability of software packages that may be 
suitable candidates including investigation of major functionalities and fea-
tures. Deliverable of this stage is a list of candidates. 
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3. Short listing packages 
Candidate software packages identified in the second stage identified as not 
providing essential functionalities and features or does not work with existing 
hardware, operating systems, data management software, or network are elim-
inated.  
 
4. Establishing criteria for evaluation 
In this stage, criteria to be used for evaluating the software packages are identi-
fied and arranged in a hierarchical tree structure format. Each branch in the hi-
erarchy ends in a well-defined and measurable basic attribute. The deliverable 
of this stage is a set of criteria arranged in hierarchical tree structure format. 
 
5. Evaluating software packages 
In this stage, metrics are defined and weights are assigned to each basic attrib-
ute in the criteria hierarchy. Rating is done against each basic criterion in the 
hierarchy for each software considered for detailed evaluation. An aggregate 
score is then calculated for each software package. 
 
6. Selecting software package 
The final stage is to rank the available alternatives in descending order by score 
and select the best software. They note the aggregate scores only give an idea 
about which software package is better over the other. Selecting the best soft-
ware package is always a human-dependent process. 

In the following paragraph, the methodology for selecting the software 
packages presented by Jadhav and Sonar (2011) is compared with the stages of 
the UML modeling tool evaluation and selection in the case company presented 
in Table 3. According to the study, requirement management was a continuous 
process. As more information was gained through usage of the different UML 
modeling tools or new information was gained, requirements were updated 
and new requirements may be added. Additionally, the candidates were elimi-
nated as soon as there was enough information available regarding any suffi-
cient reason to reject the tool rather than waiting for a comprehensive list of re-
quirements to develop. Reasons for rejection were not limited to technical rea-
sons. Thus, some tests were completed simultaneously rather than sequentially 
or continuously.  

There were two documents corresponding to those described by Jadhav 
and Sonar (2011). These were the list of requirements and the list of available 
software packages. The list of potential software packages was created during 
the project and contained potential software packages available for UML mod-
eling.  The list of requirements was created in the first stage of the project but it 
continued evolving over time and not considered complete in any stage. Addi-
tionally, even though the aim was an exact numeric value representing the re-
sult of the evaluation, the project team concluded it is not possible to assign 
numerical values to some attributes. The priority was assigned in a manner 
which can be considered to resemble ranking using a scale of low, medium or 
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high. Thus, it was not possible to calculate aggregate values. Priority was con-
sidered specific for business and might conflict with the priority of other stake-
holders such as the vendor or IT department. If business representatives had 
different understandings of the priority during the project, the priority was ne-
gotiated and finally agreed upon common priority. This was a limitation from 
the project perspective as it was not possible to show the different views of dif-
ferent stakeholders regarding the requirements. Using the analytic hierarchy 
process introduced by Saaty (1999) for analyzing better visibility for different 
stakeholder requirements could have been provided. 

Based on the case study, the differences were considered positive, nega-
tive, or neutral compared to the stages proposed by Jadhav and Sonar (2011) 
(Table 6).  

TABLE 6  Methodology for selection of the software packages by Jadhav and Sonar 
(2011) compared with results from this study. 

Stage ac-
cording to 
Jadhav and 
Sonar 
(2011) 

Tasks in the stage according 
to Jadhav and Sonar (2011) 

Results of this study (differences and 
considered impact for the selection of the 
tool) 

Require-
ment defi-
nition 
 

 

Identify functional and non-
functional requirements of the 
software. According to Jadhav 
and Sonar, the list of require-
ments must be accurate, com-
plete and detailed.  
 

First list of requirements was generated 
in the first stage of the project but as new 
information and more experienced 
through usage was gained more details 
were added to existing requirements and 
new requirements added.  
Requirements were reviewed before the 
selection. Continuous development of 
the requirements was considered as posi-
tive as it enables more accurate and de-
tailed requirements once more infor-
mation was gained. 

Prelimi-
nary inves-
tigation of 
availability 
of soft-
ware 
packages 
 

Preliminary investigation of 
availability of software pack-
ages that might be suitable 
candidates including investi-
gation of major functionalities 
and features. Deliverable of 
this stage is a list of candi-
dates. 

Preliminary investigation of availability 
of software packages was completed at 
the same time as the first round of re-
quirements gathering. The list of candi-
dates was one of the results at this stage. 
Creating the short list as soon as possible 
was considered positive as it enables 
running activities in parallel.  

  (continues) 



70 
 

 

(TABLE 6 continues)  
Short list-
ing pack-
ages 

Candidate software packages 
identified in the second stage 
that does not provide essential 
functionalities and features or 
does not work with existing 
hardware, operating system, 
data management software, or 
network are eliminated.  
 

As the number of packages was high and 
substantial effort needed to gather in-
formation, in each stage those were elim-
inated, of which there was enough in-
formation for elimination to ensure pro-
gress in the project rather than waiting 
that all information is gathered for deci-
sion making. Elimination of the software 
packages which did not meet the re-
quirements as soon as possible was con-
sidered positive as it enable running ac-
tivities in parallel. 

Establish-
ing criteria 
for evalua-
tion 
 

In this stage criteria to be used 
for evaluation of the software 
packages are identified and 
arranged in hierarchical tree 
structure format. Each branch 
in the hierarchy ends into 
well-defined and measurable 
basic attribute. Deliverable of 
this stage is set of criteria ar-
ranged in hierarchical tree 
structure format. 

Requirements were arranged into fea-
tures and requirements. Each require-
ment had business priority which was 
negotiated result between the business 
representatives in the project team and 
the stage in the project that this require-
ment is planned to be reviewed. No 
measurable basic attribute was defined 
neither different stakeholders managed 
which was a limitation. Different stake-
holder views were to some extent com-
municated to the steering group verbally. 
Considered as negative as not possible to 
provide different stakeholder views. 

Evaluating 
software 
packages 
 

In this stage metrics are de-
fined and weights are assigned 
to each basic attribute in the 
criteria hierarchy. Rating is 
done against each basic crite-
rion in hierarchy for each 
software considered for de-
tailed evaluation. Aggregate 
score is then calculated for 
each software package. 

Business priority of the requirement was 
considered as the weight (High, Medi-
um, Low). Rating was done by written 
results based on usage of the tool during 
the project. No aggregate results were 
calculated. Considered as negative as not 
possible to provide different stakeholder 
views. 

Selecting 
software 
package 
 

The final stage is to rank the 
available alternatives in de-
scending order of the score 
and select the best software. 
They note that aggregate 
scores only give an idea about 
which software package is 
better over the other. Decision 
of selecting best software 
package is always human de-
pendable. 

Requirements updated based on feed-
back were provided with business priori-
ty for the steering group as one input for 
final decision making. Neutral. 
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I further propose a new stage model (Figure 7) wherein the aim is making 
modifications to the stage model which will allow retaining changes considered 
positive during the case study. Due to these changes, some activities can be run 
in parallel. 

4.3.1.1 Requirement definition 
Identify the functional and non-functional requirements of the software. The list 
of requirements can be modified based on new information gained during in-
stallation and use of the software packages and on the preliminary investigation 
of availability of software packages. The list of requirements should be relative-
ly mature before beginning to establish the criteria for and evaluation of soft-
ware packages. 
 

4.3.1.2 Preliminary investigation of availability of software packages 
Preliminary investigation of availability of software packages that may be suit-
able candidates including investigation of major functionalities and features. 
Deliverable of this stage is a list of candidates. Can be conducted in parallel 
with requirement definition. 

4.3.1.3 Selecting software package 
As soon as there is enough information to eliminate a candidate from a short 
list, it can be done. This may include reasons such as the software package does 
not provide essential functionalities and features or does not work with existing 
hardware, operating systems, data management software, or networks. Input 
for decision making can come from the literature, vendor presentations, or in-
stallation and use of the software package. The final stage may include ranking 
the available alternatives in descending order based on the score and selecting 
the best software.  

4.3.1.4 Establishing criteria for evaluation 
In this stage criteria to be used for evaluation of the software packages are 
identified and arranged in hierarchical tree structure format. Each branch in 
the hierarchy ends in a well-defined and measurable basic attribute. The de-
liverable of this stage is a set of criteria arranged in hierarchical tree structure 
format. 

4.3.1.5 Evaluating software packages 
In this stage, metrics are defined and weights are assigned to each basic attrib-
ute in the criteria hierarchy. Rating is done against each basic criterion in the 
hierarchy for each software considered for detailed evaluation. An aggregate 
score is then calculated for each software package. 

4.3.1.6 Installation and use of software packages 
Installing software packages within the same environment it is going to be 
used in provides more information about the maintenance and use of the tool 
which can provide input for requirement definition, establishing criteria for 
evaluation, and evaluation software packages. If installation and use of the 
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software packages is not possible, experiences from existing users can be re-
quested and collected, or the vendor can provide presentations and demon-
strations.  

 

 

FIGURE 7  Proposed stage model for UML modeling tool selection. 



 

5 DISCUSSION 

This thesis offers new knowledge about UML modeling tool use, evaluation, 
and training. The main research question was: How can a globally distributed 
product company where UML modeling activities are scattered across different 
locations and countries implement a UML modeling tool? The research process 
was comprised of five studies wherein each research question comes from prac-
tice and provides new knowledge about UML modeling tool use, evaluation, or 
training in a globally distributed product company. In this chapter, I present 
these studies’ most important implications for science and practice. Additional-
ly, I present the limitations as well as some suggestions for future research. 

5.1 Implications of results to science 

In Subsection 5.1, I present each study, describe the scientifically novel findings, 
the findings that support the earlier results, and those that contradict earlier 
results. The summary of implications for science is listed in Table 7.  

5.1.1 An Information System Design Theory (ISDT) for the class of re-
quirements and release management systems (RRMS) 

Globally distributed product development companies need to collect, analyze, 
and utilize requirements. Well-defined requirements are prerequisites for effec-
tively scoping the product development projects and assigning them to internal 
units and partners. Integration of requirements and release management facili-
tates the end-to-end traceability of the distributed product development process 
from requirements to implementation. The research question was: “What are 
the necessary and sufficient properties for an IS which supports integrated re-
quirement and release management processes in globally distributed product 
development?” The main contribution of this study is the design product theory 
for the class of RRMS, including the requirements for RRMS instances and the 
design that meets the requirements. The design consists of an information mod-
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el and the attributes for the elements presented in the information model. Ac-
cording to Käkölä et al. (2010), there are no requirements or design depicted for 
an information system supporting the requirement and release process. There-
fore, I claim the research was novel.  

Moreover, our study provides additional information regarding how UML 
modeling was focused. According to our study, priorities, schedules, and other 
information stored concerning requirements, features, and releases were used 
to focus UML modeling efforts. Thus, this study provided new information 
about the UML and UML modeling tool usage in the context of the requirement 
and release management process. 

TABLE 7  The key findings and their contribution for science. 

Article Implications for science Contribution 
Article I A partial Information System Design Theory for the 

class of RRMS (requirements and release management 
systems), including the requirements for RRMS in-
stances and the design that meets the requirements. 
The priorities, schedules, and other information stored 
in RRMS were used to prioritize the UML modeling 
efforts. 

 

A novel find-
ing 

Article I UML models were created but they were not complete.  A complemen-
tary finding 
with Nugroho 
and Chaudron 
(2008) 

Article II A set of evaluation criteria for the evaluation of the 
version management capabilities of the UML modeling 
tools. 
 

A novel find-
ing 

Article III A training method to support UML and UML model-
ing tool training. The training method was described in 
terms of content, organization of training, training ma-
terials, and trainers’ skills and knowledge. 
 

A novel find-
ing 

Article IV A lightweight measurement instrument, which can be 
applied to user and service satisfaction analysis 
 

A complemen-
tary finding 

Article V Intranet and virtual meeting tool (VMT) were used to 
support UML modelling and UML modeling tool 
training in terms of application, business context, and 
collaborative task knowledge. 
 

A novel find-
ing 

  
According to the study, some UML models were created in the context of 

a requirement and release management process but they did not cover the 
whole system. This result complements Nugroho and Chaudron’s (2008) study. 
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According to their survey of 80 software professionals using UML they found 
most of the UML models did not cover all elements of the system. Results of our 
study are thus in line with their study. According to our study, even though 
UML models were created, they were not complete.  

5.1.2 A set of evaluation criteria for UML modeling tool version manage-
ment 

UML modeling tools’ version management capabilities are critical when paral-
lel and geographically distributed modeling activities need to be managed. The 
extant literature does not provide a comprehensive set of evaluation criteria 
capable of being applied in industrial settings to evaluate the version manage-
ment capabilities of UML tools. The research question was: “What are the nec-
essary and sufficient properties for version management to support UML mod-
eling in globally distributed product development?” The main contribution of 
this study was creating and evaluating a set of evaluation criteria. According to 
Koivulahti-Ojala and Käkölä (2009), the literature does not provide a compre-
hensive set of evaluation criteria capable of being applied in industrial settings 
to evaluate the version management capabilities of UML modeling tools in the 
context of globally distributed product development. Therefore, I claim this set 
of evaluation criteria is novel. 

5.1.3 A new training method to support training of UML and UML model-
ing tool  

End-user training is complicated to implement in a globally distributed product 
development company where activities are scattered across multiple sites. Vir-
tual meeting tools (VMT) enable synchronous communication globally through 
audio, chats, video, and sharing presentations. They provide a potentially cost-
effective way to train large numbers of people in global settings. The research 
question was: “Can the UML and UML modeling tool training be organized 
and delivered through a VMT so that learners are satisfied with the training 
and the training positively impacts their skills, knowledge, and motivation?” 
The main contribution of this research was the design, implementation, and 
evaluation of a VMT-based training method for teaching UML and the features 
of a UML modeling tool. The training method was described regarding content, 
organization of training, training materials, and trainers’ skills and knowledge. 

According to the research, the VMT-based training positively impacted 
learners ‘skills, knowledge, and motivation, and they were satisfied with the 
training. The training costs decreased in the case company by 88% per training 
session. Therefore, VMT-based training provided a cost-effective way to train 
users in using UML and the UML modeling tool. According to a literature re-
view conducted by (Koivulahti-Ojala and Käkölä, 2012), there was, until 2012, 
only one paper published addressing adoption of UML modeling training in 
industrial settings via e-teaching tool, which was Bunse et al.’s (2006) study. 
The limitation of Bunse et al.’s (2006) study is that the training method was not 
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described and the training did not cover UML modeling tool training. There-
fore, I claim the current study’s training method is novel for the IS research 
community as it was described regarding training content, organization of 
training, training materials, and trainers’ skills and knowledge, and it covered 
both UML and UML modeling tool training. 

5.1.4 A lightweight measurement instrument, which can be applied to user 
and service satisfaction analysis for users of a UML modeling tool 

The IS research community has delivered many comprehensive instruments to 
measure user satisfaction and service quality. However, they are tedious to de-
ploy in industrial settings, possibly leading to low response rates. The research 
question was: “Is it possible to create a new adequately reliable and valid 
measurement instrument with eight items to measure both user satisfaction and 
service quality?” The main contribution of this research was the design, imple-
mentation, and evaluation of a new eight-item instrument to evaluate users’ 
satisfaction with the tool and the services supporting its use. Analyzing the re-
sults of two surveys conducted in a globally distributed product development 
organization to measure user and service satisfaction of users using a UML 
modeling tool indicated the instrument has adequate reliability and validity.  

This new survey instrument was compared to existing instruments. Ac-
cording to Petter et al. (2008), the most widely used instruments for measuring 
user satisfaction are EUCS and UIS and SERVQUAL for measuring service 
quality. For comparison purposes, I used the EUCS instrument as it contains 
fewer items compared to the UIS. If we assume a user takes the same amount of 
time to answer each question, the total time used for answering questions with 
the new instrument is 88% shorter compared to time spent answering the exist-
ing UIS and SERVQUAL instruments. Thus, for the IS research community, this 
study provides new information about a measurement instrument which is fea-
sible from the industry’s perspective in regular use for several applications as 
significantly less time is needed from users to answer the questions compared 
to existing instruments.  

5.1.5 UML and UML modeling tool training through e-teaching tools: A 
longitudinal study 

E-teaching tools facilitate asynchronous (e.g., Wikis) and synchronous (e.g., 
video-conferencing) learning. According to a literature review conducted by 
Koivulahti-Ojala and Käkölä (2014), there are no longitudinal studies on UML 
or UML modeling tool training via e-teaching tools in industrial settings. Ac-
cording to this longitudinal case study, an intranet and virtual meeting tool 
(VMT) were used to support UML and UML modeling tool training regarding 
application knowledge covering commands and tools embedded in the infor-
mation system, business context knowledge covering the use of information 
systems to effectively perform business tasks, and collaborative task knowledge 
covering how others use the information system in their tasks. Furthermore, 
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Wikis, discussion forums, and e-mail were used to support UML and UML 
modeling tool training but not for all three types of knowledge. This research 
result is novel considering, according to our literature review, there are no lon-
gitudinal studies on UML modelling and UML modeling tool training. 

5.2 Implications of results to practice 

In this Subsection 5.2, I describe the studies’ implications for practice. Each re-
search question comes from practice and therefore many implications are com-
parable with the implications for science. However, the results are presented 
from the perspective of industry. For each study, I do not repeat the research 
questions as those were described in Subsection 5.1. The summary of the impli-
cations to practice is listed in Table 8.  

5.2.1 An Information System Design Theory (ISDT) for the class of re-
quirements and release management systems (RRMS) 

The main contribution of this study is the design product theory for the class of 
RRMS, including the requirements for RRMS instances and the design meeting 
the requirements. The design consists of an information model and the attrib-
utes for the elements presented in the information model. Additionally, this 
study provided new information about the UML and UML modeling tool usage 
in the context of requirement and release management process.  

Research results are relevant for R&D management who can take ad-
vantage of the results when planning, evaluating, implementing or deploying 
information systems to support the requirement or release management process 
together with the UML modeling tool. IT practitioners benefit from the results 
when planning, implementing, evaluating or deploying such systems. 

5.2.2 A set of evaluation criteria for UML modeling tool version manage-
ment 

The main contribution of this research was the set of validated evaluation crite-
ria for the version management capabilities of the UML modeling tools. Re-
search results are relevant for R&D management and IT practitioners who can 
take advantage of the results when evaluating UML modeling tools’ version 
management capabilities.  

Global R&D organizations evaluating a UML modeling tool benefit from 
the framework as they can use it during the evaluation process or on the evalu-
ation results of these two modeling tools. Especially for medium size compa-
nies, this is highly beneficial as it requires substantial effort to install the tools as 
well as complete the evaluation. The total effort required for both installation 
and evaluation was several man-months. 
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TABLE 8  The key implications for practice. 
 

Article Research results Implication Target group 
Article 
I 

A partial Information System 
Design Theory for the class of 
RRMS (requirements and re-
lease management systems), 
including the requirements for 
RRMS instances and the design 
that meets the requirements. 
Design includes information 
model and attributes for the 
elements presented in the in-
formation model. 

 

Planning, implementing, 
evaluating or deploying 
an information system 
supporting requirement or 
release management pro-
cess together with UML 
modeling tool. 
 
 

R&D man-
agement, 
IT practi-
tioners 

Article 
II 

A set of evaluation criteria for 
the evaluation of the version 
management capabilities of the 
UML modeling tools. 

A set of evaluation crite-
ria and results of evalua-
tion can be used during 
the evaluation of UML 
modeling tool version 
management capabilities. 

R&D man-
agement,  
IT practi-
tioners 

Article 
III 

A training method to support 
UML and UML modeling tool 
training. 

Planning, implementing, 
and evaluating UML 
modeling language and 
UML modeling tool train-
ing. 

R&D man-
agement, 
IT practi-
tioners 

Article 
IV 

A lightweight measurement 
instrument, which can be ap-
plied to user and service satis-
faction analysis. 

The measurement instru-
ment can be applied to 
user and service satisfac-
tion analysis. 

IT practi-
tioners 

Article 
V 

Intranet and virtual meeting 
tool (VMT) were used to sup-
port UML and UML modeling 
tool training in terms of appli-
cation, business context, and 
collaborative task knowledge. 

Intranet and virtual meet-
ing tool (VMT) are suita-
ble for teaching UML 
modeling and UML mod-
eling tool. 

R&D man-
agement, IT 
practitioners 

5.2.3 A new training method to support training of UML and UML model-
ing tool  

The main contribution of this research was the design, implementation, 
and evaluation of a VMT-based training method for teaching UML modeling 
language and UML modeling tool. Design and implementation of training was 
specified in terms of content, organization of training, training materials, and 
trainers’ skills and knowledge. IT practitioners benefit from the new training 
method when planning, implementing, and evaluating UML modeling lan-
guage and UML modeling tool training. R&D management can take advantage 
of the results when planning, implementing, and evaluating UML modeling  
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language and UML modeling tool training. IT practitioners and R&D manage-
ment can take advantage of the results when making decisions about VMT us-
age in UML modeling language and UML modeling tool training.  

5.2.4 A lightweight measurement instrument, which can be applied to user 
and service satisfaction analysis for users of a UML modeling tool 

The main contribution of this research was the design, implementation, and 
evaluation of a new measurement instrument to evaluate users’ satisfaction 
with the tool and services supporting tool. IT practitioners benefit from the 
proposed instrument when measuring user satisfaction and service quality for 
information systems. The measurement instrument is short and easy to use.  

5.2.5 UML and UML modeling tool training through e-teaching tools: A 
longitudinal study 

According to this longitudinal case study, an intranet and a virtual meeting tool 
(VMT) were used to support UML and UML modeling tool training regarding 
application knowledge covering commands and tools embedded in the infor-
mation system, business context knowledge covering the use of information 
systems to effectively perform business tasks, and collaborative task knowledge 
covering how others use the information system in their tasks. The main result 
from the practitioners’ perspective is that these tools are suitable for e-teaching 
of UML and UML modeling tool usage for three types of knowledge. IT practi-
tioners benefit from the results when they plan and deploy training for UML 
and UML modeling tools.  

5.3 Limitations and future research 

The main limitation is the empirical evidence was collected only in one organi-
zation in all five studies. Empirical evidence was collected in a global high-
technology corporation, developing products in multiple sites with multiple 
partners. Future research is needed to validate the results of those studies in 
other types of organizations.  

Different strategies were applied to enable better generalization of the re-
sults (Table 9). In Article I, a literature review was conducted before the case 
study started to develop preliminary meta-requirements and meta-design. As 
the case company had already successfully used the application for several 
years with different products, inter-organizational setups, and partners, and 
due to the literature review conducted before starting the study, we felt confi-
dent the information model is suitable for other globally distributed product 
companies. In Article III, the target group of the informants represented differ-
ent backgrounds (novice and experienced users), different roles (architect, pro-
grammer), different functions (IT and product development) and different con-



80 
 

 

tinents (Asia and Europe). In Article IV, the measurement instrument was de-
signed to be generally applicable for evaluating a variety of systems and ser-
vices and was tested two times.  

TABLE 9  The key implications for science and suggested domain for generaliza-
tion of the results. 

Article Implications for science Means used to 
enhance general-
ization of results 

Suggested domain 

Article 
I 

A novel Information System De-
sign Theory for the class of 
RRMS, including the require-
ments for RRMS instances and 
the design that meets the re-
quirements. 
The priorities, schedules, and 
other information stored in 
RRMS were used to focus UML 
modeling efforts. 

Literature review 
and a case study 
in a globally 
distributed prod-
uct organization 

Globally distribut-
ed product devel-
opment companies 

Article 
III 

A novel training method to sup-
port UML and UML modeling 
tool training. 

Case study UML modeling 
language and UML 
modeling tool 
training for differ-
ent roles and with 
different 
knowledge and 
skills (novice and 
experienced users) 

Article 
IV 

A lightweight measurement in-
strument, which can be applied to 
user and service satisfaction anal-
ysis. 

Two surveys 
conducted in the 
case company 
for users of a 
UML modeling 
tool 

All information 
systems and related 
services 

 
Another limitation is no cost data could be collected for use in any of the 

studies due to demands by the case company not to divulge any internal or 
third-party related costs such as travel. Availability of cost data would offer 
better possibilities to more deeply analyze the data and could enrich the re-
search results in all studies. This limitation was applicable to all five studies. 

For Article II, the limitation is due to basing the new set of evaluation cri-
teria on analysis of existing research in SW version management and docu-
mented requirements for assets requiring management in product line organi-
zation based on the experiences in the case company. A suggestion for further 
research is developing a set of evaluation criteria theoretically based on product 
development company mission and control parameters. 
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For Article IV, the research process followed instructions presented by 
Churchill (1979) to create a new instrument. A suggestion for further research is 
to apply more recently published processes such as those described by Mac-
Kenzie et al. (2011) for the construct validation. 

For Article V, the limitation is conducting the longitudinal study in only 
one organization. The usage of various classes of e-teaching tools should be 
studied in longitudinal studies within different organizations to better under-
stand which e-teaching tools are used and why for UML modeling and UML 
modeling tool training.  
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YHTEENVETO (FINNISH SUMMARY) 

Unified Modeling Language™ (UML) on kansainvälinen standardi mallinnus-
kielelle. UML-mallinnuskieltä voidaan käyttää ohjelmiston vaatimusten, arkki-
tehtuurin ja rakenteen kuvaukseen, ohjelmakoodin generointiin sekä testauksen 
automatisointiin. UML-mallinnusohjelman avulla voidaan tukea UML-mallin-
tamista. UML-mallinnusohjelmalla käyttäjät voivat luoda ja ylläpitää UML-
malleja, generoida koodia sekä luoda UML-malleja koodin perusteella. UML-
mallinnusohjelmia käytetään tuhansissa tuotekehitys- ja ohjelmistoalan yrityk-
sissä ympäri maailman.  

Tämä väitöskirja sisältää viisi tutkimusta UML-mallinnusohjelman käytös-
tä, evaluoinnista ja koulutuksesta. Kaikki tutkimukset toteutettiin tuotekehi-
tysyrityksessä, jossa UML-mallinnusohjelmaa käytettiin useilla paikkakunnilla 
eri maissa. Tutkimuksen päätutkimuskysymys on: ”Miten useilla paikkakunnil-
la toimiva tuotekehitysyritys voi ottaa käyttöön UML-mallinnuskielen ja UML-
mallinnusohjelman?”.  

Ensimmäisen tutkimuksen tulosten mukaan UML-malleja laadittiin osana 
vaatimustenhallinta- ja paketointiprosessia, mutta UML-mallit eivät kattaneet 
koko suunniteltavaa järjestelmää. Toisessa tutkimuksessa arvioitiin, mitkä ovat 
välttämättömät mutta riittävät ominaisuudet UML-mallinnusohjelman version-
hallinnalle maantieteellisesti hajautuneessa tuotekehitysorganisaatiossa. Tämän 
tutkimuksen tärkein tulos on kriteeristö UML-mallinnusohjelman versionhal-
lintaominaisuuksien arviointiin.  

Kolmannessa tutkimuksessa selvitettiin, voidaanko UML-mallinnusohjel-
man ja UML-mallinnuskielen koulutus toteuttaa sähköisen kokousjärjestelmän 
avulla niin että koulutus vaikuttaa positiivisesti oppijoiden tietoihin, taitoihin ja 
motivaatioon ja oppijat ovat tyytyväisiä koulutukseen. Tutkimustulosten mu-
kaan oppijat olivat tyytyväisiä koulutukseen ja oppijoiden tiedot, taidot ja mo-
tivaatio käyttää UML-mallinnusta ja UML-mallinnusohjelmaa paranivat koulu-
tuksen avulla. Sähköisen kokousjärjestelmän avulla toteutetun koulutuksen 
kustannukset olivat 88% pienemmät kuin perinteisen luokkakoulutuksen. 

 Neljännessä tutkimuksessa kehitettiin mittari UML-mallinnusohjelman 
käyttäjän tyytyväisyyden mittaamiseen. Viides tutkimus oli pitkittäistapaustut-
kimus, jossa tutkittiin, mitkä e-oppimista tukevat järjestelmät sopivat parhaiten 
käyttöön UML-mallinnuskielen ja UML-mallinnusohjelman opetuksessa niin 
että suuri määrä oppijoita oppivat käytössä vaadittavat tiedot ja taidot. Tutki-
muksen mukaan intranet ja sähköinen kokousjärjestelmä tukivat ohjelman käyt-
tötaitojen, siihen liittyvien prosessien sekä ohjelman välityksellä tapahtuvan 
yhteistyön oppimisessa. Yritykset voivat hyödyntää tutkimusten tuloksia 
suunnitellessaan ja toteuttaessaan UML-mallinnuskielen ja UML-mallinnus-
ohjelman käyttöönottoa. 
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1. INTRODUCTION

To succeed in the global markets of software-intensive products, high-tech companies need to
shorten the cycle time of new product development while improving the product quality and service
delivery and maintaining or reducing the total resources required [1,2]. This concern can be dealt
through (1) internal strategies such as global software development, where development resources
are distributed globally to reap cost benefits, leverage specialized competencies, and address the
specific needs of geographically defined markets [3–5], and software product line engineering and
management, that is, the strategic acquisition, creation, and reuse of software assets [6–8] or (2)
external strategies such as acquiring commercial off-the-shelf components and outsourcing software
development, maintenance, and related services to best-in-class service providers [9,10].
All the strategies require companies to effectively collect, analyze, and utilize requirements

[11–16]. This is particularly true during the earliest phases of product development in which
different stakeholders need to integrate their knowledge into product concepts that direct the internal
personnel and the service providers during the downstream phases of product development [17–19].
A well-defined product concept is necessary to establish a viable product line architecture that
can be shared across the products within the product line to enable strategic reuse. Well-defined
requirements, architectural interfaces, and product architectures are prerequisites for assigning
appropriately scoped projects to internal units and service providers for implementation [9,10].
The achievement of such integration is complicated by several factors [20]. Numerous require-

ments ranging from abstract wishes to detailed technical solution proposals are created continuously.
Development activities are scattered across many sites and partners in different countries, limiting
the possibilities for setting up face-to-face meetings [14]. Organizational changes, differences in
organizational cultures, and divergent perceptions about the prospective product’s mission may
make it difficult to reach an agreement about the product definition [21].
A commonly enacted software product line governance model and a strategic product line

roadmapping process should be instituted to ensure that the organization is ready for multi-site
development [8,22]. All sites should use compatible processes, methodologies, tools, and termi-
nology as much as possible to enact the governance model [4]. Each product roadmap outlines the
respective product line at a given point in time, explicates (from the market viewpoint) the major
common and variable features of all foreseeable products of the product line, and schedules the
deliveries of the products to markets [7, Chapters 2, 9]. For every product, a release plan should
be made that allocates the features to scheduled product releases and responsible development
organizations and documents the allocations.
Release planning must be conducted carefully and systematically by the stakeholders respon-

sible for the requirements and the product strategy and by the internal and external stakeholders
responsible for implementing the requirements in releases and the resulting release plans must be
communicated clearly and in time to the stakeholders [23]. Otherwise, it is difficult for the providers
to commit resources for scheduling and synchronization of their production activities to meet the
requirements specified in the release plans. For example, the scopes of software releases cannot be
measured in terms of the functional size [24,25] if the requirements are not linked to the releases
implementing them because functional size measurement is solely based on the requirements.
A critical component of the governance model is that all requirements are (1) captured in a

repository to ensure that they are neither missed nor overlooked and (2) subjected to effective
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filtering in order to prevent information overload [16,23,26]. The remaining requirements are then
refined, specified, estimated in terms of cost and resource implications, prioritized, and allocated
to product releases and development units.
Flexible, scalable, and secure communication, coordination, and collaboration systems are needed

to support the enactment of the governance model. Little theory-based guidance is available to
help companies to design and use such systems to achieve the goals of cycle time reduction and
improved product quality, service delivery, and overall effectiveness.
Design theories, unlike other theories, support the achievement of goals [27–32]. Walls et al.

[30, p. 37] argue that the information systems (IS) ‘field has now matured to the point where
there is a need for theory development based on paradigms endogenous to the area itself’ and call
for IS design theories to fulfill that need. An IS design theory is ‘a prescriptive theory based on
theoretical underpinnings which says how a design process can be carried out in a way which is
both effective and feasible’ (ibid, p. 37). It prescribes both the design product and process aspects
of a class of IS, that is, what are (1) the value propositions to be fulfilled by implementing an
instance of the class, (2) meta-requirements describing the problem(s) to be solved by the class,
(3) the meta-design prescribing the solution for the problem(s), and (4) applicable kernel theories
from social and natural sciences for understanding and/or solving the problem(s) shared across all
products within the class, and how the products should be built [30,31].
Salo and Käkölä [16] found that groupware-based requirements management systems (RMS)

need to be designed and used to redesign and enact the earliest phases of product development
effectively in multi-site, cross-functional organizations. They developed an IS design theory for the
class of RMS in order to (1) facilitate the endogenous theory development in the context of RMS
research, (2) to help RMS designers build successful RM systems for creating, prioritizing, refining,
storing, and managing requirements, and (3) to guide organizations in evaluating and deploying
RMS. However, the benefits afforded by RMS were hampered if the RMS instances prescribed
by the IS design theory were not integrated with the systems used in the downstream phases in
order to provide transparent end-to-end support throughout the product development life cycle [16].
For example, customer representatives responsible for entering requirements could not use RMS
instances to follow-up if and when the requirements would be implemented, lowering their interests
in entering the requirements. The scope of the IS design theory should thus be broadened to design
systems that support the life cycle more comprehensively.
This research focuses on integrating requirements management with release management that is

concerned with the identification, packaging, and delivery of product’s elements [33]. Releases can
be realized through various organizational arrangements such as release projects in organizations
structured around products [34] and permanent release teams in organizations responsible for the
long-term development and maintenance of strategic software and hardware assets. An illustrative
scenario of release management practices for software product businesses is presented next. Each
product identified during product line roadmapping is developed incrementally in release projects
that follow the release plan and typically last from a few months to a year. Each release project
is executed in a number of iterative cycles in which new features are added and the product
quality is improved so that every cycle yields a tested and stable product version. During each
cycle, feedback is collected from key stakeholders and used to plan and execute the next cycle(s).
In addition to the traditional project management activities, release management determines how
many cycles and internal releases are needed (for testing purposes) in a release project, refines the
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requirements identified during product line roadmapping, allocates the requirements to the most
appropriate cycles, and schedules the cycles. It thus ensures that internal and external releases meet
the (specified and managed subset of) requirements identified and agreed upon in the front end of
product development.
Based on our extensive industrial experience and the review of academic literature, we hypothesize

that the theoretical validity and practical relevance of the IS design theory for the class of RMS can
be enhanced most effectively by extending the theory to provide integrated support for requirements
and release management. The extant literature provides little guidance for designing and deploying
integrated requirements and release management systems (RRMS). This article develops the design
product theory (i.e., the product aspects of the IS design theory) for the class of RRMS (cf. [32]).
It addresses the following research question:

• What are the necessary and sufficient properties for the class of RRMS in a multi-site and
multi-partner environment?

The main contributions of the article are the meta-requirements of the design product theory
and a meta-design that partially meets the meta-requirements. They are crystallized and validated
based on (1) a case study in a global organization that deploys an RRMS instance organization-
wide for effective requirements and release management and (2) a literature review in the areas of
requirements management, release management, and process integration.
The design product theory for the class of RRMS can be useful and generic only, if the two

key concepts requirement management and release management and the scope of the theory are
clearly defined. In this article, the two concepts refer to generic requirements and release-related
actions, information entities, and roles, which can be adopted throughout the multi-site and multi-
partner organization regardless of (1) the organizational design, (2) the product characteristics,
and (3) the selected software and/or hardware development methods. As a result, the theory is
independent of issues such as: how product lines and platforms are organized, which types of
customers exist, and how much the efforts and times needed to develop different types of products
vary. We have determined the scope of the theory by analyzing the RRMS instance in the case
organization. The instance has been successfully used for years without any major design changes
whereas the case organization has instituted numerous major organizational changes. The RRMS
design invariance has been possible because the organization has scoped the design effectively
by (1) determining the generic requirements and the release-related actions, information entities,
and roles that always need to be supported by the RRMS instance and (2) interfacing the generic
design to various (A) project management practices and systems deployed to plan and monitor the
project resources and costs, (B) release planning practices deploying different heuristics, methods,
and systems on a case-by-case basis to plan one or more releases based on only a limited set
of instances of information entities (e.g., some features and a limited number of releases), and
(C) product portfolio management practices (where the portfolio of products is agreed). In sum,
requirements and release management processes and enabling RRMS instances, respectively, need
to be interfaced with project management, release planning, and product portfolio management
processes and enabling systems. For example, RRMS instances need to provide middle managers
responsible for requirements and release management processes with good overviews of all the
requirements, features, and releases. During release planning a subset of all the features and releases
is planned using various heuristics, methods, and systems. The RRMS instances serve as sources of
feature and release information. Release planning usually requires information about other issues
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(e.g., available resources) from other sources too. The resulting release plans are then made available
through the instances, so that all the teams working on the releases involved in a release plan can
see the release schedule and the middle management can monitor the development efforts.
The design product theory has been created partially based on the experiences in the global case

organization to ensure that the meta-design is flexible and scalable, that is, the RRMS instances
following the meta-design can handle large volumes of information entities and their relationships
(provided that the necessary hardware resources are available) and enable diverse organizational
designs, development methods, and types of products (including both hardware and software).
However, we have made every effort to simplify the meta-design so that even small and medium-
sized organizations can leverage it to implement RRMS solutions. The design process aspects of
the IS design theory for the class of RRMS are not elaborated because our industrial experiences
indicate that, at least in the context of the class of RRMS, it is most useful to prescribe the design
product and let the designers adopt the development methods most suitable for implementing the
design product in their socio-technical contexts.

2. DESCRIPTION OF THE CASE ORGANIZATION AND THE RESEARCH
METHOD

A literature review was performed to develop preliminary meta-requirements and meta-design
elements before the case study started. Later on, it was complemented by a review of the commer-
cially available RRMS. The review was essential to reduce bias induced by the single case study
and ensures the generalizability of the meta-requirements and the meta-design to the maximum
possible extent [35]. Potential meta-design elements that according to the review were peculiar to
the organization or its RRMS instance (hereafter, the RRMS) were eliminated. For example, the
RRMS consisted of numerous information entities but many of them were peculiar to it because
they reflected the same underlying concepts in different abstraction levels to facilitate the technical
implementation of the RRMS.
The RRMS-enabled requirements and release management process had been institutionalized

across the organization by the time the study was started. Business units ran product lines in
which product programs produced product releases under the guidance of product roadmaps and
release plans for customers in specific market segments. Product programs deployed software and
hardware platform releases developed by internal platform units, inter-organizational consortiums,
and external providers. The platform releases integrated hardware and/or software component
releases that were developed internally or by partners or purchased off-the-shelf from external
providers. Requirements were collected from markets, service providers, and other internal and
external sources. Requirements triage was then conducted to eliminate requirements that did not
warrant further actions. Acceptable requirements were allocated to the appropriate units and compo-
nent providers using the RRMS and iteratively refined into increasingly detailed product, platform,
and/or component features that could be scheduled, implemented, and released by the individual
development teams. The process typically involved complex negotiations between stakeholders.
Product lines and platform units produced a diverse set of products that were in the different

stages of the product life cycles, targeted different markets, and had different component vendors.
They could thus vary their RRMS-enabled requirements and release management processes within
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the boundaries agreed upon at the organizational level. For example, product, software platform,
and software component releases could be planned months in advance whereas features, releases,
and release dependencies of hardware platforms could be planned even one or two years in advance
depending on how accurately the providers could estimate their release plans and schedules for new
hardware components. Product programs that needed to develop and deliver new products quickly
could utilize the RRMS (1) to know which critical new features the platforms were planning to
release and when and (2) to link their requirements to the features.
The RRMS was a proprietary Lotus Domino-based application developed in the organization. An

organization-wide Lotus Domino infrastructure had been institutionalized before the development
started and the organization was competent in developing and deploying Domino applications.
The RRMS had been productized, that is, one RRMS design and repository was used. Different
organizational units had been closely involved in designing the RRMS from the beginning and had
become committed to using and further developing it. They considered the RRMS highly malleable
to the changing business needs partly because the organization controlled it and business units did
not need to negotiate with external vendors when changes were needed.
Requirements, features, and releases were the key information entities to be managed throughout

their life cycles using the RRMS. Most importantly, the RRMS was used to continuously manage
dependencies within and between the information entities and enable traceability between the
entities and all the organizational units responsible for creating and updating the entities during their
life cycles. Requirement, feature, and release managers were responsible for managing the respective
entities. Product line managers coordinated product programs and the associated platforms. For
example, product line requirement managers received requirements from sources such as product
marketing. If the requirements could not be addressed within the product programs because they
belonged to the scope of the product platforms, product line requirement managers allocated them
to the appropriate platforms and later on followed their progress using the RRMS. Release managers
in the various levels used the RRMS to scope and schedule releases and to create and analyze
dependencies between releases. Line managers used the RRMS to ensure the availability of the
appropriate resources when needed. The RRMS also enabled release teams to search and locate
reusable assets quickly, substantially increasing the perceived productivity.
However, while using the RRMS for achieving these objectives, some problems prevailed. Orches-

tration of complex parallel development programs, involving multiple internal and external develop-
ment units across multiple sites, was challenging and coordination breakdowns sometimes occurred.
For example, product releases depended on platform releases, which, in turn, could depend on
other platform releases and/or component releases. Component providers ran their own businesses
and product platforms were not necessarily their most important customers. Component providers
sometimes had to change their commitments to meet the emerging business needs, resulting in
issues such as delayed releases. The RRMSwas critical for managing these dependencies and recov-
ering from breakdowns. For example, if a release was unexpectedly delayed, the release manager
updated the release schedule and the information about the delay was immediately available to all
stakeholders. The schedules and scopes of the releases dependent on the delayed release could then
be revised as necessary.
Indeed, the ability of the RRMS to support efficient routines and the recovery from complex

breakdowns was a major reason for the successful organization-wide institutionalization of the
RRMS-enabled requirements and release management process. After institutionalization, the use
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of the RRMS has been relatively stable with respect to measures such as the number of active
users and the number of documents created. For example, the personnel of all product programs
have entered into the RRMS the requirements for the platforms that the programs deploy. During
a 3-month period in 2008, the RRMS was used in read-only mode by more than 6000 people and
updated by more than 2000 people within the organization. In addition, around one hundred people
used the RRMS in external service providers’ sites. By the end of 2008, it contained about 22 000
active requirements, more than 50 000 active features, and 23 000 active releases. The documents
that were no longer active had been automatically archived.
The RRMS was critically important for the top and middle management because it was the

primary organization-wide IS containing real-time information about all the releases and associ-
ated requirements and responsible stakeholders. While there were many reasons contributing to the
success of the RRMS within the organization, it is crucial, from the viewpoint of creating an IS
design theory for the class of RRMS, that the RRMS-enabled real-time transparency and manage-
ment of product development within the entire organization. Other significant factors contributing
to the success of the RRMS were: it imposed the appropriate amount of control on the people
using it, its information model included mostly textual descriptions of information and minimized
redundancy of information between the RRMS and related IS, and it was easy for users to add
information to it. In addition, since the RRMS focused on release management, it did not replace
higher-level product portfolio management and product line roadmapping systems, which require
advanced algorithmic models (e.g., what if-analyses, cost and effort estimation, optimization of
inter-dependent releases) and visualization techniques. But all the results (e.g., feature priorities,
allocations of features to releases, and release schedules) from using such systems had to be stored
in the RRMS because (1) they guided the planning and implementation of releases and (2) the
middle management based its product development decision making largely on the information
available in the RRMS.
The software and hardware development processes and the supporting IS were not significantly

affected either, because they were beyond the scope of the RRMS. Software development efforts
increasingly leveraged agile development practices. The RRMS thus could not impose unnecessarily
stringent control mechanisms on them. Only the inputs to and the deliverables of management and
the software and hardware development processes and systems were dealt with by the RRMS. For
example, if requirements in the RRMS needed specific product or organizational models to make
them understandable to executives, managers of service providers, or other critical stakeholders,
the models were crafted in appropriate modeling environments as necessary and hyperlinked or,
sometimes, imported to the RRMS. Unified Modeling Language (UML) was deployed [36] but
thorough UML modeling was conducted only when necessary because the organization managed
tens of thousands of requirements and features through the RRMS. The priorities, schedules, and
other information stored in the RRMS could be used to prioritize the modeling efforts. The models
were created, modified, and managed throughout their life cycles using the modeling environ-
ments instead of the RRMS. The analysis of RRMS-enabled processes and interfacing IS has thus
helped us to scope the design product theory for RRMS appropriately. More details concerning the
organization and the RRMS and related IS are beyond the scope of the article.
Two of this article’s authors, a doctoral student and a master’s student in IS research, worked

full time in the organization during a 6-month study period. The RRMS had become increasingly
complex over the years when its designers had tried to meet the ongoing influx of new requirements.
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While its functionality had been documented well, the organization was keen to further develop it.
A current state analysis of the RRMS was thus deemed necessary to better understand its limitations
and possibilities. Major design changes were not realized during the study. The authors had access
to all the relevant information and could interact with all people who had been involved with the
RRMS design. They observed the use of the RRMS, analyzed documentation, discussed infor-
mally with various stakeholders, and conducted six semi-structured interviews with middle-level
managers who had been involved with the design and use of the RRMS for process improvement.
After interviews were completed, the interviewees were provided with interview transcripts and
summaries. Interviewees reviewed the meta-requirements and proposed new ones that were added
to the original set if all the interviewees considered the proposed meta-requirements critical for the
class of RRMS. The proposed meta-requirements and meta-design were used in the organization
for further development of the RRMS. The authors retained access to the organization and peri-
odically observed the successful co-evolution of the RRMS and the organization until the time of
completing this article.
Walls et al. [30,31] argue that kernel theories from natural and/or social sciences need to be

identified and used to derive and govern meta-requirements of IS design theories. Interestingly, the
people the authors interviewed or otherwise interacted with could not specify academic articles or
theories influential during the RRMS design. Theywere experts with long organizational tenures and
relied on theories-in-use [37] developed primarily through social interactions (cf. [38]), experiences
from earlier projects, and agile development practices instead of academic articles, kernel theories,
or design theories. The authors thus became increasingly intrigued with how to build such a simple
but scalable and effective IS design theory for the class of RRMS based on the case study that IS
designers and managers in other organizations would be willing to use the theory in addition to
trial and error mechanisms and long-reinforced theories-in-use. Kernel theories were determined
to be out of the scope of the design product theory because no empirical evidence could be found
about their usefulness in the context of the RRMS design.

3. META-REQUIREMENTS OF THE IS DESIGN PRODUCT THEORY FOR THE
CLASS OF RRMS

This section presents the meta-requirements for the design product theory for the class of RRMS.
They are introduced by revising a framework of Salo and Käkölä [16]. The framework considered
meta-requirements in relation to three categories of services that RMS have to offer: (1) commu-
nication, (2) control, and (3) change. Communication refers to the ability of RMS to disseminate
requirements information within an organization, including information about the rationale for RM
and its relationships to the external environment. Support for control ensures that requirements
are dealt with in accordance with the approved principles and procedures. Support for change is
needed because products, technologies, and customers change and RMS must remain amenable to
adjustments at all levels of the RM activity.
The three categories are valid for the class of RRMS but two new ones are needed: (4) Platform-

based product development and (5) Process integration. Platform is the physical implementation of
the baseline entity that contains the common business requirements for all the derivative products
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Table I. A framework for categorizing the meta-requirements of the design product
theory for the class of RRMS.

Platform Process
Communication Control Change development integration

• Prioritization
and valuation of
requirements and
the allocation of
requirements into
releases
• Traceability
• Single capture
of information

• Content ownership
and accountability
• Management and
coordination
• Creating and
sharing of metrics
information
• Access rights and
information security

• Version
management of
requirement
documents
• Release
re-planning
• Change
management and
impact analysis
• Defining and
maintaining the
requirements
baseline

• Creation and
reuse of reusable
assets

• Process transparency
• Providing
high-quality
information
• Providing
information at the
right and consistent
level of detail

that the platform has been designed to support (cf. [2,7,39–41]). Market-driven product development
occurs on top of the platform. End-to-end process integration is necessary to ensure that all require-
ment and release managers have all the high-quality information they need to be available at the
right level of detail when they need it. Process integration also helps to ensure that all the release
level information is available in a repository so that the managers can analyze it and take deci-
sions by means of other IS (which are beyond the scope of the design product theory presented in
this article) that aggregate the requirement, feature, and release level information and link it with
product portfolios and roadmaps, release plans, and other information related to strategic business
management. Table I classifies all meta-requirements.

3.1. Meta-requirements in support of communication

3.1.1. Prioritization and valuation of requirements and the allocation of requirements into
releases

Requirements must be allocated into releases using requirement prioritization and valuationmethods
that enable the most crucial requirements to be implemented and released first [42,43]. The methods
are typically based on trade-off analysis between the economic values and implementation costs
and resource constraints associated with the requirements [42, p. 140] and [22,44]. Moreover, all
stakeholders do not have the same relative importance and each stakeholder may valuate each
requirement very differently [43,45,46].
According to the interviews, customer involvement in valuation, prioritization, and selection

adds value to these processes: ‘Requirements can be prioritized to releases by communicating with
customers and agreeing on what functionalities are wanted and on what timetable.’ RRMS instances
must provide the prioritization and valuation methods with the necessary requirement, feature, and
release information and store the resulting valuations, priorities, and allocations.
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3.1.2. Traceability

The purpose of requirement management is to achieve complete traceability from customers via
the organizational departments to delivery [12, p. 69]. Traceability improves risk assessment,
project scheduling, and change control [13, p.12]. All the interviewees agreed that traceability from
requirements elicitation to product delivery is critical for RRMS success. The interviewees also
suggested other needs for traceability (e.g., linking components, errors, and use cases). But it is
expensive to collect and manage traceability information [47, p. 129]. Based on the analysis of
the case organization, only the following traceability meta-requirements must always be imple-
mented by RRMS instances:

• Ability to trace forward from requirement sources to requirements, from requirements to
subsequent features and corresponding design elements and designs [48], and from features
to future releases defined by release plans.

• Ability to trace backward from releases to the features packaged in the releases and from the
features to the requirements implemented by the features [48].

• Ability to trace from requirements directly to design entities and backward [47].
• Ability to trace requirements dependencies [47,49] and release dependencies.

3.1.3. Single capture of information

RRMS instances must be the single capture points for requirements, features, and releases, ensuring
that there is no redundant and inconsistent requirement, feature, and release information in the
organization and that all requirements are handled appropriately in a single effective and transparent
process reducing the risks of missing or forgetting requirements. RRMS instances should thus
be (1) easy to use for occasional users in order to ensure that they enter the information, (2)
interfaced to related systems such as requirements and architecturemodeling and defect management
environments, and (3) interfaced to partners’ systems to ensure that partners can create, update, and
review information as necessary.

3.2. Meta-requirements in support of control

3.2.1. Content ownership and accountability of experts

Requirements and release management activities should have appropriate owners who establish and
reinforce appropriate norms for them [12, p.70]. Content and process ownership can be enhanced by
assigningroleswithclearlydefinedresponsibilitiestopersons.Forexample,asetofrequirementscanbe
allocated to a requirementmanagerwhile a particular release canbe assigned to a releasemanager.The
role definitions and assignments improve the accountability, enable evaluations of peoplewith respect
to their role expectations (e.g., releasemanagersmay be evaluated based on the quality of releases they
are responsible for), and can ensure that all agreed-upon-deliverables are delivered in time and meet
the defined quality criteria. Role-based management also facilitates organizational (e.g., people may
continuetheirworkintheiroldrolesinaneworganization)andindividuallevelchanges(e.g.,anewperson
takesresponsibilityofarole)[23,50].RRMSinstancesmustthusmeetthismeta-requirementtofacilitate
personnelevaluation,processexecutionandimprovement,andqualitycontrol.
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3.2.2. Management and coordination

RRMS instances must enable the coordination of flows of requirements and the allocation of
requirements to releases through managerial activities and decisions. For example, decisions need
to be taken concerning the acceptance of particular requirements to the development process and the
maturity levels of the requirements. To allocate requirements to specific releases and implementation
teams and track their progress, RRMS instances must enable the assignment of different statuses
to requirements. An interviewee commented that: ‘It should be possible to see from the tool who
is responsible for certain parts of the process, who makes decisions concerning those parts, what
the timetables are, and what kind of documentation should be available.’

3.2.3. Creating and sharing of metrics information

Measurement is an essential part of process management [24,50–53]. Defined and measurable
objectives are needed to evaluate the current status and develop the process. Metrics information
enables the comparison of process effectiveness across organizational units and similar releases
over time (e.g., product line management). RRMS instances must provide a balanced set of process
quality metrics (e.g., within each organizational unit) such as (1) the ratio of releases delivered
in accordance with the planned release schedule to all delivered releases, (2) the ratio of releases
delivered in accordance with the planned release scope (i.e., all requirements planned and assigned
to the release have been realized) to all delivered releases, (3) the ratio of releases delivered in
accordance with the planned work effort to all delivered releases, and (4) the ratio of cancelled
releases to all releases.

3.2.4. Access rights and information security

Access rights and information security policies are crucial in high-technology companies. Prod-
ucts and platforms are typically designed and implemented in complex networks or consortia of
companies where competitors are involved. RRMS instances must help to ensure that partners do
not access each other’s sensitive information. For example, multiple partners can co-operatively
build a platform and use an RRMS instance to share information about it. At the same time, they
may build competing products on top of the platform and the RRMS instance must not leak any
confidential information related to partners’ products and objectives.

3.3. Meta-requirements in support of change

3.3.1. Version management of requirement documents

Versions of individual requirements and requirements specifications need to be controlled [54,
p. 268]. Change management and document version management processes must be in place to
create and maintain requirement documents and their different versions. Requirement document
version management is related to the general workflow management. However, one interviewee
emphasized that it is most useful in the requirement development phase, and not in later phases
when the documents are relatively stable. Change management and version management processes
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should be aligned, agreed upon, and enabled by the RRMS instances: ‘If the change is large, a new
requirement can be created or the old one can be changed via the change management process. In
practice, we could use version management for small revisions. But if the changes are too large,
change management needs to be used.’

3.3.2. Release re-planning

When software development is market-driven [15], release planning and requirement prioritiza-
tion are parts of strategic product line roadmapping [7,42]. Especially in product programs the
stakeholders need to continuously create and share knowledge to deal with uncertainty and turbu-
lent market conditions. Release re-planning is needed when, for example, the product strategy is
changed. Release re-planning may be related to planning the scope, role, and timing of every product
release specified in the product roadmap or to release management (i.e., re-planning the length of
development, the scope of features, and the number of iteration cycles involved in a release) when,
for example, several key developers leave unexpectedly [34]. Release managers may need to re-plan
releases with the stakeholders on a weekly basis.
The RRMS instances prescribed by the RRMS design product theorymust thus enable the relevant

stakeholders to be involved in release re-planning at the right time and at low cost and provide
the stakeholders with the necessary requirement, feature, and release information for re-planning
both individual releases and all releases involved in a roadmap. Release managers can then use
appropriate release planning heuristics, methods, and systems to plan and re-plan the releases so
that the stakeholder priorities are best satisfied while the utilization of resources available to release
development is maximized [46]. To facilitate the stakeholder involvement and to reduce the burden
of re-planning, the release planning systems should generate alternative release plans when the
stakeholder priorities, available resources, and/or requirement dependencies change; let the release
managers rank the plans and take decisions together with the stakeholders; and help to store the
resulting release information in the RRMS instances.

3.3.3. Change management and impact analysis

A clearly defined change management process is needed to estimate the impacts of possible changes
and to control the changes made to the requirements and releases [23]. Change management and
impact analysis enable organizations to be aware of the influences of requirement changes on the
software and hardware components, test cases, resources, and the market situation. Change manage-
ment and impact analysis are tricky when RRMS-enabled requirements and release management
processes have not been institutionalized across the geographically distributed sites, projects, and
partners involved, because no one has adequate visibility into the detailed activities of the projects.
However, the institutionalization of these processes may dramatically improve the situation, because
the RRMS instances must (1) trace requirements to the designs and development teams respon-
sible for them, (2) trace requirements to the product releases delivering them, (3) trace requirement
dependencies and release dependencies, and (4) clarify to all stakeholders designing a system in
detail and in real-time which deliverables for that system are coming from which releases and
when. For example, when the change of a major requirement for an important component is consid-
ered, an RRMS instance makes it relatively easy to see not only how much time and money the
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implementation of a new design would take based on the features affected, but also which other
releases depend on those features. The relevant stakeholders can then be contacted to better under-
stand the impacts and decide about the feasibility of the requirements change.

3.3.4. Defining and maintaining the requirements baseline

RRMS instances must support requirements baselining, that is, the freezing of the current agreed
upon requirements. When the baseline decision has been made, subsequent requirements are treated
as change requests and compared with the baseline. If the requests are accepted, they will enter
product development through the change management process [23]. The requirements in a base-
line that has been incorporated into a delivered release should not be changed in the subsequent
releases. After all, the delivered release cannot be changed later on. Only a new release can be
established to replace the delivered one as necessary. Changing the requirements associated with a
release after the delivery of the release would yield to inconsistency and jeopardize the traceability.
New requirements should thus be created for the subsequent releases and linked to the baselined
requirements that have already been delivered.

3.4. Meta-requirements for platform development

3.4.1. Creation and reuse of reusable assets

Platforms are strategic organizational assets designed to be reusable and afford common features
and predefined variation mechanisms through which mass-customized products can be created
quickly and cost effectively [7]. Platforms consist of assets such as requirements, design elements,
components, and user interfaces. RRMS instances should provide a comprehensive information
model to describe and document the assets adequately. They should not only document platform
releases at the time of creation but also help link the releases to all associated requirements, features,
and releases. They should provide advanced search functionalities to help developers and other
stakeholders to easily deploy the requirement, feature, and release information in order to search,
retrieve, and leverage compatible assets in novel and possibly unforeseen ways. These issues are
clarified by two interviewees:
Requirements management involves the identification and management of baselines and products

[for strategic reuse]. For example, we could see from the [RRMS] tool that this [requirements]
baseline is good for our purposes and we just have to change it from there and there in order to
have a right configuration for our needs.’
‘One of the main purposes of the RRMS tool is to support reuse of both requirements and assets

(modules, components). . .Different knowledge search capabilities are essential.’

3.5. Meta-requirements in support of process integration

3.5.1. Process transparency

RRMS instances must help to make integrated requirements and release management processes
transparent, that is, the stakeholders involved should be able to understand the results of their
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RRMS-mediated actions (e.g., which product and platform releases would be affected and how, if a
particular release was delayed by a month) and create knowledge for dealing with unexpected errors
or coordination breakdowns as quickly and proactively as possible before expensive disruptions in
routines and flaws in deliverables occur [23,50]. One interviewee stated: ‘Process transparency is
especially important in decision making situations. Another important situation is when someone
cannot implement, for example, a requirement in a given timetable.’
Most developers in the case organization could access (in read-only mode) all documents in the

centralized RRMS database, critically improving the transparency. For example, release managers
in platform units used the RRMS instance to follow the development and testing of the components
their releases depended on and took corrective actions proactively, if the components were likely to
be delayed. Transparency was also facilitated by using the RRMS instance to standardize the most
critical information entities and the terms and forms used in them.

3.5.2. Providing high-quality information

Organizations have to be able to base their requirements and release decisions on high-quality
(i.e., accurate, specific, relevant, reliable, timely, and accessible) information [55]. Transparent
RRMS-mediated processes and committed, skillful people are crucial to ensure high quality. RRMS
instances should also help users to identify which pieces of information are the most critical in
each phase of the process, for example, by sending reminders and highlighting the required fields
of respective information entities in the different phases.

3.5.3. Providing information at the right and consistent level of detail

Appropriate and consistent granularity of information facilitates decision making and eliminates
extraneous activities required to decompose or summarize information [16,56]. The right level of
detail depends on the situation. For example, highly mature requirements and release management
processes can leverage much more detailed (quantitative) information than immature processes.
RRMS instances must incorporate and represent requirement- and release-related information in
consistent granularity levels (e.g., system requirements, subsystem requirements, and functional
requirements) that are useful for different process contexts and roles. For example, RRMS instances
may be used to generate requirements specifications for product releases. Each requirement in the
generated specification should be testable by means of a small number of tests. If some requirements
are not testable, they are probably represented on higher granularity levels than the testable ones
and there is no consistent level of detail in the specification.

4. A META-DESIGN OF THE IS DESIGN PRODUCT THEORY FOR THE CLASS OF
RRMS

This section first outlines a generic meta-design for the class of RRMS based on the analyses of
interview transcripts, the RRMS instance in the case organization, and the literature review. It covers
most meta-requirements specified in the previous section. The section concludes by explaining the
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Figure 1. Information model of the meta-design of the design product theory for the class of RRMS. Note: The
links that go back to themselves in each entity represent parent–child relationships.

linkages between the meta-requirements and the meta-design to validate the meta-design and to
justify its scope.

4.1. Information model for integrated requirement management and release management
process

To design an effective requirement management and release management process, the information
model for the process must be defined. We have synthesized a simple but scalable model based
on the literature review and a detailed examination of the RRMS instance. The experts of the
case organization have reviewed and accepted the model. It consists of four entities used in the
integrated process and links between and within the entities to enable the traceability, hierarchical
composition (i.e., each entity can consist of any number of the same type of entities), and the
appropriate granularity of information (Figure 1): Customer Requirement, Requirement, Feature
and Release.
Customer Requirement is used to model requirements from the external environment. Internal

and external requirements are separated to meet the meta-requirements related to platform-based
product development and information security. For example, customer requirements are business
critical and can provide competitive advantage by enabling organizations to focus on implementing
the differentiating and high-value adding requirements. Access rights for them and for internal
requirements have to be defined and enacted differently.
Requirement is used for internal requirements developed by product creation processes within

an organization or a network of companies collaborating to create a joint product and/or platform.
Requirement can thus be used for platform requirements related to the platform offering. In the
platform context, Customer Requirements can be used as the basis for developing derivative products
on top of the platform. Separation of Customer Requirement and Requirement also facilitates
change management. Requirements can be changed only through negotiations with their originators.
Negotiations with external requirement suppliers are often more challenging than with suppliers of
internal requirements, especially when the external suppliers contribute to funding the development
efforts.
Features denote the intended behaviors or properties of software-intensive systems. They

are usually created and managed as hierarchical feature structures solving the problems that
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Requirements identify [57]. The solutions may reflect, for example, business processes, organiza-
tional structures, or product architectures. Feature is the largest entity in the information model
containing the technical specification, workflow planning, and implementation. By using Feature
as a basis of implementation and technical specification, Requirements become more manageable
and there are clear traceability links to the origins of Features and to implementation phases, that
is, specifications, responsible teams, and realized pieces of software code.
Product roadmaps and the associated release plans often trigger the development of new releases

and provide themwith high-level requirements. For every new release, a release manager is typically
assigned and a Release instance is created to plan, implement, and document the resulting release.
If a previous release exists, its feature set may serve as the starting point. New functional and non-
functional requirements to be delivered in the release are identified and refined and Requirement
and Feature instances are linked to Release instances as necessary. RRMS instances can be used
to locate, reuse, and modify the existing Requirements and Features whenever possible, imple-
ment new Features as necessary, and group the implemented Features into the Release instance
documenting the release. Releases can also be organized hierarchically into, for example, platform
and product releases.
Customer Requirements are linked to one or more Requirements, which, in turn, are linked to

one or more Features. Highest-level Requirements are typically large-scale system-level definitions
of business problems. Dividing them into sub-problems (i.e., lower-level requirements) which are
linked to Features enables more accurate project cost, schedule, and effort estimation and better
workflow management. Features describe implementable partial solutions to the business prob-
lems. The highest-level releases are comprehensive, valuable solutions consisting of Releases and
Features, whereas lower-level releases can, for example, deal with components.

4.2. Generic structures of entities

This section introduces generic structures, classes, and attributes of the entities presented in the
information model. According to the design product theory, RRMS instances prescribed by the
theory should include at least these entities, structures, classes, and attributes to be effective.

4.2.1. Requirement and customer requirement

Table II presents the generic structure of Requirement and Customer Requirement by revising
and elaborating on the work of Salo and Käkölä [16]. Next, each class within the structure is
presented.
Description class describes the intent of and justification for a Requirement and a Customer

Requirement.Version attribute indicates the version number of the document.Name and ID attributes
are used for identification and traceability.
Origin class describes where the Requirement comes from and when. For Customer Requirements

the sources are external organizations. For Requirements, sources are Customer Requirements and
internal organizational units.
Categorization class describes the parts (i.e., platform, product, and responsible person) of

the product and the development organization managing the Requirement or Customer Require-
ment. Platform works as the base architecture for derivative products. Requirements and Customer
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Table II. Generic structure of Requirement and Customer Requirement.

Class Question Attributes

Description What is the requirement about? Name
ID
Description
Rationale
Version

Origin Where does the requirement come
from?

Author
Source
Date of creation

CategorizationWhat parts of the product and the
development organization is the
requirement related to?

Platform
Product
Responsible Person

Analysis What are the implications of the
requirement?

Status
Priority
Customer need
Deadline for the customer need
Customer value
Risks
Required work effort
Total cost

Workflow What should be done to this
requirement next? By whom?

Allocation to Requirements/Features

History What has been done to the Assignment to Requirement/Feature responsible
requirement? When? Information about all prior edits, editors, and changes

Requirements will be linked to the appropriate platforms and final products via Features and
Releases. Responsible persons update Requirements and Customer Requirements as necessary.
Analysis class is used to probe the implications of the Requirement. Priority and customer

value can be handled as one attribute, but organizations needing sophisticated valuation processes
should divide them into two. Customer need attribute is used to describe the detailed business case,
which the Requirement or Customer Requirement is trying to solve. If there is a firm deadline
by which the Requirement needs to be implemented and released for use of customer(s) (e.g.,
in their products), the deadline must be made explicit through the deadline attribute. The total
cost and required work effort need to be estimated [51,53] to determine whether the Require-
ment is feasible from the economic, personnel, and schedule viewpoints. Risks associated with
the (Customer) Requirement need to be assessed. Status attribute models the requirements life
cycle. Examples of requirement statuses include: New—Categorized—Analyzed—For Review—
Approved/Rejected/Postponed [16].
Workflow class describes what should be done next to Requirement or Customer Requirement and

by whom. Customer Requirements and Requirements are allocated, respectively, to Requirements
and Features and responsible persons are assigned.
History class is used to provide information about all prior changes and editors of requirements

documents [16]. It enables traceability and the development of organizational memory that is
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especially useful when routines break down unexpectedly and the reasons for the breakdowns must
be found and eliminated to continue the effective execution of routines [50].
4.2.2. Feature

Each class within the Feature-entity (Table III) is presented in this section.
Description class tells the intent of and justification for the Feature. Origin class indicates the

author, date of creation, and Requirements, if any, from which the Feature is allocated.
Categorization class links Features to products and/or product platforms and identifies the person

having the feature responsibility. Because Feature is an entity for managing detailed implementation,
it has a traceability links attribute containing links to technical specifications, documentations and
code. Features tend to have complex dependencies [57]. For example, a Feature may be incorporated
into a Release but its parent Feature may not be incorporated if the scope of the parent Feature is too
wide for implementation in any single release. However, the parent Feature may fulfill a particular
Requirement. A dependency link between these two Features thus provides valuable information
for decision makers.
Analysis class contains most attributes that Requirement and Customer Requirement have, with

the exception of customer value-attribute used to decide whether Requirements or Customer
Requirements should be implemented or not. The required work effort needs to be estimated to

Table III. Generic structure of Feature.

Class Question Attributes

Description What is the feature about? Name
ID
Description
Rationale
Version

Origin Where does the feature come from? Author
Source Requirements
Date of creation

Categorization What parts of the product and the
development organization is the feature
related to?

Platform
Product
Responsible Person
Traceability links (e.g., documentation, code)

Analysis What are the implications of the feature? Status
Priority
Customer need
Risks
Required work effort
Realized work effort

Workflow What should be done to this feature next?
By whom?

Task description
Assignment to teams/persons
Assignment to Release
Date when Feature is ready for Release

History What has been done to the feature? When? Information about all prior edits, editors, and
changes
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Table IV. Generic structure of Release.

Class Question Attributes

Description What is the release about? Name
ID
Description
Version

Origin Where does the release come from? Author
Source Features
Source Releases
Date of creation

Categorization What parts of the product and the
development organization is the release
related to?

Platform
Product
Responsible Person

Analysis What are the implications of the release? Status
Priority
Required work effort
Realized work effort

Workflow What should be done to this release next?
By whom? What should be done to
dependent releases?

Planned release date
Actual release date
Dependent Releases

History What has been done to the release? When? Information about all prior edits, editors, and
changes

assess implementation costs and help teams in their work allocation and scheduling. It is also useful
to determine Realized work effort when the feature is ready for release because estimation practices
can be systematically improved by comparing the original work effort estimates to the actually
realized work efforts.
Workflow class consists of detailed task descriptions together with traceability links to provide

the guidelines for implementation work and to enable organizational learning through, for example,
post-mortem analysis (i.e., what was planned vs realized). Before starting the work, Features are
assigned to responsible teams or persons. History class is used to provide information about all
prior changes and editors of feature documents.

4.2.3. Release

Classes within the Release-entity (Table IV) that need elaboration are explained in this
section.
Description class describes what the Release is about. For example, the Release may fix some

specific quality problems of the previous Release without providing new functionality. In Origin
class, source features and source releases attributes indicate which Features and Releases are
included in a Release. In Categorization class, a Release is related to specific product platforms
and/or products and has a responsible person.
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Analysis describes the life cycle of a Release through status attribute. Statuses include: Planned—
Ready to be Released (i.e., all Features belonging to the Release have been implemented, tested,
and found to be stable and all lower-level Releases the Release depends on have been released)—
Released. It should be noted that a Release can also be canceled but only if no other Release is
dependent on it. Dependent Releases must thus be canceled or made independent from the Release
to be canceled. The allocations of Features to a canceled Release must be removed in respective
Feature-entities.
For every source Feature, the required work effort should have been estimated when the source

Features were analyzed. When a Release has been delivered, it is useful to assess and document
(1) the work effort that was necessary to realize each Feature, (2) the total work effort realized
to implement the Release, and (3) the reasons for any major discrepancies between the estimated
and realized efforts. Impact analysis practices and the accuracy of release schedules can then be
improved in the future.
Because Releases constitute manageable and releasable entities, the only Workflow- related

attributes tell the planned and actual release dates and provide links to all Releases depending on
this Release. The release managers of dependent releases can thus be notified, for example, when
the Release has been delivered or when it will be unexpectedly delayed. This information together
with the information stored in the realized work effort attribute and History class is adequate for
organizational learning and performance monitoring.

4.3. Validating and scoping the meta-design by analyzing how it meets the
meta-requirements

This section analyzes how the meta-design satisfies the meta-requirements because ‘a design artifact
is complete and effective when it satisfies the requirements and constraints of the problem it was
meant to solve’ [27, p. 85].
4.3.1. Prioritization and valuation of requirements and the allocation of requirements into
releases

Prioritization and valuation of requirements are enabled by the entities Requirement and Customer
Requirement. Their attributes priority and customer value are used to store and access the prioritiza-
tion and valuation information in the RRMS instances. The prioritization and valuation methods are
not included in the meta-design for two reasons. First, the literature provides hardly anymethods that
are generalizable and scalable to meet the needs of complex industrial environments where multiple
interdependent releases of interdependent products and platforms are planned simultaneously [58].
Second, the product programs of the case organization used different prioritization methods and
tools because the programs differed in size, duration, and product maturity. Organizations must
decide which prioritization and valuation methods they wish to use. The meta-design ensures that
RRMS instances can provide the methods with most if not all the necessary information and store
and share the results organization-wide.
Allocation of requirements into releases is enabled transitively through features, that is, require-

ments and customer requirements are allocated to features, which are linked to releases. Releases
provide implemented functionality and are thus linked to features directly.
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4.3.2. Traceability

The information model enables bi-directional traceability between entities through Origin and
Workflow classes. In Customer Requirement and Requirement, source attribute is used for backward
traceability and allocation to features attribute enables forward traceability to features. Source
requirement and assignment to release attributes of Feature enable, respectively, backward and
forward traceability from features. Traceability links attribute enables the traceability from Features
to implementation specific documentation and software code.

4.3.3. Single capture of information

Based on the analysis of the RRMS instance in the case organization, the information model is
comprehensive enough so that the RRMS instances prescribed by the meta-design can be the single
capture points for requirements, features, and releases in organizations.

4.3.4. Content ownership and accountability of experts

Content ownership and accountability are determined through the responsible person attribute of
Categorization class. For example, each release has to specify who is responsible for planning,
which features are released in which release. The meta-design does not detail the metrics that
could be used for the measuring performance. However, it can be used as a basis for sophisticated
measurement systems.

4.3.5. Management and coordination

The meta-design supports management and coordination across multiple, interdependent product,
platform, and component releases, for example, by explicating the schedules imposed on various
entities, the products and organizational units the entities are related to, and the workflows the
entities are subjected to.

4.3.6. Creating and sharing of metrics information

The meta-design affords a balanced set of process quality metrics. Releases contain information
about planned and actual release dates, making it easy to measure (e.g., within an organizational
unit) issues such as what the ratio of releases delivered in accordance with the planned release
schedule to all delivered releases is. Status information is readily available, making it easy to see,
for example, what the ratio of cancelled releases to all releases is. Detailed work effort information
can be collected, making it possible to determine, for example, what the ratio of releases delivered in
accordance with the estimated work effort to all delivered releases is. It is also possible to measure
the volatility of release scopes because for each release the associated Release instance documents
(primarily through the source feature attribute) the evolution of the feature set associated with the
release from the time the release is planned to the time the release is delivered or cancelled.
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4.3.7. Version management

Description andHistory classes enable the version management of requirements, releases, and other
entities by, respectively, numbering versions and showing the actors involved with each version and
the actions taken.

4.3.8. Release re-planning

The individuals responsible for particular features and releases have to re-plan the releases when
some unexpected (coordination) breakdowns occur (e.g., Features belonging to a Release cannot
be released because their implementations are unexpectedly delayed; a platform cannot be released
because it depends on a component Release that has been canceled; a competitor releases a compet-
itive product unexpectedly and fast response is necessary). Bidirectional traceability links between
Features and Releases (stored in assignment to release and source features attributes) and between
Releases (stored in source releases and dependent releases attributes) facilitate the implementation
of the meta-requirement.
When there are numerous interdependencies between releases, between features, and between

features and releases, the appropriate data stored in an RRMS instance can be transferred into a
release re-planning and optimization system (cf. [42,43]) for analysis and creation of a new release
plan. Prescribing the features of such systems is beyond the scope of the design product theory
for the class of RRMS presented in this article because the systems are algorithmically complex,
enable cost, effort, and schedule estimation based on historical data [24] and operate on a higher
level of analysis than the RRMS instances where strategic and operational decisions (e.g., about the
common features within and across the product lines) are taken based on information in the RRMS
instance and other systems. Future research is needed to study whether it is beneficial and feasible
to extend the IS design product theory for the class of RRMS so it covers such classes of systems.

4.3.9. Change management and impact analysis

Change management is facilitated by theHistory class in all entities. Change requests can be consid-
ered as normal (Customer) Requirements, analyzed, linked to the respective existing Requirements
in the RRMS instance that are within the scope of the change, and implemented and released by
following the integrated requirements and release management process. Impact analysis is enabled
byCategorization andAnalysis classes. Platform and product attributes show the organizational enti-
ties affected by each Requirement and Release. Customer value and required work effort attributes
are used to decide the feasibility of implementing a (Customer) Requirement.

4.3.10. Creation and reuse of reusable assets

The hierarchical composition of Requirement, Feature, and Release entities provided by the infor-
mation model enables the comprehensive documentation of product and platform releases and all
associated assets. This information together with bidirectional traceability links between the entities
help organizations analyze their asset base and establish, find, and use reusable assets.
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5. CONCLUSIONS AND FUTURE RESEARCH

This article has focused on the RRMS-enabled multi-site and platform-based product develop-
ment. It has synthesized the meta-requirements and a meta-design of a comprehensive IS design
product theory for the class of RRMS to help practitioners in both small and large software and
software-intensive organizations to implement and evaluate scalable RRMS solutions. For example,
organizations can use the theory (1) to ensure that the key roles (e.g., requirement manager and
release manager) are established and adequately staffed in all release efforts and made responsible
for the information entities specified by the meta-design of the theory, (2) to develop requirements
management and release management tools and/or select and acquire commercial off-the-shelf
tools, and (3) to integrate the tools into RRMS instances that meet the meta-requirements and
support the information model specified in the meta-design. The validity of the theory has been
enhanced by using methods such as the analysis of the RRMS instance in a case organization
and by explicating the meta-requirements met by the meta-design. The meta-design is scalable
because its most essential elements have been abstracted from the RRMS instance that, at the time
of writing this article, has thousands of users and manages tens of thousands of documents in the
case organization alone.
Owing to space limitations, the design product effectiveness hypotheses of the theory (clarifying

the expected organizational benefits from using an RRMS instance (i.e., the design product) derived
from the class of RRMS) are beyond the scope of this article. The hypotheses are needed for the
empirical validation and possible revision of the theory in future research. The deployment of RRMS
instances can be hypothesized: to reduce the resources needed in product development (e.g., through
strategic reuse of product platforms and components); shorten time-to-market (e.g., through reuse
and by ensuring that right information is available at the right time for the right people); improve
customer satisfaction (e.g., by ensuring that requirements are transformed efficiently to product
features); and improve the process and product quality (e.g., by improving the synchronization
of work across multiple sites, projects, and partners; minimizing the number of errors during
development; and easing up error tracking). Future research is necessary to assess, extend, and
elaborate these design product effectiveness hypotheses.
Future research is also necessary to devise extensions to the design product theory such as

improved RRMS support for (1) strategic product line roadmapping and release planning processes
[7,34] that take a long-term view and thus steer release management and (2) finding and reusing
implementation level assets that meet the needs of releases. The first extension would require future
research concerning howRelease entities can be used to enable general managers, product managers,
and release managers to understand even better which individual product and platform releases
are linked with which release plans and product roadmaps and why they are linked. The second
extension would require at least the inclusion of a Component entity in the information model of
the meta-design. Our preliminary industrial experiences show that Component is useful especially
if it describes how and when Component instances have been tested.
The single case study methodology may not provide a sound basis for generalization [35].

Therefore, new case studies and action research projects are necessary to make the design product
theory more credible for IS designers and researchers. Design science research leveraging the
methods of action research [27] helps to examine the applicability of the theory by finding out to
what extent organizations that want to acquire or design and implement RRMS systems can utilize
the theory for those purposes. The theory can then be revised as necessary.

Copyright � 2010 John Wiley & Sons, Ltd. J. Softw. Maint. Evol.: Res. Pract. (2010)
DOI: 10.1002/smr
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Engineering and Management, Käkölä T, Dueñas JC (eds.). Springer: Berlin, 2006; 53–89.
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50. Käkölä T, Koota K. Dual information systems: Supporting organizational working and learning by making organizational
memory transparent. Journal of Organizational Computing and Electronic Commerce 1999; 9(2 and 3):205–232.

51. Bundschuh M, Dekkers C. The IT Measurement Compendium: Estimating and Benchmarking Success with Functional
Size Measurement. Springer: Berlin, 2008.

52. Daskalantonakis MK. A practical view of software measurement and implementation experiences within Motorola. IEEE
Transactions on Software Engineering 1992; 18(11):998–1010.

53. Jones C. Applied Software Measurement (3rd edn). McGraw-Hill: New York NY, 2008.
54. Wiegers KE. Software Requirements: Practical Techniques for Gathering and Managing Requirements (2nd edn). Microsoft

Press: Washington, 2003.

Copyright � 2010 John Wiley & Sons, Ltd. J. Softw. Maint. Evol.: Res. Pract. (2010)
DOI: 10.1002/smr
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Abstract: UML models are widely used in software 
product line engineering for activities such as modeling 
the software product line reference architecture, detai-
led design, and automation of software code generation 
and testing. But in high-tech companies, modeling acti-
vities are typically distributed across multiple sites and 
involve multiple partners in different countries, thus 
complicating model management. Today’s UML mode-
ling tools support sophisticated version management for 
managing parallel and distributed modeling. However, 
the literature does not provide a comprehensive set of 
industrial-level criteria to evaluate the version manage-
ment capabilities of UML tools. This article’s contribu-
tion is a framework for evaluating the version manage-
ment features of UML modeling tools for multi-site, 
multi-partner software product line organizations. 
 
Keywords: Global software development, modeling 
tool, software product line organization, tool evaluation, 
UML modeling, version management 
 
1. INTRODUCTION 

To succeed in the global markets of software-intensive 
products, high-tech companies need to shorten the cycle 
time of new product development while improving 
product quality and service delivery along with 
maintenance or reduction of the total resources required 
[6;20;25]. This concern can be dealt through internal or 
external strategies. Internal strategies include global 
software development, where development resources 
are distributed globally to reap cost benefits, leverage 
specialized competencies, and address specific needs of 
geographically-defined markets [7;13;31], and software 
product line engineering and management, that is, the 
strategic acquisition, creation, and reuse of software 
assets [19;24;30]. External strategies include acquiring 
commercial off-the-shelf components and outsourcing 
software development, maintenance, and related 
services to best-in-class service providers [8;18]. 

This paper focuses on the software product line engi-
neering strategy in the context of global software deve-
lopment. Software product line engineering is an indust-
rially validated methodology for developing software 
products and software-intensive systems and services 
faster, at lower costs, and with better quality and higher 
end-user satisfaction. It differs from single system 
development in two primary ways [30]: 

1. It needs two distinct development processes: do-
main engineering and application engineering. Do-
main engineering defines the commonality and 
variability of the software product line, thus estab-
lishing the common software platform for develo-
ping high-quality applications rapidly within the li-
ne. Application engineering derives specific appli-
cations by strategically reusing the platform and by 
exploiting the variability built into the platform. 

2. It needs to explicitly define and manage variability. 
During domain engineering, variability is introdu-
ced in all software product line assets such as do-
main requirements, architectural models, compo-
nents, and test cases. It is exploited during applica-
tion engineering to derive applications mass-custo-
mized to the needs of different customers and 
markets. 

Software product line engineering involves higher le-
vels of abstraction than single-system development met-
hods because the platforms require substantial invest-
ments, have long life cycles, and have to be generally 
applicable to a wide range of products. Without appro-
priate abstractions, such platforms cannot be built and 
variability cannot be managed effectively. Industrially 
validated modeling approaches and commercially avai-
lable modeling tools are critically important to deal with 
the abstractions. In addition to traditional system mode-
ling, variability modeling is required in product line 
engineering to explicitly document how the applications 
within the product line can vary. 

To model the variability of a product line, two app-
roaches have been proposed in the literature. The first, 
traditional approach has been to integrate variability 
modeling in the systems modeling language such as 
Unified Modeling Language™ (UML) [12;27] by 
appropriately extending the metamodel of the language 
[4]. The second approach, orthogonal variability mode-
ling, distinguishes between a variability model and a 
system model [30]. Orthogonal variability models are 
easier to apply in practice and scale better than integra-
ted variability models. They usually describe the varia-
bility using a graphical notation. One reason, orthogo-
nal variability modeling is not yet extensively used in 
the industry, is that there are no commercially available 
modeling tools to support it. Therefore, this paper will 
focus on the traditional integrated modeling approach. 

System models can be applied, for example, to model 
static and dynamic aspects of the software product line 
reference architecture, to conduct detailed domain and 
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application design, and to automate software code 
generation and testing. UML has become the most 
widely accepted software system modeling language 
[4]. It can also be used to model embedded, business, 
and real-time systems. 

UML modeling tools supporting sophisticated version 
management are critical for managing parallel and geo-
graphically distributed modeling activities. However, 
the extant literature does not provide a comprehensive 
set of industrial-level criteria to evaluate the version 
management capabilities of UML tools. If modeling 
tools fail to support version management in multi-site, 
multi-partner development environments, the modeling 
process may be ineffective and modeling tools may not 
be used optimally. Ineffective tool deployment is ex-
pensive since there will be substantial costs without 
realizing the potential benefits.  

The main contribution of this paper is a framework 
consisting of a set of industrial-level criteria for evalua-
ting UML modeling tools. The framework can be used 
in practice to determine whether particular UML tool 
instances support collaborative modeling through ver-
sion management in multi-site and multi-partner pro-
duct line organizations. The framework has been crea-
ted based on a literature review and empirical experien-
ces of the first author during a tool evaluation project. 
The goals of the project for a large global product line 
organization, which leveraged multi-site, multi-partner 
practices, were to identify and evaluate commercial 
UML tools and to select one for global deployment. 

The paper is organized as follows. In Section 2, the 
basic concepts related to UML modeling and modeling 
tools are introduced. In Section 3, the existing research 
related to version management capabilities afforded by 
UML modeling tools is evaluated. In Section 4, the re-
search method and the case organization are described. 
In Section 5, the role of version management in multi-
site, multi-partner product line organizations is discus-
sed and the framework consisting of a set of evaluation 
criteria is proposed. In Section 6, two commercial UML 
modeling tools are evaluated using the framework. In 
Section 7, the validity and usefulness of the framework 
are evaluated. Section 8 concludes the paper. 
 
2. FUNDAMENTALS OF MODELS AND UML 
MODELING TOOLS  

In this section, the notion of a model is explained and a 
framework (Table 1) is created to depict how models 
can be applied for different types of communication in 
the context of product line engineering. The role of 
modeling tools in supporting the shared creation and 
maintenance of models is then discussed. 

2.1 A framework for analyzing product line models 
The interpretation of models involves the assignment 

of meanings to the symbols and truth-values to the 
sentences of the models [33, p.74]. Models can be used 
for sharing information between humans, between 
machines, and between humans and machines.  

 
Counter-
parts in 
communi-
cation 

Example in 
product line 
modeling 

Example reference related 
to product line modeling 

Human to 
human  

Modeling re-
quirements 
Modeling the 
software pro-
duct line refe-
rence archi-
tecture 

Product line variability 
modeling with UML 2.0 
[4] 
Software Product Line 
Engineering with the UML: 
Deriving Products [35]  

Human to 
machine  

Test automa-
tion  

Product Line Use Cases: 
Scenario-Based Specifica-
tion and Testing of Requi-
rements [5] 

Machine 
to human  

Reverse engi-
neering 

Feature-oriented Re-engi-
neering of Legacy Systems 
into Product Line Assets –
a Case Study [15] 

Machine 
to machine

Model trans-
formations 
Code genera-
tion 

Code Generation to Sup-
port Static and Dynamic 
Composition of Software 
Product Lines [34] 

Table 1. A framework for analyzing product line 
models as means of communication and information 
sharing. 
 
Human to human communication 

Modeling language independent and dependent mode-
ling approaches have been proposed to support human 
communication. Kruchten [17] argues that software arc-
hitectures should be depicted from five modeling lan-
guage and tool independent viewpoints: logical, pro-
cess, physical, development, and use case. The 
depictions allow for the separation of the concerns of 
the various architectural stakeholders (e.g., end-users, 
developers, systems engineers, and project managers). 
In the area of software product lines, the modeling lan-
guages need to enable the modeling of commonalities 
and variabilities. For this purpose, Bayer et al. [4] 
present a consolidated variability meta-model with a 
unified terminology and representation that enables 
variability specification during domain engineering and 
variability resolution during application engineering. 
The model helps stakeholders to collaborate throughout 
the life cycles of software product lines and vendors to 
develop interoperable commercial and open-source 
modeling tools.  
 
Human to machine communication 

Models can be used (primarily during requirements 
engineering) to codify human knowledge and organiza-
tional rules and resources into forms that enable compu-
terized actions. The Object Constraint Language (OCL), 
being part of the UML standard, is useful in product 
line engineering for (1) defining rules to which domain 
model elements must conform, so application models 
can be derived from the domain models, and for (2) va-
lidating the application models that reuse and possibly 
modify the domain models. Models are also crucial for 
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validating the codified knowledge. For example, Leppä-
nen [22] has used formal methods for testing models. In 
the area of product line engineering, models have been 
used to test application requirements derived from do-
main requirements [5]. The models have also been used 
to derive application test cases from reusable domain 
test cases, which have been created to verify and 
validate domain requirements [32].  
 
Machine to human communication 

Humans routinely use computer-based information 
systems for decision-making and analysis. For example, 
reverse engineering tools are used to automatically 
create architectural and other models based on code. 
This is especially useful in the context of open source 
software that is seldom accompanied by detailed design 
models [2]. The capabilities of reverse engineering tools 
to generate product line models with explicitly defined 
variability from application code are limited partly be-
cause much of the variability has typically been resol-
ved by the time the code has been created. For example, 
if an application has been derived that contains no 
optional features afforded by the product line, the code 
related to the optional features may be entirely missing 
from the application code, making it impossible to 
determine based on the code which optional features 
may have been available in the product line. To our 
knowledge there are no reverse engineering tools, 
which could interpret the code and transform the 
implemented variable and configurable elements of 
software product lines into variability models. 
 
Machine to machine communication 

Models can be automatically transformed into other 
models or to code. Model Driven Architecture (MDA) 
is a framework based on the UML and other industry 
standards that promote the creation of machine-readab-
le, abstract models [16]. The models are developed in-
dependently of the technology platforms; stored in and 
shared through standardized repositories; and automati-
cally transformed into database schemas, software code, 
and other assets for various platforms. 

Several modeling tools support platform-independent 
modeling, code generation, XML, and/or database 
schema generation features. For example, when a 
product line consists of similar products running on 
different operating systems, domain engineering can 
leverage platform-independent modeling to design and 
implement the common parts of the product line for the 
operating systems. The platform-independent designs 
can then be transformed into platform-specific ones to 
create the operating system-specific products during 
application engineering [9]. Code generation is also 
common during application engineering [34]. 

 
2.2 UML modeling tools 

UML modeling tools offer graphical editors to help 
architects and developers model requirements, architec-
tures, data structures, dynamic behaviors, and other cha-
racteristics of systems. Most tools also support the 

UML 2 profile mechanism, enabling the creation and 
use of Domain Specific Languages (DSLs), for examp-
le, for variability modeling. Some UML tools can 
generate software from UML models and UML models 
from the software. Some modeling tools have a built-in 
knowledge of UML rules, so they can automatically 
validate the correctness of UML models. Table 2 
presents typical high-level features for the class of 
UML modeling tools. 

UML tools often support distributed software deve-
lopment within and across teams. The traditional app-
roach has been to make model repositories available to 
the teams through centralized servers. When centralized 
version management is deployed together with centrali-
zed servers, specific locking mechanisms are typically 
enforced to enable multiple users to simultaneously 
work with a model and to completely prevent conflicts 
that otherwise would result from parallel model upda-
tes. When more freedom with concurrent model editing 
is desired, the merging mechanisms of centralized 
version management systems enable the free concurrent 
editing of a model, inform developers of possible 
conflicts when they check their changes into the 
centralized repository, and merge changes and resolve 
conflicts automatically or based on developer input. 

 
3. LITERATURE REVIEW 

Oldevik et al. [28] propose a set of evaluation criteria 
for product line modeling tools but the set does not add-
ress version management. To our knowledge, no other 
papers present comprehensive evaluation criteria for 
product line modeling tools. However, there are a few 
papers related to the requirements for UML modeling 
tools [11;23]. This section reviews those papers from 
the version management point of view to find out how 
features supporting collaborative work are described. 
 
3.1 General-purpose requirements for the class of 
UML modeling tools 

Funes et al. [11] present a generic set of requirements 
based on authors’ experiences. They provide no referen-
ces to case studies in particular organizations. They 
group requirements into the following categories: Fea-
tures (that are not related to modeling), Modeling sup-
port, Customization, Installation and performance, and 
Tool support. Only three of the requirements relate to 
the features supporting modeling in collaborative envi-
ronments (Table 3): (1) Multiple User Support, Access 
control/sharing, (2) Multiple User Support, Concurren-
cy control, and (3) Versioning. Funes et al. [11] do not 
explain the requirements in more detail. 

Lester & Wilkie [23] propose 15 criteria for UML tool 
evaluation partially based on the feature lists of existing 
products. Two of them relate to version management 
but they are only described as headings and not explai-
ned in more detail. The criteria are based on experien-
ces in a software company with only two sites. Therefo-
re, other relevant evaluation criteria might be needed in 
multi-site and multi-partner organizations. 
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Feature Purpose of the feature is to help 
Modeling & 
Diagramming 

Create, remove, and edit model 
elements; view the models from 
different perspectives, and create, 
remove and edit diagrams. 

Hierarchy 
Management 

Create, update, and delete hierarchies 
(i.e., packages) in which model 
elements are assigned. 

Collaboration 
and Version 
management 

Multiple concurrent users to manage 
different versions of assets and to 
resolve conflicts; integrate the UML 
tool to version control and/or change 
management systems as necessary. 

Publishing Compose and publish views of the se-
lected models or model elements; pro-
vide data in different formats (XMI, 
HTML/ODT/PNG/JPG); create 
reports and documents based on the 
selected model or model elements. 

Tracebility  Create, remove, update, and trace 
relationships between models or 
model elements. 

Simulation 
and 
Validation 

Simulate dynamic behaviours of 
models or interface or integrate the 
tool to simulation tools; validate UML 
model correctness and completeness.  

Model and 
Code Synch-
ronization 

Generate code based on models; crea-
te models based on code (reverse engi-
neering); integrate UML tools to sour-
ce code systems or Eclipse; integrate 
UML tools with MDA tools such as 
oAW, AndroMDA, and BlueAge. 

User 
Management 

Manage access and connectivity to the 
organization’s directory services 
(LDAP, AD). 

Table 2. Common features of UML tools. 
 

Funes et al. 
[11] 

Require-
ments 

Multiple User Support 
1. Access control/sharing 
2. Concurrency control 
Versioning 

Lester et al. 
[23] 

Evaluation 
criteria 

Repository/Version control 
support 
Componentization 

Oldevik et 
al. [28] 

Evaluation 
criteria 

(None) 

Table 3. Version management related requirements 
for the class of UML tools. 
 
3.2 Summary 

The requirements and evaluation criteria for UML 
modeling tools presented in the papers analyzed in this 
section do not describe features supporting collaborati-
ve modeling in such detail that UML tool evaluations 
could be completed. In all the papers authors draw upon 
their own experiences or the feature sets of existing 
products. Thus, the version management related 
requirements seem to be based more on the analysis of 
existing products than on the needs of the users of UML 
tools. Therefore, this paper will analyze in more depth 

version management related to product line modeling in 
multi-site, multi-partner organizations. 

 
4. DESCRIPTION OF THE CASE ORGANI-
ZATION AND THE RESEARCH METHOD 

An evaluation framework has been created based on the 
experiences in the global case organization and the 
literature review. The case organization is a large multi-
site and multi-partner high-tech company using the 
software product line strategy to successfully operate in 
highly diverse global markets. The UML modeling tool 
evaluation project was initiated in 2006 by a department 
responsible for the development and delivery of global 
information management solutions and services for 
R&D units within the case organization. Requirements 
were gathered during the winter 2007-2008 to 
understand the features necessary for applying UML 
modeling tools to model system architectures together 
with collaborators and partners. 

The project was managed according to the internal 
corporate guidelines for tool evaluation projects. The 
project team consisted of a project manager, seven arc-
hitects from major user organizations, and two IT spe-
cialists/architects. The first author of this paper was res-
ponsible for requirements engineering. Each user orga-
nization representative was interviewed by phone du-
ring the first phase. Other requirements sources inclu-
ded the industrial best practices reported in journals and 
in the Internet, modeling tool experts, and IT architects. 
Requirements were described in writing based on the 
interviews, reviewed, and prioritized by the project 
team. 

One of the highest priority requirements related to 
version management was that the UML tools must sup-
port sophisticated locking mechanisms. The mecha-
nisms must (1) enable developers to define various parts 
of a model that they can update independently and (2) 
prevent conflicts from parallel model updates. 

In the first phase, 15 modeling tools from 13 vendors 
were evaluated. Based on the requirements, three com-
mercial products were selected for in depth evaluations, 
including detailed vendor liability, financial, and tool 
architecture evaluations. Details of vendor liability, tool 
architecture, and financial evaluations are not provided 
in this paper because the case organization and tool 
vendors have agreed that the evaluations are confiden-
tial. Final evaluations of the three tools were based on 
feedback from the project team, performance and other 
tests of the three tool installations in the case organiza-
tion, reviews with vendors, and the available documen-
tation.  

Interestingly, during the evaluation and piloting pro-
cess it was found out that the modeling tools signifi-
cantly differed with respect to their version manage-
ment capabilities. Thus, the case organization became 
interested in creating a set of more detailed evaluation 
criteria to enable the detailed analysis of version mana-
gement capabilities. The criteria presented in Section 
5.2 reflect the high-level requirements determined du-
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ring the evaluation project and can be used for evalua-
tions of version management capabilities. The detailed 
questions for each evaluation criteria have been created 
based on the literature review. The criteria related to the 
availability of historical traceability information were 
added to the framework solely based on the experiences 
in the case organization because historical information 
has been crucial to ensure proper version management 
in the organization. 

5. TOOL EVALUATION FRAMEWORK 

5.1 Assets to be modeled in product line 
organizations 

In a product line organization, the assets the organiza-
tion creates, maintains, and manages to satisfy market 
needs constitute systems composed of software and 
hardware. The hardware and software assets may be 
managed as products, product lines, and platforms ser-
ving several other products or product lines. Other com-
panies, organizations, or individuals may manage and 
even own the software and hardware components.  

Figure 1 depicts a platform shared across two product 
lines. Both product lines consist of three product va-
riants that are used by markets consisting of individual 
consumers and/or organizations. Platforms provide 
common (mandatory) and variable (alternative or optio-
nal) features shared across products or product lines. 
Complex organizational networks can be responsible 
for owning and sharing the components used within 
platforms and product lines. In Figure 1, the platform 
contains three components, which are not managed by 
the organization responsible for the platform, and 
product line 1 contains two components, which are not 
owned or managed by the product line 1 organization. 

 
Figure 1. Software and hardware asset design and 
maintenance responsibility. 
 

The use of models in this network of collaborators and 
partners would require seamless interactions to share 
the models. For example, the company responsible for 
product A may share the understanding of the architec-
ture in the form of models that the partner could further 
use when planning and implementing the models rela-
ted to the design of a particular component used in the 
product.   

Different strategies may be implemented to enable 
modeling of the assets. In this paper we consider a 
strategy in which one (commercial) modeling tool is 

used across the product line organization. This strategy 
minimizes the need for data transfer across tools but 
may require extensive effort for training and dealing 
with resistance to organizational change.  
 
5.2 Evaluation characteristics 

In this section, the evaluation characteristics are 
described to define a set of desired version management 
properties for the class of UML tools (Table 4). The 
characteristics have been derived from documented 
version management (e.g., [1]) and product line 
modeling (Section 5.1) practices and from the 
requirements, the project team identified in the case 
organization. 

We adopt the following terminology defined by 
Object Management Group for UML2 [27]: 

• A model captures a view of a physical system. It is 
an abstraction of the physical system, with a certain 
purpose. 

• A package is used to group elements, and provides a 
namespace for the grouped elements. 

• Diagrams are graphical representations of parts of 
the UML model. UML diagrams contain graphical 
elements that represent elements in the UML model. 

• An element is a constituent of a model. 
• A property is a structural feature. 
The justification for each characteristic is indicated by 

questions to be answered during evaluations. The output 
domain of permitted answers is also defined for each 
question. Some questions have Yes or No as the output 
domain while others have a range of possible answers. 

Two sets of characteristics are defined: one for 
version management support from the viewpoint of 
functionality (i.e., which features users can use) and one 
from the viewpoint of client and server technology to 
find out whether the technology supporting version 
management is feasible for large multi-site, multi-
partner organizations. Specific questions have been 
added for each set. Organizations planning to introduce 
UML modeling tools should carefully consider the 
questions and add or remove questions according to 
their specific needs. However, Table 4 serves as a 
baseline for evaluation. Section 5.2.1 discusses each 
question in more detail. 

Fundamental version management concepts in 
distributed parallel development of software are check-
in/check-out, branching, and merge [1]. System models 
need to be version controlled in the same manner as 
software code. For example, when UML is adopted to 
model the deployment view of software, each model 
element may have a corresponding element in the 
software code (see [17] and Section 2.1). As discussed 
in Section 5.1, different parties may manage the 
software assets up to the component level. It should 
thus be possible to manage models up to the element 
level that corresponds with the component in software. 
For example, if there is a new version of the component 
to be branched, the model should reflect this change, so 
it should be possible to make a branch for the 
corresponding element in a model. Another example 

Platform 

           denotes a 
component 
created and 
maintained by 
an external 
organization 
or an 
individual  

Product line 1 Product line 2 

Product A 
 

Product B 
 

Product C 

Product 1 
 

Product 2 
 

Product 3 
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involves the modeling of a common view of product 
line architecture (see [4] and Section 2.1). When a team 
is working on a common view of the architecture 
through a model and a team member checks out the mo-
del, others cannot continue the work until the same per-
son has completed the check-in. During the interviews 
in the case organization, interviewees reported expe-
riences of model level check-ins and check-outs, which 
were seen as problematic. The case organization thus 
determined that it should be possible to check-in and 
check-out at the element level. Therefore, each version 
management feature should support operations at the 
element level. 
 
Version 
management 
features 

Evaluation question Evaluation answer 

Check-
in/Check-out 

Is there support for 
Model, Package, 
Diagram and Element 
level check-in and 
check-out for multiple 
users? {Yes/No} 

Model, Package, Diag-
ram, and Element level 
check-in and check-out 
enable teams to work 
effectively with the
models. Mandatory. 

History Is the Element level 
history available (who 
has made what 
changes)?{Yes/No} 

Element level history 
enables tracing of all the 
changes. 
Optional. 

Model 
comparison 

Is it possible to com-
pare models at the Ele-
ment level? {Yes/No} 

Element level compari-
son is a prerequisite for 
merging. Mandatory. 

Merging Is there support for 
Model, Package, 
Diagram, and Element 
level three-way 
merge? {Yes/No} 

Model, Package, Diag-
ram and Element level 
three-way merging enab-
les teams to merge 
models effectively and 
reliably. Mandatory. 

Branching Is there support for 
Model, Package, 
Diagram and Element 
level branching? 
{Yes/No} 

Model, Package, Diag-
ram and Element level 
branching enables teams 
to work effectively with 
models. Mandatory. 

Technologies 
for version 
management 

Evaluation question Evaluation answer 

Server-side 
technology 

Are three-tier techno-
logies supported? 
{Yes/No} 

Three-tier technologies
enable scalable and 
reliable solutions. 

Client-side 
technology 

Are client installations 
required? {Yes/No} 
Are there maintenance 
needs for the clients? 
{Yes/No} 

Client installations and 
project-specific needs for 
tool configurations 
increase maintenance 
costs and support needs. 

Table 4. Evaluating the version management 
features and technologies of the class of UML tools. 
 
5.2.1 UML tool features for supporting version 
management 
 
Check-in/Check-out  

Appleton [1] states that most widely used version 
control tools employ the checkout-edit-checkin model 
to manage the evolution of version-controlled files in a 
repository or codebase. Element level check-in and 
check-out enables completing the necessary tasks effec-

tively in product line modeling. Diagrams, packages, 
and models could also be useful elements to be checked 
in and out. 

 
History  

Version management requires thorough traceability so 
users know who has done which changes to the model 
and can rollback changes if needed. Knowing the histo-
ry of data helps determine the extents to which the data 
is trustworthy and up-to-date. Knowing the previous 
editors also gives points of contact for inquiries. To 
enable tracebility, log information should be automati-
cally collected and appropriate features should be avai-
lable to see and analyze the log information. It should 
be possible to trace back to the element level because 
users may need to know, for example, who has made 
changes to a particular component. Diagrams, packages, 
or models could also be useful elements to trace. 
However, this feature is optional because users can 
work without comprehensive tracebility at least as long 
as their routines and/or tools do not break down. When 
coordination breakdowns disrupt the routines, it is 
typically time consuming and expensive to find out and 
fix the reasons for the breakdowns, if the traceability 
information is missing [20,21]. 
 
Model comparison 

Model comparison enables identifying the changes 
between two models. It can take place in different le-
vels. For example, two models can be compared and 
their differences can be reported on package, diagram, 
element, and property levels. Most sophisticated com-
parison functionalites enable comparisons up to the pro-
perty level, so users can see the differences between dif-
ferent UML elements’ properties. Because efficient 
merging requires comparisons, this feature is 
mandatory. 
 
Merging 

Merging is the means by which one development line 
synchronizes its contents with another development line 
[1]. Merging can be implemented as a 2-way or a 3-way 
merge. In a 2-way merge, two software artefacts are 
merged without information about the possible common 
ancestor. In a 3-way merge, the information about the 
common ancestor is used. The 3-way merge is more 
reliable than the 2-way merge because it can detect 
conflicts better and identify actual changes more 
precisely. In product line organizations, it should be 
possible to merge at the element level. For example, 
users may need to merge models of two branches 
reflecting changes made to the code. To minimize 
manual work, diagram merging should also be possible. 
 
Branching  

Branching in its most basic form allows development 
to take place along more than one path for a particular 
file or directory [1]. Branching can be applied to five 
different software development situations [1]. 
Branching of (1) the system's  physical configuration - 
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branches are created for files, components, and subsys-
tems, (2) the system's functional configuration - 
branches are created for features, logical changes (bug 
fixes and enhancements), and other significant units of 
deliverable functionality (e.g., patches, releases, and 
products), (3) the system's operating environment - 
branches are created for various aspects of the build and 
runtime platforms (e.g., compilers, windowing systems, 
libraries, hardware, and operating systems) and/or for 
the entire platform, (4) the team's work efforts - 
Organizational branches are created for activities/tasks, 
subprojects, roles, and groups, and (5) the team's work 
behaviors - Procedural branches are created to support 
various policies, processes, and states. 

For each category, analogical needs for the branching 
of product line related models can be identified. (1) 
Physical branching of models when modeling software 
for different subsystems as a basis for code generation, 
(2) functional branching for different products, (3) 
environmental branching for hardware, software, and 
related platforms, (4) organizational branching for 
different projects, and (5) procedural branching to 
support different product line modeling processes. We 
see that model branching is analogical to the branching 
of software and thus it should be possible to branch at 
least at the package level, as packages provide the 
mechanism to group model elements. However, optimal 
support for product line modeling requires branching at 
the element level. For example, if there is a new version 
of a component to be branched, it should be possible to 
make a branch for the corresponding element in the 
associated model.  
 
5.2.2 Technologies for supporting version 
management 

Version management can be supported by two- or 
three-tier technologies. Three-tier technologies are more 
scalable and reliable than two-tier technologies. If client 
installations are needed, the magnitude of maintenance 
and support costs incurred to keep the clients updated 
needs to be considered. If the clients also need to be 
configured for each modeling project separately, the 
maintenance and support costs will increase even more. 
 
5.2.3  Summary 

This section described a framework consisting of se-
ven criteria to support the evaluation of version mana-
gement capabilities of UML modeling tools. The crite-
ria were derived from documented version management 
practices (e.g., [1]) and characteristics needed in pro-
duct line modeling (Section 5.1). The framework is 
composed of two sets of characteristics: one from the 
functional perspective (i.e., which features users are can 
use?) and one from the technical perspective (i.e., are 
technologies supporting version management feasible 
for large multi-site organizations?). 
 

6. USING THE FRAMEWORK TO EVALUATE 
TWO COMMERCIAL UML MODELING TOOLS  

In this section the commercial UML modeling tools 
Enterprise Architect (http://www.sparxsystems.com/) 
and Magicdraw (http://www.magicdraw.com/) are eva-
luated (Table 5) using the framework described in 
Section 5.2. Commercial UML modeling tools have 
been selected for the evaluation because global high-
tech organizations typically benefit from purchasing 
commercial modeling tools [26]. Open-source UML 
tools are not yet as mature as their commercial 
counterparts are but they have reached a sufficient 
maturity level to benefit small and medium sized 
businesses [26]. We chose the two tools for evaluation 
because they (1) are available for Macintosh, Linux and 
Windows operating systems, (2) are not too expensive 
for a large company to deploy for even thousands of 
users, (3) support SysML, and (4) provide version 
management features. These four criteria are adequate 
to simulate a situation where a large company is 
looking for a UML modeling tool for organization-wide 
use by both systems and software architects, designers, 
and other stakeholders. 

The term “project” used in both Enterprise Architect 
and MagicDraw equals to the term “model” adopted in 
this paper; one project may contain any number of 
packages, elements and diagrams. 

 
6.1 Enterprise Architect  

Enterpise Architect can be used in conjunction with 
several version management tools such as Subversion, 
CVS, ClearCase, Visual Source Safe, Accurev, and 
Perforce. Each package in a model can be version-
managed separately as a XMI file, checked-in, modified 
and checked-out. In addition, User Security feature 
provides means for individual users or user groups to 
lock, modify, and unlock package(s), diagram(s) or ele-
ment(s). It is also possible to use several version-mana-
ged packages at the same time via Get-all-latest feature. 

The comparison feature under Manage Baselines 
enables the comparison of models including version-
managed packages. Comparison is possible for two 
models at a time up to the element level including 
diagrams. Branching can be realized by making a 
baseline using the Manage Baselines feature.  

In Enterpise Architect, all clients communicate direct-
ly to the centralized version control system via local 
version management clients. This approach puts 
pressure on client maintenance because all users need 
both Enterprise Architect and the version management 
client installed and configured. Each version managed 
project needs to be configured separately. Enterprise 
Architect leverages three-tier technologies; there are 
three separate processes running (user interface, version 
management client, and version management server). 
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Version 
Management 
Features 

Evaluation 
question 

Enterprise 
Architect 7.5 

MagicDraw 
16.0 

Check-
in/Check-out 

Is there support 
for Model, Pac-
kage, Diagram 
and Element le-
vel check-in 
and check-out 
for multiple 
users? 
{Yes/No} 

The Model and 
Package level 
check-in and 
check-out and 
the Element and 
Diagram level 
locking and 
unlocking are 
supported. 

The Model and 
Package level 
check-in and
check-out and 
the Element and 
Diagram level
locking and un-
locking are 
supported. 

History Is the Element 
level history 
available (who 
has made what 
changes)?{Yes/
No} 

No No. 

Model 
comparison 

Is it possible to 
compare mo-
dels at the Ele-
ment level? 
{Yes/No} 

Yes. Two mo-
dels can be 
compared at the 
Element level 
including 
diagrams. 

Yes. Two mo-
dels can be 
compared at the 
Element level 
including dia-
grams. 

Merging Is there support 
for the Model, 
Package, Diag-
ram and Ele-
ment level 
three-way 
merge? 
{Yes/No} 

No. Two-way 
merge is 
supported. 

Yes. Three-way 
merge is sup-
ported. 

Branching Is there support 
for Model, Pac-
kage, Diagram 
and Element 
level 
branching? 
{Yes/No} 

No. Only Mo-
del and Package 
level branching 
is supported. 

No. Only Mo-
del and Package 
level branching
is supported. 

Version 
Management 
Technologies 

Evaluation 
question 

Enterprise 
Architect 

MagicDraw 

Server-side 
technology 

Are three-tier 
technologies 
supported? 
{Yes/No} 

Yes Yes 

Client-side 
technology 

Are client ins-
tallations requi-
red? {Yes/No} 
Are there main-
tenance needs 
for the clients? 
{Yes/No} 

Yes. Yes. Ver-
sion manage-
ment tool in-
stallation and 
configuration 
are needed. 

Yes.  
No. Extra main-
tenance is nee-
ded for Team-
work servers. 
 

Table 5. Comparing the version management 
features and technologies of MagicDraw and 
Enterprise Architect. 
 
6.2 MagicDraw 

The Teamwork server of MagicDraw allows the 
assignment of as many developers as necessary to work 
simultaneously on the same model on multiple worksta-
tions. The resulting model is saved and version-mana-
ged either on the Teamwork server or in a version 
management tool connected to the Teamwork server. 
Currently, MagicDraw can be used with two version 

management tools: Clearcase and Subversion. Models 
can be decomposed into sub-models at the package le-
vel, enabling model partitioning. Each package can be 
version-managed separately and checked-in, modified 
and checked-out. In addition, it is possible to lock, mo-
dify, and unlock package(s), diagram(s), and ele-
ment(s). 

Branching is realized at the model level. However, as 
models can consist of other models (modules), 
branching can also be considered to work at the packa-
ge level. Model comparison (Analyze/Compare pro-
jects) can be used for three-way comparison and merge 
up-to the element level including diagrams.  

No project-specific client configurations are needed 
for MagicDraw clients. Version management client 
installations are not needed either. This reduces the 
need for client maintenance and support. However, the 
Teamwork servers require extensive maintenance and 
support. MagicDraw leverages three-tier technologies; 
there are three separate processes running (the user 
interface of a MagicDraw client, Teamwork server, and 
the version management repository server). 

 
7. EVALUATION OF THE FRAMEWORK 

Both MagicDraw and Enterprise Architect support the 
package level check-in and check-out and locking and 
unlocking up to the element/diagram level. However, in 
both tools all the changes are saved at the model level. 
From a technical point of view, check-in/check-out thus 
requires lots of network traffic, increasing the time 
needed for check-in/check-out. MagicDraw enables 
three-way merging while Enterprise Architect provides 
only two-way merging. 

Both MagicDraw and Enterprise Architect enable 
package level branching. Branching especially in 
product line organizations should be further studied 
because package level branching is not seen optimal for 
product line purposes. For example, if there is a new 
version of the component to be branched, it should be 
possible to make a branch for the corresponding 
element in the associated model. Both Enterprise 
Architect and MagicDraw lack element level histories. 
Availability of element level histories would help trace, 
who has made which changes to a particular element at 
what time. However, both tools help trace changes by 
enabling the comparison of models. 

From a technical point of view, Enterprise Architect 
can be used in conjunction with many version mana-
gement systems, thus being potentially more cost effec-
tive. After all, many companies already have compre-
hensive version management systems. Enterprise 
Architect requires more maintenance and configuration 
on the client side (i.e., version management clients need 
to be installed and configured) whereas MagicDraw 
requires substantial Teamwork server maintenance. The 
differences in technology may cause risks in availability 
and performance and increase maintenance needs. It is 
thus crucial for organizations to test the real perfor-
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mance of the tools by experimenting with a variety of 
different setups of servers and clients. 

Even if the products were quite similar in terms of 
features, the differences in technologies may increase 
maintenance needs and pose availability and per-
formance related risks. The use of the framework thus 
provides essential information to support decision 
making during the evaluation projects. 

Both products can be used in product line modeling 
because they provide the required basic features. For 
companies looking for more sophisticated version 
management features, MagicDraw is the best choice.  

 
7.1 Lessons learnt 

The evaluation project in the case organization draws 
attention to issues, which are general for all organiza-
tions considering the adoption of UML modeling tools. 

During the project, it was noticed that the usability of 
the tools’ version management features should be furt-
her studied because during the piloting phase users need 
to be spesifically instructed about version management 
capabilities. Organizations also need to consider the to-
tal cost of ownership separately because the possibility 
to use the already existing version management systems 
may reduce costs. Organizations planning to introduce 
UML modeling tools should always consider the 
framework and, additionally, evaluate usability, 
efficiency, and the total cost of ownership. 

The fact that the two products have similar features 
also calls for the development of new more innovative 
solutions. For example, new advances in version 
management such as Distributed Version Control 
Systems (DVCS) [29] should be considered.  
 
8. CONCLUSIONS AND FUTURE RESEARCH 

The main deliverable of this paper is a framework 
consisting of a set of criteria for evaluating the version 
management features of UML modeling tools for multi-
site, multi-partner software product line organizations. 
To illustrate and validate the framework, we applied it 
to evaluate two UML modeling tools. This study may 
serve as a baseline to find and implement new product 
development ideas for improving the UML modeling 
tools through the design science research [14]. For 
example, improving the usability of the tools and the 
capabilities of the users is expected to increase the 
benefits gained from modeling [3;10]. 

The results of this study serve as a basis to evaluate 
features of the UML modeling tools available in the 
software markets and the relationships between the fea-
tures and successful deployments. Based on the expe-
riences in the case organization, the deployment pro-
jects are more likely to fail if the modeling tools and 
services do not meet the requirements set in the frame-
work. It is thus crucial to conduct further empirical 
research to understand better, which tool features will 
contribute most to the beneficial deployment of the 
tools. 

This paper has focused on evaluating version manage-
ment features of UML tools that follow the traditional 
centralized client-server model. However, new tools 
such as Git have appeared and the dominant ones such 
as Subversion have been further developed to leverage 
the Distributed Version Control Systems model challen-
ging the centralized model. These tools operate in a 
peer-to-peer manner, enabling radical changes in sys-
tems development practices. Each developer using such 
a tool has a copy of the project’s entire history and 
metadata. Developers can share changes in any way that 
suits their needs, not necessarily through a central 
server [29]. Although these tools and the enabled 
practices are not yet robust enough to be used 
organization-wide by global multi-site, multi-partner 
corporations, the tools are maturing quickly. Future re-
search is thus needed to assess the applicability of the 
proposed framework for evaluating DVCS-based UML 
modeling tools and to revise the framework as 
necessary. 
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Abstract 

End-user training is complicated to implement in 
global corporations whose activities are typically 
scattered across multiple sites in different countries 
and leverage information systems in various ways. 
This is especially true in global software development 
where the sites may leverage a development tool for 
totally different purposes. Web-based Virtual Mee-
ting Tools (VMT) enable synchronous communication 
globally through interactive audio, online chats, 
video, and the sharing of presentations. They provide 
potentially a cost effective way to train even complex 
topics to large numbers of people in global settings. 
Few industrial experiences from the design and use 
of VMT-based training innovations have been repor-
ted. This paper draws upon a case study in a global 
corporation to describe the design, implementation, 
and evaluation of a training innovation, consisting of 
a set of courses delivered by means of a VMT and 
conference calls, to support the global deployment of 
a Unified Modeling Language (UML) modeling tool 
and to develop UML modeling skills. Evaluation is 
based on interviews to verify 1) the impacts of the 
innovation on skills, knowledge and motivation, 2) 
perceived learner satisfaction with respect to the 
innovation. The innovation proved successful in 
improving skills, knowledge, and motivation in the 
case organization and learners were satisfied with it. 
Other organizations may benefit from using VMT to 
train people to use similar complex information 
systems for supporting global software development.  
 
1. Introduction  
 

End-user training is critical for successful 
implementation of information systems (IS) (e.g. [5; 
7; 26]). End-users need to acquire new knowledge to 
be able to use new IS applications effectively [3;20]. 
Deployment of IS is typically accompanied by 
substantial investments in formal and informal 
training. The organization and delivery of training is 
complicated in global corporations and organizational 

networks. This is especially true in global software 
development organizations where the development 
activities are scattered across many sites in different 
countries, limiting the possibilities for setting up and 
delivering face-to-face training. The sites may 
leverage a development tool for totally different 
purposes, have varying organizational cultures, and 
employ thousands of end-users with diverse 
backgrounds.  

Web-based Virtual Meeting Tools (VMT) enable 
synchronous communication globally through 
interactive audio, online chats, video, and the sharing 
of presentations. They provide potentially a cost 
effective way to deliver training in global settings. 
However, few industrial experiences from the design 
and use of VMT-based training innovations have 
been reported. Moreover, prior research indicates that 
learners are less satisfied with the web-based training 
when the topic is unfamiliar and complex and more 
satisfied when using web-based training for learning 
familiar and non-complex topics like word 
processing [24]. It is thus unclear whether VMT can 
support the training of complex software 
development tasks and tools in a way that learners are 
satisfied with the training.  

This research provides evidence that web-based 
Virtual Meeting Tools can be designed and imple-
mented to successfully train thousands of end-users 
so they can complete complex software development 
tasks with the appropriate tools. The research is 
expected to be novel as our review of the extant 
literature did not find any similar earlier research. 
This paper draws upon a case study in a global 
corporation to describe the design, implementation, 
and evaluation of a training innovation, consisting of 
a set of courses delivered by means of a VMT and 
conference calls, to support the global deployment of 
a Unified Modeling Language™ (UML) modeling 
tool and to develop UML modeling skills. 

UML has become an international standard for 
systems modeling [21]. It is a comprehensive and 



complex language, requiring ample, long-term trai-
ning and learning efforts [8;17]. UML modeling 
requires the use of versatile UML modeling tools that 
offer, for example, graphical editors to enable 
architects, developers, and engineers to model requi-
rements, architectures, data structures, dynamic beha-
viors, and other characteristics of systems [16]. UML 
and the supporting modeling tools constitute a criti-
cally important technology (hereafter “UML tech-
nology”) for supporting global software develop-
ment. This technology, due to its complexity and 
comprehensiveness, is a challenging domain for 
training. It is thus an excellent domain of study to 
determine whether VMT are adequate and scalable to 
train hundreds or thousands of people to master 
complex topics in global corporations.  

Indeed, the use of UML and UML modeling tools 
do not automatically lead to productivity improve-
ments. For example, Dzidek et al. [9] found that 
UML is beneficial when developers must extend non-
trivial systems with which they are unfamiliar and 
that better UML modeling tools and more experien-
ced personnel could yield even larger returns on in-
vestment. Productivity improvements from the 
adoption of the UML technology may not be reached 
without the cost-effective training of end-users. 

The case organization had to find a cost effective 
way to improve its employees’ UML technology 
related skills, knowledge, and motivation globally. It 
decided to use Virtual Meeting Tools for UML 
technology training. However, the extant literature 
provided the organization with little guidance for 
designing and implementing such training. 

Following the problem-centered approach of 
Peffers et al. [23], this research was initiated in the 
case organization to fill the identified gap in 
knowledge. The research question is as follows: 

• Can the UML technology training be organized 
and delivered through Virtual Meeting Tools in ways 
that learners are satisfied with the training and the 
training positively impacts the skills, knowledge and 
motivation of the learners? 

To answer the research question, the four-phased 
design science research methodology presented by 
Peffers et al. [23] was deployed. First, Problem 
Identification and Motivation revealed that the UML 
technology related research did not provide any 
insights into the design and implementation of VMT 
innovations for UML technology training. Second, 
Objectives for an Innovation were defined to resolve 
the problem based on the experiences of the case 
organization. Third, the key components of the 
innovation such as content, organization of training, 
training materials, and trainers’ skills and knowledge 
were Designed and Developed. Fourth, learner 

satisfaction and improvements in skills, knowledge, 
and motivation were Evaluated. 

The main contribution of this research is the 
design, implementation, and evaluation of a VMT-
based innovation for UML technology training. 
Although the design of the innovation has been 
created based on the experiences in the case 
organization, we have made every effort to generalize 
it and to identify potential prerequisites for the 
innovation, so other organizations can maximally 
leverage it in UML technology training.  

The paper proceeds as follows. Section “Virtual 
Meeting Tools, Unified Modeling Language and 
Unified Modeling Language Tools” introduces basic 
concepts related to VMT, UML modeling, and 
modeling tools. Section “A Systematic Literature 
Review” presents research related to UML training 
and VMT adoption in training. Section “Description 
of the case organization and the research method” 
describes the case organization; the objectives for the 
innovation; the research method; and the innovation 
(i.e., key features of training such as contents, 
organization of training, training materials, and 
trainers skills and knowledge). Section “Preliminary 
evaluation of the Virtual Meeting Tool-based 
innovation,” details the results of evaluation. Section 
“Conclusions and Future Research” concludes the 
paper, addresses the limitations of the conducted 
research, and provides an outlook to further research.  
 
2. Virtual Meeting Tools and Unified 
Modeling Language Tools  
 

This section explains the concepts of VMT and 
UML Tool. 
 
2.1. Virtual Meeting Tools  
 

Virtual Meeting Tools enable real-time interac-
tions through features such as chat tools and audio, 
video, and user interface screen sharing. They use 
common browser plug-ins and connect through a 
local or remote hosting service [10]. Most VMTs are 
platform independent, allowing users on PCs, Macs, 
and Linux machines to share identical features [10]. 
At the appointed times, participants log on to join the 
sessions. 

VMT has been used most extensively in educa-
tion [10], for example, to arrange remote lectures. 
But other types of organizations are increasingly 
using VMT for collaboration and training purposes. 
For example, individuals can use VMT to collaborate 
in geographically distributed projects. Learning has 
become more flexible as VMT has provided more 



opportunities for learning at any place. There is often 
a sense of community even if the collaborators are 
thousand miles away from each other. Without the 
time and expense of travel, experts can attend classes 
from any location and respond to the questions of 
other participants in real time.  

Training through VMT has limitations. Most 
importantly, the trainers have reduced control over 
the virtual class-rooms compared to on-site training. 
As a result, the trainers have to be highly experienced 
in using VMT to interact effectively with their 
audiences while missing many visual and other cues.  
 
2.2. Unified Modeling Language tools 

 
Some UML tools can generate software from 

UML models and UML models from the software. 
Some also have a built-in knowledge of UML rules, 
so they can automatically validate the correctness of 
UML models. Table 1 presents typical high-level 
features for the class of UML modeling tools. 
 
3. A Systematic Literature Review  

 
Literature was reviewed to verify to which extent 

existing studies cover VMT usage for UML and 
UML tool training in industrial settings. To improve 
the rigor of the study, a systematic literature review 
was conducted following the principles of Kitchen-
ham et al. [15]. VMT related literature is fragmented 
and keywords such as e-Learning, online learning, 
web-based learning, computer-based training, Inter-
net-based training, and web-based training are used. 
We thus decided to use a broader term “training”. 
UML tool related literature is also fragmented (e.g., 
using keywords such as “UML tool” or “CASE 
tool”), so we decided to use a broader term “UML”. 
The following criteria and process were used: 

1. The first criterion was to find UML training 
related articles by searching words “UML” and 
“training” in title, abstract, and keywords. Decision 
was based on the title and the abstract of the article. 

2. The second criterion was to categorize research 
according to industrial experiences, that is, whether 
the research reported industrial experiences or not. 
The content was visited when it was impossible to 
determine based on the abstract and the title whether 
the article reported industrial experiences. 

3. The third criterion was to categorize research 
according to e-Learning, that is, whether the research 
reported experiences related to e-Learning or not. 
The content was visited when it was impossible to 
determine based on the abstract and the title whether 
the article reported e-Learning related experiences.  

 

Table 1. Main features of UML modeling tools 
(adapted from [16]). 

Feature Purpose of the feature is to help 
Modeling & 
Diagramming

Create, remove, and edit model 
elements and diagrams; view the 
models from different perspectives. 

Hierarchy 
Management 

Create, update, and delete hierarchies 
in which model elements are assigned.

Collaboration 
and Version 
management 

Multiple concurrent users to manage 
different versions of assets and to 
resolve conflicts; integrate the UML 
tool to version control and/or change 
management systems as necessary. 

Publishing Compose and publish views of the se-
lected models or model elements; pro-
vide data in different formats (e.g, 
JPG); create reports and documents 
based on the selected model 
(elements). 

Tracebility  Create, remove, update, and trace 
relationships between models or 
model elements. 

Simulation 
and 
Validation 

Simulate dynamic behaviors of 
models or interface or integrate the 
tool to simulation tools; validate UML 
model correctness and completeness.  

Model and 
Code Synch-
ronization 

Generate code based on models; crea-
te models based on code (reverse engi-
neering); integrate UML tools to sour-
ce code systems, Eclipse, or Model-
driven architecture tools such as 
AndroMDA. 

User 
Management 

Manage access and connectivity to the 
organization’s directory services (e.g., 
Active Directory). 

 
In the first phase of search, IEEE Explore, ACM 
Portal, and Elsevier’s Science Direct were searched. 
These databases covered both IS journals and 
conferences. The number of found articles and 
related references are described in Table 2. Seven 
articles related to UML training were found. Three of 
them reported UML modeling and/or UML modeling 
tool training in industrial settings. In addition, Virvou 
and Tourtoglou [28,29] present two potential systems 
to support UML learning but no industrial 
experiences were reported. Both Anda et al. [1] and 
Andersson et al. [2] did not mention usage of any e-
Learning tools for UML modeling related training. 
Bunse et al. [6] reported industrial experiences from 
the design, organization, and execution of a training 
program blending e-Learning and face-to-face 
training to teach 42 employees UML in an 
automotive branch of a large German corporation. 
The program started with an online learning phase in 



the form of web-based training, in which the learners 
worked self-directed with the courseware to enhance 
their knowledge and skills in applying the UML. The 
phase was a prerequisite for the face-to-face trainings 
of the second phase. After the face-to-face training, a 
several weeks long coaching phase concluded the 
training program. The coach consulted the learners 
about applying UML in their day-to-day-work. No 
UML modeling tool related training was included.  

Whenever industrial experiences from UML and 
UML modeling tool training were reported, the 
importance of organizing UML and UML modeling 
tool training in a cost effective way was clear ([1], 
[2]). Anda et al. [1] investigated the adoption of 
UML modeling principles and tools in a project 
where a global company applied a UML-based 
development method in a large, international project 
with 230 system developers, testers and managers. 
Adoption was supported by face-to-face training and 
mentoring. Maximum benefits from UML-based 
development were not achieved because training (1) 
was not adapted to the needs of the project and (2) 
was considered too expensive to provide to project 
members who were not directly involved with UML-
based development. Andersson et al. [2] researched 
the adoption of UML/SysML modeling principles 
and tools in an aerospace systems engineering project 
at Saab Aerosystems. Introducing UML/SysML with 
a methodology and a supporting toolset in the 
organization required a clear strategy including just-
in-time, face-to-face training and mentor support. 

 
Table 2.Results of literature review. 

Search criteria Number of 
articles 
found 

Refe-
rences 

UML training 
 

Seven [1,2,6,22,
27,28,29] 

UML and/or UML tool 
training in industrial settings 

Three [1,2,6] 

Experiences of e-Learning 
adoption for UML training 
in industrial settings 

One [6] 
 

 
Relevant articles may have been published but not 
found in this literature review. Nevertheless, we 
conclude that the application of e-Learning in general 
and VMT in particular for UML modeling and/or 
UML modeling tool training has not received much 
attention in the literature. 

 

4. Description of the case organization 
and the research methodology 
 
4.1. Case Organization 

A VMT-supported innovation for UML 
technology training was implemented in the global 
high-technology corporation. To support product 
development, a new UML modeling tool was being 
rolled out globally. A web-based VMT was provided 
by the IT department. It was not used for voice 
sharing but instead employees could use phone lines 
or a VoIP application to perform conference calls 
while using the VMT. 

 
4.1.1. Introduction of the UML modeling tool in 
the case organization 

Most of the intended UML tool end-users were 
from the R&D organization. Other organizations such 
as partners using the same IT infrastructure were 
involved as well. Deployment was supported by a 
team consisting of personnel from the global IT 
department, the department responsible for process 
and information systems development and support 
for R&D, and the subcontractors working for these 
departments. The system was intended to gradually 
replace some existing systems and the number of 
end-users was thus growing. 
 
4.1.2. The need for the Virtual Meeting Tool-
based training innovation 

The need for a new way of training was noticed 
based on two surveys conducted in 2009. The middle 
management responsible for the tool rollout and 
support decided to conduct the surveys to evaluate 
how satisfied the end-users were with the tool and the 
quality of service. The results of the two user 
satisfaction surveys are presented in detail by [12]. 
The team analyzed the results of the surveys and 
concluded that instructions, user guides, and training 
practices had to be improved. It initiated several 
improvement activities accordingly. The challenge 
was that end-users were working in distributed sites 
while at the same time there was pressure to extend 
the use of VMT to cut down travelling costs.  

The team had previously used VMT in 
information sharing. Face-to-face trainings were 
organized in co-operation with the UML tool vendor 
which provided globally UML technology training 
and consultancy as well as technical support for their 
products. However, the vendor had no experience of 
VMT-based training. The team decided to design and 
pilot an innovation for UML technology training to 
improve the overall effectiveness of this training. 
Since then, the content, material, and organization of 



trainings have been iteratively improved based on 
free-form feedback from end-users. The middle 
management initiated more formal evaluation during 
2010 in the form of a survey but the response rate 
was unsatisfactory. Interviews were then determined 
to be the best method to verify that the innovation 
was viable in 2011 after two years of deployment. 

 
4.2. Research Methodology 
 
4.2.1. Design Science 

The first author of this paper was a member of the 
team responsible for UML tool deployment. Design 
science research was deemed as the most effective 
methodology for designing the innovation for UML 
technology training. Design science is a discipline of 
information systems research which has recently got 
ample attention among information systems 
researchers. Design science research is relevant to 
practitioners as it aims at solving practical and 
theoretical problems by creating and evaluating IT 
artifacts intended to solve identified organizational 
problems [19;11;23]. The artifacts are the final 
results of the design process. March and Smith [19] 
define artifacts as constructs, models, methods and 
instantiations. There are several extensions to their 
list of artifacts. Rossi and Sein [25] include the 
following artifacts: conceptual designs (e.g., 
definition of a relational model), methods (e.g., 
design patterns), models and systems (e.g., 
prototypes and commercial applications), and better 
theories (e.g., relational algebra). Järvinen [13] 
includes informational and human resources as 
potential artifacts, too. 

The designed innovation for UML technology 
training is partly an IT artifact but it also includes hu-
man (e.g., trainers, end-users, and their skills, 
motivations, and stocks of knowledge) and informa-
tional resources (e.g., contents of training materials). 
The case organization experimented with many diffe-
rent ways of supporting UML tool end-users. No 
other combination of IT artifacts and informational 
and human resources was found cost effective by the 
management or appealing by end-users. This paper 
focuses on the innovation that reflects the only 
effective combination of the IT artifact (i.e., the VMT 
tool) and informational and human resources. The 
innovation is an artifact resulting from the systematic 
application of the design science methodology. 
 
4.2.2. Design of the Virtual Meeting Tool-based 
Innovation 

The design of the VMT-based training innovation 
was a result of two years of development work 
between 2009 and 2011. An initial set of training ses-

sions was created and executed in 2009 in co-opera-
tion with the UML tool vendor. The latest set of 
sessions is introduced in Table 3. A set of sessions 
was organized typically once every two months. Each 
set of sessions was delivered during two weeks, so 
end-users were able to learn the basics within 
reasonable time. Each session was designed to last 
between one and two hours, including the time 
reserved for questions and answers. After each 
session, feedback was asked via e-mail from 
participants.  

Trainers were not experienced in applying VMT 
tools for UML technology training when the training 
was started. They were specialists in both the UML 
technology and traditional face-to-face training. The 
UML tool vendor had to make a substantial effort to 
install and learn to use the VMT tool and the 
conference call system the case organization had 
chosen. The vendor then organized training sessions 
in its physical premises and delivered them via VMT, 
decreasing the traveling costs of trainers.  
 

Table 3.Names and descriptions of the 
sessions. 

Name of the 
session 

Description of the session 

Introduction 
to UML 

Main diagrams of UML, history and 
evolution of UML language 

Introduction 
to tool 
 

Main features of tool, how to get 
started with hands-on example, 
support resources such as Intranet, 
guides, and  IT support 

Class 
diagrams 

Class diagram in UML and demonstra-
tions showing how to create class 
diagrams using the tool 

Sequence 
diagrams 

Sequence diagram in UML and de-
monstrations showing how to create 
sequence diagrams using the tool 

Composite 
structure 
diagrams 

Composite structure diagram in UML 
and demonstrations showing how to 
create such diagrams using the tool 

State 
machine 
diagrams 

State machine diagram in UML and 
demonstrations showing how to create 
state machine diagrams using the tool 

Use Case 
diagrams 

Use case diagram in UML and 
demonstrations showing how to create 
use case diagrams using the tool 

Introduction 
to collabo-
ration  

Features to support the collaborative 
maintenance of UML models using 
tool (presentation and demonstration) 

How to 
publish 
models 

Features to support the sharing of mo-
dels in different formats or through 
Intranet (presentation and 
demonstration) 

 



Each set of on-line training sessions was 
advertised through email and Intranet pages. 
Employees registered in the sessions got personal 
invitations to the calendar system used in the case 
organization. However, it was possible to join the 
sessions without registration because the conference 
phone number and the link shared during each VMT 
session remained the same. This flexibility was well 
received by employees but the VMT technology did 
not provide the team with possibilities to keep track 
of the employees joining the sessions. The number of 
trained employees is thus an estimation based on the 
invitations sent. 107 employees were invited for the 
training sessions in 2009 and 150 in 2010. Employees 
could join the sessions in their offices, in meeting 
rooms they had reserved, or in other premises, for 
example, when traveling. They used their mobile 
phones, conference phones, or PC software (such as 
VOIP) for conference calls. Both muted and non-
muted lines were reserved for calling purposes. When 
calling to muted lines, they could not make any 
comments or questions verbally. However, it was 
possible to send questions or comments through chat 
to the trainers, who checked the questions and 
comments and answered them as necessary during 
the sessions.  

Training materials were originally developed for 
the purposes of face-to-face training. Each concept 
(e.g., a UML diagram or feature) was introduced first 
and then the use of the UML modeling tool was 
demonstrated in the same context. Later on the 
materials were further developed to better meet the 
training needs when there is no face-to-face contact. 
For example, questions were added that trainers 
could ask to activate learners remotely. Questions 
charted the ways of using the UML technology (e.g., 
“Do you use Class Diagram (Yes/No)? Do you find 
Sequence Diagram useful in your work?”) and tested 
the learners (e.g., “Which one of the following state-
ments is correct?”). It was also possible for the trai-
ners to share information during the sessions about 
the test results and the opinions of learners. Training 
material was available in Intranet for end-users to 
study before, during, or after the training. All the 
materials followed the same agreed upon way of 
presentation (e.g., all menu options were presented in 
italics). 
 
4.2.3. Methodology for validating the innovation 

The qualitative data was collected through seven 
interviews after two sets of sessions were organized 
during June 2011 and September 2011. To keep the 
interviews informal, semi-structured questions were 
used. The interviews were conducted over the phone. 
They were transcribed to a standard format following 

the semi-structured questions and related themes and 
sent to the interviewees for review. The transcripts 
were cross-checked by the research team to capture 
misunderstandings and potentially missing 
information. Surveys could not be used for this 
research despite the substantial number of learners 
because the response rates for surveys are very low in 
the case organization. Formalized ways of testing 
improvements in skills and stocks of knowledge 
before and after the training sessions (pre-testing and 
post-testing) were impossible to deploy as the end-
users were located all over the world and there were 
no resources available to collect all the necessary 
data from them. 

To improve the rigor of interviews, the following 
studies were applied when planning the questions: 
• Koivulahti-Ojala and Käkölä [16] for cate-

gorizing the ways of using UML modeling tools, 
• Kang and Santhanam [14] and Kraiger et al. [18] 

for identifying potential areas for improvements 
in skills, stock of knowledge, and motivation, 

• Azadeh and Songhori [4] for identifying 
potential areas of learner satisfaction.  

Koivulahti-Ojala and Käkölä [16] proposed that the 
ways of using UML models for communication can 
be categorized as follows: human to human, human 
to machine, machine to human, and machine to 
machine. Kang and Santhanam [14] identified three 
knowledge domains that training programs should 
cover: Application knowledge covering commands 
and tools embedded in IS applications; business con-
text knowledge covering the use of IS applications to 
effectively perform business tasks; and collaborative 
task knowledge covering the task interdependencies 
between various actors and how the IS application 
coordinates and mediates these interdependencies 
(Table 4). End-users of UML modeling tools need to 
master all the knowledge domains. The business 
context needs to be mastered because UML modeling 
tools are general purpose tools applicable to several 
business processes. Collaborative task knowledge is 
vital too because UML modeling tools (possibly 
integrated with other tools) mediate collaborative 
activities in distributed software development. Table 
4 illustrates UML modeling tool related knowledge 
needs with examples. This study focuses on 
application and collaborative training as the training 
sessions supported them. Although Kang and 
Santhman [14] did not consider motivational aspects 
in their study, training can positively affect 
individuals’ motivations [18]. Interviews thus charted 
also motivation issues from application and 
collaborative task perspective. 

Azadeh et al. [4] proposed seven factors that 
should be taken into account when evaluating end-



user training programs from learners’ perspective: 
relevance of the course to the learner's job, 
satisfaction with course content and presentation, 
quality of instruction, effectiveness of the trainer, and 
overall satisfaction with the training. Interviews 
covered all the factors comprehensively. 
 
5. Preliminary Evaluation of the Virtual 
Meeting Tool-based Innovation 
 

Interviewees’ previous knowledge of UML 
technology varied a lot. Three interviewees had 
several years of experience of using UML technology 
and had used this particular UML tool for more than 
one year. Two had applied UML technology but had 
used this particular UML tool little or not at all. Two 
had very little knowledge of UML technology. All of 
the interviewees shared models with other employees 
but only one used built-in collaboration 
functionalities. They did not use models for 
communication between humans and machines (e.g., 
code generation or reverse engineering) on a regular 
basis but some knew such possibilities exist or had 
even tried using them. Interviewees represented 
different continents (Asia and Europe) and 
programmer and architect roles. Most interviewees 
joined five or more sessions. Those joining less than 
five sessions were more experienced and wanted to 
learn specific topics. 

5.1. Skills, knowledge and motivation after 
training 
 

All interviewees were able to name new UML 
diagrams (or semantics related to a particular UML 
diagram) or functionalities they had learned during 
on-line training, indicating that their tool-procedural 
and tool-conceptual skills had improved. However, 
the results varied with respect to learning command 
level skills. An interviewee with limited previous 
UML technology knowledge mentioned: “If the 
application is new, you cannot learn everything at 
one glance.” Learners with limited knowledge may 
thus be overloaded and unable to follow detailed 
command level instructions. One interviewee had 
found a solution to support his learning of command 
level skills. He had completed notes during training 
so he could later find the right menus more easily. 
Another interviewee proposed that training sessions 
should be recorded so the instructions can be 
reviewed whenever necessary. We can conclude that 
learners were able to find their ways to learn 
command level skills over time with the help of on-
line training.  

Interviewees were not able to name any concepts 
or practices (e.g., collaborative maintenance of 
models) related to collaborative task knowledge after 
training. Only one of the interviewees used 
collaborative modeling and it can be expected that 
interviewees focused on those sessions they 

Table 4.The model for training users of UML tools (adapted from [14]). 
Domain of knowledge Definition Example in UML tool context 
Application Knowledge 
1) Command based 
2) Tool-procedural 
3) Tool-conceptual 

1) Commands/keystrokes needed to 
execute an operation 

2) Knowledge required to combine 
multiple commands and 
complete a generic task 

3) Knowledge to understand the 
bigger picture of what to do with 
a tool 

1) Commands/keystrokes in order to 
create a UML element 

2) Combine multiple commands to 
complete a UML diagram 

3) Which types of diagrams should be 
used together and when, and how 
the tool facilitates this?  

Business context knowledge 
1) Business-procedural 
2) Business-motivational 

1) How to apply the above levels of 
knowledge to execute a specific 
business task? 

2) What the tool can do for my job? 
3) What is the role of the tool in the 

organization? 

1) Which diagrams to apply and when 
to support a particular business 
process (e.g., requirements 
management)? 

2) Which business processes of the 
organization are supported by the 
UML tool and why? 

Collaborative task 
knowledge 
1) Task interdependencies 
2) Collaborative problem 

solving approach 

1) Interdependencies between tasks 
and their effects upon using a 
UML tool 

2) Collaborative problem solving 
effort between users 

1) How tasks completed through the 
UML tool affect and are affected by 
other users of the tool (and/or related 
tools)? 

2) Knowledge sharing between users to 
solve problems 

 



considered most relevant to their immediate needs. 
Thus it cannot be concluded that on-line training is 
unsuitable for learning collaborative knowledge. 
Instead, lack of such knowledge after training 
indicates that interviewees lacked motivation to learn 
such knowledge. Some interviewees stated that they 
had not started to use collaborative modeling and 
therefore had now skipped the related session but 
were interested to join such a session later.  

Most interviewees agreed that they were more 
motivated to use the UML tool after training. For one 
user, the usage of the tool was compulsory and he 
indicated that training neither increased nor 
decreased his motivation. Another user had a long 
experience of UML technology and his expectations 
for the course were learning business-procedural 
skills and knowledge rather than application level 
skills. On the other hand, one experienced user 
indicated increased motivation due to the possibility 
to refresh his UML technology knowledge. Our 
preliminary conclusion is that those using the tool 
voluntarily and joining sessions to learn application 
level skills were more motivated after the training. 
Interviewees did not express increased motivations to 
solve UML technology related problems with other 
end-users after the training. They mentioned their 
own teams, Intranet, and Internet as the sources they 
would use to solve the problems. Training thus 
improved or maintained motivation at the application 
level but not at the collaborative level.  

In sum, the innovation for UML technology trai-
ning improved application related skills and know-
ledge and increased or maintained the motivation to 
apply UML technology. However, improvements in 
command level skills and collaborative task 
knowledge and motivation were limited.  

 
5.2. Learner Satisfaction 

 
Interviewees were satisfied with content, training 

material, voice, presentation sharing, and the way 
learning was organized (Table 5). As the content and 
training materials had been specifically tailored for 
on-line training of application and collaborative task 
knowledge during the previous two years, it is 
possible that the interviewees did not see any major 
improvement proposals necessary. The proposals for 
new content came mainly from the users having most 
extensive previous knowledge. They indicated needs 
for training either business context related knowledge 
or very detailed additional knowledge. But additional 
details might neither be interesting nor useful for 
novices. Accordingly, the scope of using the VMT 
innovation must be extended for training business 
context knowledge in future. 

Table 5.Examples of answers for learner 
satisfaction. 

Domain for 
learner 
satisfaction 

Example answers 

Content “Content was a compact packet.”  
 “I think content was good and some 
good examples were presented. “ 
 “Potentially it could go into more 
details and more advanced things.”  

Demonstra-
tions 

“Demonstrations were clear and 
presented smoothly.” “Good to have 
the sessions on UML modeling and the
use of the tool after each other.”  
“When showing how to make menu 
selections, the trainer should pause and 
show the selections slowly.” 

Training 
material 
 

“Material was ok”. “I have read those 
materials I need for the three types of 
diagrams I use.” “Good enough 
whatever there was during those two 
sessions I attended.”  “Material does 
not support finding information.
Searching and linking capabilities 
would be improvements.” 

Trainer  “Trainer knew the material and the 
UML tool.” “Trainer was fluent in 
English and knew what he was doing.”
“He did know his topic and was clear 
presenting it.”  “Content was good but 
sometimes too difficult to follow due to 
fast speed.” 

Voice “No problems.” “Mostly ok.”  
Means of 
presentation 

“No problems”. “Surprisingly good. 
Only one small break.” 

Questions 
for the 
trainer 

“It was good to have a chance to make 
questions. Trainer answered them 
promptly.” 

Questions 
for other 
interviewees

“Most learners only listened. As far as I 
remember, one person in two sessions 
asked something.” 

The way the 
on-line 
training 
sessions 
were 
organized 
 

“A full day session is difficult to alloca-
te nowadays. This [short session] was 
good for me... I would probably miss it 
if it were a longer face-to-face or on-
line session. On-line sessions are diffi-
cult to follow if they last several hours. 
Face-to-face trainings need full day 
allocations and negotiations with the 
manager.” “Length of sessions was ok”.

 
One interviewee proposed that it should be possible 
to find information in the material more easily. The 
material was tailored for training purposes and did 
not support the searching of particular pieces of 



information. As learners were not able to fully learn 
command level skills during training sessions, the 
material should support the searching of relevant 
content after training. 

The organization of the training sessions got some 
positive remarks. UML was always introduced first 
and the use of the tool was focused on after that. This 
combination of tool-conceptual and tool-procedural 
training was seen beneficial. In addition, the lengths 
of the sessions were suitable both from practical and 
learning perspectives (see the last row of Table 4). 
No interviewees mentioned other types of diagrams 
that should also be covered in training sessions but 
some detailed proposals for other topics were 
mentioned (e.g., how to move elements in a 
hierarchical model). 

Interviewees were mostly satisfied with 
demonstrations and the trainer but they agreed that 
presentation speed was sometimes too fast. This is 
understandable as the trainer could not see learners’ 
reactions and adapt the speed as necessary. On-line 
training thus requires paying special attention to 
presentation pace.  

Interviewees were familiar with VMT and confe-
rence calling. They were satisfied with voice and pre-
sentation sharing but stated that sometimes PC appli-
cations used for presentation sharing or conference 
calling were not working properly. However, 
interviewees knew from their earlier experiences that 
such incidents happen from time to time. This may 
explain why the incidents did not decrease their 
perceived satisfaction. When the studied sets of 
sessions were organized, all trainers had previous 
knowledge of applying VMT and voice sharing for 
training. In organizations where trainers or learners 
lack similar VMT skills and knowledge, learner 
satisfaction may be lower than in this organization.  

 
5.3. Generalizable findings from the 
evaluation 

 
The evaluated innovation for UML technology 

training is based on experiences from one 
organization during the period of two years. 
However, it is possible to make some general 
recommendations because both the innovation and 
the related informational and human resources have 
been specified. VMT can be applied for complex 
technology training successfully (in terms of learner 
satisfaction, sustained motivation to use the 
technology, and improved tool-conceptual and tool-
procedural skills and knowledge) in organizations 
where end-users are familiar with VMT and there are 
trainers experienced in conducting customized on-
line training using the innovation. Organizations, 

searching for a viable solution for training large 
numbers of globally distributed employees to use 
complex software technologies, should thus carefully 
analyze both employees’ and trainers’ abilities to use 
VMT and conference calls.  

Subjective opinions of interviewees do not 
necessarily correlate with real improvements in skills 
and knowledge or learner satisfaction. However, 
other data sources within the organization support the 
interview results. First, a user satisfaction survey 
completed in the organization indicated that after the 
UML technology training sessions were initiated, 
user satisfaction was increased (see details in [12]). 
Second, the case organization tried out other ways of 
supporting end-users’ efforts to learn UML 
technology but they were unsuccessful in terms of 
popularity amongst the end-users.  

It should also be noted that in the case organiza-
tion, both business context knowledge creation and 
collaborative task knowledge creation were also 
supported by other means. Business context 
knowledge creation was supported by UML 
technology experts who joined deployment projects 
where teams or projects took the UML tool into use. 
Experts suggested suitable diagrams, structured the 
models, and provided tailored training for team-, 
project-, and department-specific purposes. 
Collaborative task knowledge creation was enhanced 
by finding and training contact persons for each team, 
project, and department, and encouraging the sharing 
of experiences in user forums.  
 
6. Conclusions and Future Research 

 
This research described an innovation for UML 

technology training that results from a few years of 
iterative development of the case organization, 
content, material, and trainers’ skills and knowledge. 
It was found that VMT can be applied for training 
people to use complex technologies successfully (in 
terms of learner satisfaction and motivation and 
knowledge to use the technology) in organizations 
where end-users routinely use VMT and there are 
trainers experienced in on-line training. Information 
systems professionals benefit from the proposed 
innovation for UML training when planning, 
implementing, and evaluating UML training sessions 
organized through VMT. Information systems 
management can take advantage of the results when 
making decisions about VMT usage in complex 
technology training. 

The single case study methodology may not pro-
vide a sound basis for generalization. Future research 
in other organizations is necessary to probe the 
applicability of VMT in training people to use 



especially nontrivial information systems. The UML 
technology is considered to be complex and difficult 
to learn. This study indicates that it is possible to 
support the learning of complex technologies through 
VMT by structuring the complex content in an 
appropriate way from the end-users’ perspectives. 
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ABSTRACT 

The research community has delivered many comprehensive instruments to measure user satisfaction and service quality. 
However, they may be tedious to deploy in industrial settings, often leading to low response rates. Industrial organizations 
are thus looking for simpler and more cost effective ways to measure both user satisfaction and service quality. This paper 
presents and validates a lightweight 8-item instrument to measure the user satisfaction and the quality of service experienced 
by the users of a Unified Modeling Language tool. The instrument merges ease of use and service-related items. The analysis 
of the results of two surveys, conducted in a global high-tech corporation, indicates that the instrument has adequate 
reliability and validity. It is short, easy to use, and appropriate for both practical and research purposes. Future research is 
needed to validate the instrument in the context of other organizations and other classes of information systems. 

Keywords 

Service Quality Measurement, User Satisfaction Measurement, UML tools. 

INTRODUCTION 

Modern business organizations have typically invested ample resources to improve their business processes and Information 
Technology (IT) infrastructures over the years. During the current economic downturn, most business organizations have 
continued to increase their IT investments (Kanaracus, 2008) but only in the areas of IT where most business value can be 
obtained. Organizations thus need to assess the returns of IT investments. 

The extant research in information systems (IS) evaluation considers the user satisfaction and the service quality as the 
central constructs or surrogate measures of the business value of IT. It has produced comprehensive approaches and multi-
dimensional instruments (DeLone and McLean, 2003; Petter et al., 2008; Smithson and Hirschheim, 1998; Symons, 1991). 
However, the instruments are complex and tedious to use in industrial settings. The surveys collect data using so many time-
consuming evaluation dimensions that the response rates may deteriorate (Jarrett, 2005; Urbach et al., 2009). For example, 
the widely adopted instrument End User Computing Satisfaction (EUCS) (Doll and Torkzadeh, 1988) deploys 12 questions 
to measure user satisfaction. If the management also wants to measure service quality using, for example, the IS ZOT 
SERVQUAL (Kettinger and Lee, 2005), there are 54 additional questions to be answered. 

The situation is worsened by the fact that the IT organizations typically offer large portfolios of applications and evaluate all 
or most of them regularly. For example, the outsourcing of applications and related services is common and the service 
qualities and applications of all providers must be surveyed frequently to ensure the fulfillment of service level agreements. 
Because each user is likely to use a substantial portion of the entire portfolio of applications, the same users need to fill 
numerous lengthy questionnaires to assess the systems and related services. For example, if each user deploys on average ten 
applications and the IT organization measures each application and related services biannually using EUCS and IS ZOT 
SERVQUAL, each user should answer 2*10*(12+54) =1320 questions annually. In practice, most users are unlikely to 
answer all surveys, decreasing the reliability of the results. Finally, the analysis of vast amounts of multi-dimensional data is 
so cumbersome especially in large organizations that IT departments may find the task insurmountable. 



Islam et al.                                                                                     A lightweight instrument to measure user satisfaction and service quality 

Proceedings of the Sixteenth Americas Conference on Information Systems, Lima, Peru, August 12-15, 2010. 2 

Organizations would thus benefit from lightweight instruments to evaluate the systems and services. They also need to plan 
sampling and other mechanisms carefully to devise the overall structure for measurement. To address these concerns, this 
paper draws upon the experiences obtained in a global high-tech corporation that wanted to measure user satisfaction and 
service quality systematically and organization-wide. The corporation could not accomplish this objective effectively because 
it experienced all the challenges discussed above. This paper presents and applies a new lightweight instrument containing 8 
questions to evaluate a Unified Modeling Language (UML) tool used in the corporation and the services supporting tool 
deployment. The instrument has been designed to be generally applicable for evaluating a variety of systems and services. 

The paper proceeds as follows. Section “Evaluation of user satisfaction and service quality” reviews the research on the 
measurement of user satisfaction and service quality. Section “UML Modeling tools for UML modeling” introduces the basic 
concepts related to UML modeling and modeling tools. Section “Case organization” describes the case organization and the 
UML modeling tool used. Section “Research methodology” presents the research methodology and the proposed instrument. 
Section “Validation of the proposed instrument” presents the preliminary validation. Section “Conclusions and future 
research” concludes the paper. 

EVALUATION OF USER SATISFACTION AND SERVICE QUALITY  

User Satisfaction measurement 

User satisfaction has received considerable research attention since the 1980s (Bailey and Pearson, 1983; Baroudi et al., 
1986; Benson, 1983; DeLone and McLean, 1992; DeLone and McLean, 2002; Ives et al., 1983). It is an important measure of 
information systems success, often regarded as the easiest and the most useful way to evaluate the IS. Bailey and Pearson 
(1983, p. 531) define user satisfaction as the “sum of one’s positive and negative reactions to a set of factors.” Doll and 
Torkzadeh (1988, p. 261) describe it as “the affective attitude toward a specific computer application by someone who 
interacts with the application directly.” Eagly and Chaiken (1998, p. 296) regard user satisfaction as a “psychological 
tendency expressed by evaluating a particular entity with some degree of favor and disfavor”. Huang et al. (2004) conclude 
that user satisfaction is the most often used construct to measure the success of information systems. 

Bailey and Pearson (1983) developed a 39-item instrument to measure user satisfaction of data processing personnel. Ives et 
al. (1983) developed a 39-item User Information Satisfaction (UIS) instrument and a separate 4-item UIS measure using a 
sample of 200 production managers. Due to some limitations, these instruments are not used as much as the 12-item EUCS 
instrument (Doll and Torkzadeh, 1988), comprising content, accuracy, format, ease of use, and timeliness factors. EUCS is 
very comprehensive and addresses most limitations of the previously developed instruments. After the exploratory study was 
completed in 1988, confirmatory studies with different samples concluded the instrument was valid (Doll et al., 1994; Doll 
and Xia, 1997). A test-retest of the reliability of the instrument found the instrument was reliable over time (Torkzadeh and 
Doll, 1991). Harrison and Rainer (1996) showed that the instrument could be used generically to evaluate computer 
applications. The instrument has become widely adopted and it has served as the reference model for many user satisfaction 
measurement instruments. Lewis (1995) developed the 19-item Computer Usability Satisfaction Questionnaires to measure 
system usefulness, information quality, and interface quality. Other authors have developed user satisfaction models for 
specific areas (e.g, Bargas-Avila et al., 2009; Huang et al., 2004; Muylle et al., 2004; Ong and Lai, 2007; Palvia, 1996; Wang 
and Liao, 2007). 

Service quality measurement 

Marketing researchers developed the 22-item SERVQUAL instrument to assess service quality through the following five 
dimensions (Parasuraman et al., 1988):  

(1) Tangibles: Physical facilities, equipment, and appearance of personnel; 

(2) Reliability: The ability to perform the promised service dependably and accurately; 

(3) Responsiveness: The willingness to help customers and provide prompt service; 

(4) Assurance: The knowledge and courtesy of employees and their ability to inspire trust and confidence; and 

(5) Empathy: Providing caring and individualized attention to customers.  

SERVQUAL has been adopted in a variety of domains such as healthcare, education, banking, financial services and IS (e.g., 
Jiang et al., 2002; Pitt et al., 1995). Nyeck et al. (2002, p. 102) stated the SERVQUAL instrument “remains the most 
complete attempt to conceptualize and measure service quality.” In the IS field the application of the instrument has garnered 
a great deal of debate recently (for a review of most debated issues, see (Landrum et al., 2009)). The case organization did 
not find SERVQUAL attractive for two reasons. First, SERVQUAL includes only one training and documentation related 
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question: “Useful support materials (such as documentation, training, videos, etc.)”. Yet, the role of documentation is 
emphasized in the context of open source tools because nobody may be supporting these tools. Second, when the support is 
centralized, the users may not be able to meet the support personnel face-to-face in order to evaluate physical facilities, 
equipment, or personnel-related tangibles. Therefore, SERVQUAL may not be attractive when open source tools are used or 
the support organization is centralized. 

UML MODELING TOOLS FOR UML MODELING 

Unified Modeling Language™ has become an international standard for systems modeling (ISO, 2005). UML modeling tools 
offer graphical editors to enable architects, developers, and engineers to model requirements, architectures, data structures, 
dynamic behaviors, and other characteristics of systems. UML models can be used to support communication between 
people, document a system, generate test cases, predict the realized system’s quality, and automate code generation. UML 
tools may generate software from the UML models and UML models from the software (reverse engineering) and may have 
a built-in knowledge of UML rules to validate the correctness of the models automatically. Table 1 presents high-level 
features for the UML modeling tools (adapted from Koivulahti-Ojala and Käkölä, 2010). 

The use of UML and UML modeling tools do not automatically lead to productivity improvements. Their potential may not 
be reached, if engineers need to struggle with the problems related to the poor availability or usability of modeling tools or 
the lack of user support and training. For example, Arisholm et al. (2006, p. 365) studied the impact of UML documentation 
on software maintenance and concluded that “for complex tasks and past a certain learning curve, the availability of UML 
documentation may result in significant improvements in the functional correctness of changes as well as the quality of their 
design. However, there does not seem to be any saving of time. For simpler tasks, the time needed to update the UML 
documentation may be substantial compared with the potential benefits, thus motivating the need for UML tools with better 
support for software maintenance.” Dzidek et al. (2008) found that using the UML could be beneficial when a developer 
must extend a nontrivial system with which he/she is unfamiliar and that better UML tools and more experience would likely 
yield even a larger return on investment. These results indicate that when the processes and capabilities are improved 
through, for example, better UML tools, training, and user support, returns on UML-related investments can be substantial. 
Measuring user satisfaction and service quality is crucial to focus the required improvement actions appropriately. 

CASE ORGANIZATION 

This research project was conducted in a global high-technology corporation, developing products in multiple sites with 
multiple partners. To support product development, a new UML modeling tool was being rolled out globally when the 
research project started. Most of its users were from the R&D organization. It was supported by a virtual team consisting of 
personnel from the global IT department and the department responsible for process and information systems development 
and support for R&D as well as subcontractors working for these departments. The middle management responsible for the 
tool rollout and support decided to conduct two surveys to evaluate how satisfied the users were with the tool and the quality 
of service. The tool was intended to gradually replace some existing tools. Numerous users thus adopted the tool between the 
two conducted surveys. The section “Research methodology” describes the process of study design. The name of the UML 
tool selected for rollout is not disclosed here. The main functionalities of the tool are presented in Table 1. 

RESEARCH METHOLODOGY 

Study design 

Two surveys were conducted. Table 2 provides their sample details. The email invitations were sent to all the people who had 
registered as users by the date of each survey. One reminder was sent to the same users. 

Instrumentation 

The instrumentation of the survey was developed in co-operation with the virtual team responsible for tool support and 
deployment. The team had three main requirements for the instrumentation: 1) it should measure both the service quality and 
the user satisfaction with respect to the tool; 2) there should be no more than 10 questions, 3) the survey should be applicable 
to develop the service and the tool further together with the tool vendor. The first requirement limited the possibility to use a 
standard survey as to our knowledge there is no standard survey to cover both the service quality and the tool related 
satisfaction. The authors of this paper created a new instrument, which was accepted by the case organization. The list of 
questions in the instrument is given in Appendix. Identifiers (Q1-Q11) express the questions in short form. Q8, “Overall, how 
satisfied are you with <UML Modeling Tool> tool and service” was included for use as the criterion for data analysis because 
it covers both the service quality and the user satisfaction with respect to the tool. A five scale measure was used from ‘5 = 
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Very Satisfied’ to ‘1 = Very Dissatisfied’ for questions, Q1-Q8. In our data collection, we randomized the questions in the 
instrument, mostly eliminating the common method bias (Straub et al., 2004).   
 

Feature Purpose of the feature is to help Functionalities that the UML modeling tool in the case 
organization supports: 

Modeling & 
Diagramming 

Create, remove, and edit model elements 
and diagrams; view the models from 
different perspectives. 

Yes. Create, remove and edit of the following UML 
diagrams: Use Case, Class, Object, Composite Structure, 
State Machine, Protocol State Machine, Activity, Sequence, 
Communication, Component, and Deployment Diagrams 

Hierarchy 
Management 

Create, update, and delete hierarchies in 
which model elements are assigned. 

Yes. Possible to create a package hierarchy. 

Collaboration 
and Version 
management 

Multiple concurrent users to manage 
different versions of assets and to resolve 
conflicts; integrate the UML tool to 
version control and/or change 
management systems as necessary. 

Yes. Integration to version control which enables multiple 
users to manage models concurrently. 

Publishing Compose and publish views of the se-
lected models or model elements; pro-
vide data in different formats (e.g, JPG); 
create reports and documents based on 
the selected model (elements). 

Yes. Possibilities such as report generation, publishing in 
the HTML format, and copying diagrams in different 
formats. Open Application Programming Interface for 
accessing models. XML Metadata Interchange and Eclipse 
Modeling Framework support model interchange. 

Tracebility  Create, remove, update, and trace 
relationships between models or model 
elements. 

Yes. Possibility to create relationships between model 
elements and trace those relationships. 

Simulation and 
Validation 

Simulate dynamic behaviors of models 
or interface or integrate the tool to 
simulation tools; validate UML model 
correctness and completeness.  

Limited. No simulation possibilities for dynamic 
behaviors. Validation of UML models is possible (Object 
Constraint Language or Java). 

Model and Code 
Synchronization 

Generate code based on models; create 
models based on code (reverse engi-
neering); integrate UML tools to source 
code systems, Eclipse, or Model-driven 
architecture tools such as AndroMDA. 

Yes. Code generation/reverse engineering: (e.g., Java 5, 
EJB 2.0). Integration with Integrated Development 
Environments. 

User 
Management 

Manage access and connectivity to the 
organization’s directory services (e.g., 
Active Directory). 

No. However, integrated version control system may be 
connected to directory services. 

Table 1. Main features of UML modeling tools (adapted from Koivulahti-Ojala and Käkölä, 2010) 
 

Survey Number of invitations Number of responses (N) Percentage of responses 
Survey 1 267 42 15.73% 
Survey 2 444 62 13.96% 

Table 2. Sample data 

Actions taken in the case organization 

The virtual team supporting the UML Modeling tool analyzed the results of the surveys. As the validation results were not 
available during that time, the team made decisions based on the means of all questions and the total mean of all questions. 
Based on the 1st  survey, communication and training practices had to be improved because the means of questions related to 
instructions, user guides, and training were lower than the mean of all questions. 

Based on the 1st survey, information sharing with the users was improved in several ways and training sessions were 
organized. Information letters were emailed to the users, new guides were created, and the Intranet pages providing 
information about the tool and related support were improved. Tens of users were trained in on-line and face-to-face training 
sessions before the second survey was organized. Conference calls and virtual meeting tools were used, respectively, to share 
voice and presentations in on-line training sessions. 
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The answers to the feedback question Q11 were analyzed together with the tool vendor. In 1st and 2nd surveys, respectively, 
20 and 18 users gave feedback. A requirements management process and tool were used to manage the UML tool related 
requirements sourced from the answers.  

The results of the second survey revealed that the improvements related to information sharing and training had raised user 
satisfaction and that the availability and speed of the tool would be the next areas to improve. Fortunately, the software 
upgrades had already been planned to increase the reliability and usability of the version management features and to make 
the features faster to use. No separate action plan was thus necessary. 

VALIDATION OF THE PROPOSED INSTRUMENT 

This section presents the univariate and bivariate analyses for the two surveys. The PASW 18.0 software was used for data 
analysis.  

Central tendency computation 

All the questions in the study are either nominal or ordinal. The central tendency of nominal/ordinal variables can be best 
explained by the Median and Mode (Bryman and Cramer, 1999). Besides them, the mean, standard deviation, and range of all 
the questions are presented in Table 3.  

Question Mean Median  Mode Std Range 

Q1 3.791, 3.522 41, 42 41, 42 .7821, .8802 31, 42 

Q2 4.001, 4.032 41, 42 51, 42 1.0361, .8492 31, 32 

Q3 3.791, 3.572 41, 42 41, 42 .8711, .8192 31, 42 

Q4 3.511, 3.632 41, 42 41, 42 .7461, .8212 31, 32 

Q5 3.931, 4.022 41, 42 41, 42 .8771, .8332 41, 42 

Q6 3.301, 3.922 31, 42 41, 42 .9661, 1.012 41, 42 

Q7 4.121, 4.002 41, 42 41, 42 .8031, .9232 31, 42 

Q8 3.881, 4.002 41, 42 41, 42 .7391, .8102 31, 32 

                  1: Survey 1,    2: Survey 2 

Table 3. Central tendency computation 

Linear Regression Method 

In order to ensure statistical conclusion validity (Straub et al., 2004), we perform regression analysis. The regression analysis 
assumes Q8 (criterion) is the dependent variable and the others (Q1-Q7) are independent variables. Table 4 provides the 
results of the regression analysis. 

Question R-Squared Constant B 

Q1 .1421, .3052 2.5331, 2.2082 .3561, .5082 

Q2 .3661, .1282 2.1541, 2.6232 .4321, .3412 

Q3 .1421, .2442 2.6711, 2.2532 .3201, .4892 

Q4 .2681, .2422 2.0531, 2.4722 .5201, .4402 

Q5 .1001, .3052 2.9041, 2.1132 .2481, .4862 

Q6 .0121, .2602 4.0881, 2.6232 -0.801, .3692 

Q7 .4661, .5242 1.2921, 1.4622 .6281, .6352 

     1: Survey 1,    2: Survey 2 

Table 4. Regression analysis results 
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The following rule proposed by Bryman and Cramer (1999) is followed in identifying how well each question fits the data: 

 <0.1: poor fit 
 0.11– 0.3: modest fit 
 0.31– 0.5: moderate fit 
  > 0.5: strong fit 

Table 4 shows there is at least the modest fit for all questions except Q6 in both surveys. The R squared values for Q6 in the 
1st and 2nd surveys are, respectively, 0.012 (poor fit) and 0.260 (modest fit). It means that the overall satisfaction is not 
explained by Q6 in the 1st survey because people were not satisfied with the available training or training had low importance 
in measuring overall satisfaction. However, the 2nd survey suggests that training impacted the overall satisfaction. People 
were not satisfied with the training in the first survey and their overall satisfaction level was mainly caused by other areas 
(Q1-Q5 and Q7). The low satisfaction level of training revealed by the 1st survey is also visible from the mean of Q6 which is 
3.30 while in the 2nd survey the mean is 3.92 (Table 3). The difference may be explained by the fact that both on-line and 
face-to-face training sessions were arranged between the surveys. The strongest fit is observed for Q7. 

Item to Criterion correlation 

In order to ensure the criteria-related validity (Boudreau et al., 2001), the correlation of each item with the overall criterion is 
computed. Table 5 shows the correlation coefficients. Some prior studies (e.g., Doll and Torkzadeh, 1988) suggest having a 
cut-off point as 0.40 for this criteria-related validity check. Table 5 shows most of the correlation results are above the cut-off 
point. However, the coefficient for Q5 in the first survey is slightly below the cut-off point. On the other hand, the correlation 
coefficient of Q6 in the first survey is very low (also confirmed by the regression method). The explanation to this was given 
in the previous subsection.  

Question Correlation Coefficient 

Q1 .4261, .4882 

Q2 .6211, .4062 

Q3 .4221, .4742 

Q4 .5321, .4912 

Q5 .3901, .5442 

Q6 .0421, 4472 

Q7 .7191, 6692 

1: Survey 1,    2: Survey 2 

Table 5. Item to Criterion correlation 

Item to total correlation 

To ensure higher model reliability, the correlation of each item’s score with the total of all items’ scores has been computed. 
A threshold of 0.45 is used for this validity check. Table 6 shows that the correlation values are well above the threshold 
except the result of Q6 in the 1st survey (see the explanation in ‘Linear Regression Method’ subsection). 

Factor analysis 

The factor analysis was performed only for the data from the second survey that had enough responses. The principle 
component analysis was used as the extraction technique and varimax was used as the method of rotation. Two formative 
factors (Petter et al., 2007) were revealed with eigenvalues greater than 1.00, explaining about 61% of the total variance: 
System Use and System & Support Richness. The item loadings are given in Table 7. Some prior studies (Ong and Lai, 2007; 
Bargas-Avila et al., 2009) suggested using 0.5 as the threshold value for the item loadings. All item loadings are above the 
threshold, except the Q2 loadings. Q2 represented both factors to some extent, demanding some more validation of the 
instrument using more data. The Cronbach’s alphas for the factors were 0.65 and 0.792 respectively. 
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Question Correlation Coefficient 

Q1 .4581, .5692 

Q2 .5491, .6342 

Q3 .6831, .6182 

Q4 .6001, .7082 

Q5 .5441, .7372 

Q6 .3721, .7562 

Q7 .7341, .6162 

1: Survey 1,    2: Survey 2 

Table 6. Item to total correlation 

 

Question/ 
Item 

Factor 1 
(System Use) 

Factor 2 (System & 
Support Richness) 

Q1 .699  
Q2 .421 .437 
Q3 .888  
Q4  .559 
Q5  .848 
Q6  .808 
Q7  .749 

Table 7. Rotated Factor Matrix  

Test-retest reliability  

Based on the central tendency computation and the regression and correlation-based analyses, both surveys provide similar 
results and relationships, thus confirming the test-retest reliability check. However, there were some exceptions due to a 
limited number of responses in the first survey and lack of training and communications.  

CONCLUSIONS AND FUTURE RESEARCH 

The extant literature provides few, if any, methodologies and instruments that could be used effectively to measure user 
satisfaction with respect to applications and services in industrial contexts where the effective execution of business 
processes is dependent on the use of tens of application systems. New instruments are thus needed that enable IT 
organizations on a regular basis (i.e., even several times a year) to measure user satisfaction with respect to all the 
applications and related services that belong to the portfolios of the IT organizations. 

This paper presents a lightweight 8-item instrument, merging ease of use and service-related items, to measure user 
satisfaction with respect to both an application and related services. Based on the use of the instrument in one organization to 
assess user satisfaction with respect to one application and the related services, the instrument appears to have adequate 
reliability and validity. It is easy to use and appropriate for both practical and research purposes. The case organization was 
able to plan and implement improvements by analyzing the means of all questions. We thus encourage practitioners to adapt 
and test the instrument in their own application and service contexts and academics to further validate and refine the 
instrument in different organizations and for a variety of classes of systems. 
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APPENDIX 

Q1. How satisfied are you with the speed of <UML Modeling Tool>?   

Q2. How satisfied are you with the availability of <UML Modeling Tool>?   

Q3. How satisfied are you with the ease of use of <UML Modeling Tool>?   

Q4. How satisfied are you with the instructions and user guides available for <UML Modeling Tool>? 

Q5. When needed, I get support fast and in a professional way   

Q6. How satisfied are you with training available for <UML Modeling Tool>?   

Q7. How well does <UML Modeling Tool> tool meet your modeling needs?   

Q8. Overall, how satisfied are you with <UML Modeling Tool> tool and service?   

Q9. How often do you use <UML Modeling Tool> (Weekly, Daily, Monthly, Less than Monthly)? 

Q10. Your area is (EMEA, APAC, Americas)  

Q11. Please give feedback (E.g.Improvements, development ideas) 
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