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Abstract. Recently, RDF and OWL have become the most common knowledge representation languages in use on the Web, propelled by the recommendation of the W3C. In this paper we examine an alternative way to represent knowledge based on Prototypes. This Prototype-based representation has different properties, which we argue to be more suitable for data sharing and reuse on the Web. Prototypes avoid the distinction between classes and instances and provide a means for object-based data sharing and reuse.

In this paper we discuss the requirements and design principles for Knowledge Representation based on Prototypes on the Web, after which we propose a formal syntax and semantics. We further show how to embed knowledge representation based on Prototypes in the current Semantic Web stack and report on an implementation and practical evaluation of the system.
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1 Introduction and Motivation

In earlier days of Knowledge Representation, Frames [19,20] and Semantic Networks [23] were accepted methods of representing static knowledge. These had no formal semantics but subsequent works (e.g., KL-ONE [2]) introduced reasoning with concepts, roles, and inheritance, culminating in Hayes’s 1979 [10] formalization of Frames. This formalization included instances formalized as elements of a domain (individuals) and classes (or concepts) as sets in a domain (unary predicates). This formalization was subsequently used as a basis for Description Logics (DL) and the investigation of expressiveness vs. tractability [16], which lead to Description Logic systems and reasoners such as SHIQ [11] and FaCT [12]. Finally,
the Semantic Web effort led to the combination of Description Logics with Web Technologies such as RDF [6], which subsequently evolved into the Web Ontology Language OWL [13]. However, the formalization of Frames only covered some modeling primitives which were in use at the time. Specifically Prototype-based systems, which do not make a distinction between instances and classes, did not get much attention for knowledge representation (cf. Karp [15]). Exceptions exist, for instance, THEO [21], which is a Frame Knowledge Representation System deviating from the — now common — instance–class distinction by using only one type of frame, with the authors arguing that the distinction between instances and classes is not always well defined. Also several programming Languages based on prototypes were successfully developed (SELF [27], JavaScript [8] and others), but the notion of Prototypes as a Knowledge Representation mechanism was not formalized and remained unused in further developments. As noted in [24], these knowledge representation mechanisms may now be again relevant for applications.

In this paper we develop a syntax and formal semantics for a language based on prototypes for the purpose of enabling knowledge representation and knowledge sharing on the Web. We argue that such a system has distinctive advantages compared to other representation languages.

This paper is augmented by a separate technical report in which we detail the software which we wrote to support prototype knowledge representation. [3] The report also includes experiments which show how the system performs in a web environment.

2 A Linked Prototype Layer on the Web

2.1 Idea and Vision

Tim Berners-Lee stated the motivation for creating the Web as:

The dream behind the Web is of a common information space in which we communicate by sharing information.  

We aim to optimize the sharing and reuse of structured data. Currently, on the Semantic Web, this sharing is typically achieved by either querying a SPARQL endpoint or downloading a graph or an ontology. We call this vertical sharing: top-down sharing where a central authority or institution shares an ontology or graphs. We would like to enable horizontal sharing: sharing between peers where individual pieces of instance data can be used and reused. Note that this mode of sharing appears much closer to the intended spirit of the Web. Languages like OWL evolved driven by the AI goal of intelligent behavior and sound logical reasoning [14]. They don’t emphasize or enable horizontal sharing - the sharing and reuse of individual objects in a distributed environment. Rather, their goal is to represent axioms and enable machines to reason. Imagine a prototype, for example, an Oil Painting with properties and values for those properties, that lives at a particular addressable location on the Web. This prototype Oil Painting can be reused in a number of different ways (see Figure 1):

https://www.w3.org/People/Berners-Lee/ShortHistory.html
First, by specializing the Oil Painting prototype (i.e., using it as a template by linking to it), and either specializing or changing its properties. For example, whereas the Oil Painting has a value Canvas for its surface property, the Arnolfini Portrait prototype has the value Oak Panel. However, the value for the creator property (Jan van Eyck) remains the same. To accomplish this, current Semantic Web infrastructure would require one to copy the initial object to a new object before changing its properties. Note, however, that this also means that the newly created object loses its heritage, meaning that it will not receive any updates which are made to object in the inheritance chain later on.

Second, by either directly or indirectly referring to it as a value of a property. For instance, in Figure 1 the prototype National Gallery has a property displays, which links to the prototype Arnolfini Portrait, which is based on the Oil Painting prototype. This usage of entities is currently also possible using RDF. (But, see also the discussion in section 4.3.)

These two ways to reusing objects on the Web create a distributed network of interlinked objects, requiring horizontal as well as vertical sharing:

- Vertical sharing is enabled by specializing an object or prototype. The prototype that is being specialized defines the vocabulary and structure for the new object, realizing the task of ontologies. For example, a museum can publish a collection of prototypes that describe the types of artifacts on display (e.g., Oil Painting), which can then be used to describe more specific objects.

- Horizontal sharing is enabled by reusing prototypes and only changing specific attributes or linking to other prototypes as attribute values. For example, a specific oil painting by painter Jan van Eyck can be used as a template by describing how other oil paintings differ from it, or a specific oil painting can be the attribute value for the National Gallery prototype. This creates a network of prototypes across the Web.

![Diagram](image.png)

Fig. 1: The figure shows three prototypes and different relations between them. The Arnolfini Portrait is a specialization of the Oil Painting but also displayed at the National Gallery, London.
2.2 Requirements

In the previous section, we presented a vision for a prototype layer on the Web. In this section we discuss requirements for the linked prototype layer. Some of these requirements are based on actual tasks that user communities want to perform while others are based on desirable principles of the World Wide Web.

The linked prototype layer must primarily enable sharing and reuse of knowledge. Sharing and reuse of knowledge requires an explicit distributed network of entities. In particular we desire means to share vertically (i.e., provide a central vocabulary or ontology that many can refer to) and share horizontally (i.e., provide concrete reusable entities). Further, it must be possible for the knowledge to evolve over time and anyone should be able to define parts of the network. This implies that central authority should be avoided as much as possible. Preferably, the realization of the prototype layer should be achieved using facilities which the Semantic Web already provides, such as RDF and IRIs, in order to leverage existing data resources. Finally, the designed system should still retain a certain level of familiarity.

2.3 Design Principles

While designing the prototype-based system, we were inspired by design principles, such as the KISS Principle (as defined in [28]), and worse-is-better (as coined by R.P. Gabriel [9]). On the intersection between these principles lies the idea of simplicity. The worse-is-better approach encourages dropping parts of the design that would cause complexity or inconsistency.

Our goal was explicitly not to enable sophisticated reasoning, but rather provide a simple object or prototype layer for the Web.

We use the idea of prototypes as suggested in early Frame Systems [15] as well as in current programming languages such as Javascript [8]. Prototypes fulfill the requirements to support the reusability and horizontal shareability since it is possible to just refer to an existing prototype that exists elsewhere on the Web, ensuring horizontal shareability. Furthermore a collection of prototypes published by an authority can still serve the function of a central ontology, ensuring vertical shareability.

3 Prototypes

In this section we introduce our approach for knowledge representation on the web, based on prototypes. First, we provide an informal overview of the approach, illustrating the main concepts. Then we introduce a formal syntax and semantics.

3.1 Informal Presentation

To illustrate the prototype system we use an example about two Early Netherlandish painters, the brothers van Eyck. First, we look at a simple representation
of the *Arnolfini Portrait* in fig. 2. This figure contains the prototype of the portrait which is derived from the empty prototype ($P_0$, see section 3.2) and has two properties. The first property is $\text{dc:creator}$ and has value *Jan van Eyck*. The second property describes the format of the artwork. We also display the example using a concrete syntax.

Fig. 2: The prototype representation of the Arnolfini Portrait

Next we will start making use of the prototype nature of the representation. Starting from the Arnolfini Portrait, we derive the *Ghent Alterpiece*. This painting was created by the same painter, but also his brother *Hubert van Eyck* was involved in the creation of the work. Figure 3 illustrates how this inheritance works in practice; we create a prototype for the second work and indicate that its base is the first one (using the big open arrow). Then, we add a property asserting that the other brother is also a creator of the work. The resulting prototype has the properties we defined directly as well as those inherited from its base.

Fig. 3: Deriving the prototype representation of the Ghent Altarpiece from the Arnolfini Portrait

---

6 In the illustrations, we loosely write identifiers like *Arnolfini Portrait* for prototypes, properties and their values. However, the proposed systems requires the use of IRIs for identifiers, just like RDF. The concrete syntax examples reflect this. Note that our syntax does not support prefixes as supported by RDF Turtle syntax. If we write $\text{dc:creator}$ we mean an IRI with scheme dc.

7 For illustrative purposes we use different graphical shapes for the prototypes under consideration and the values of their properties. However, as will become clear in the sections below, all values are themselves prototypes.
Often, there will be a case where the base prototype has properties which are not correct for the derived prototype. In the example shown in fig. 4 we added the `example:location` property to the Arnolfini Portrait with the value **National Gallery, London**. The Ghent Altarpiece is, however, located in the **Saint Bavo Cathedral, Ghent**. Hence, we first remove the `example:location` property from the Arnolfini Portrait before we add the correct location to the second painting. In effect, the resulting prototype inherits the properties of its base, can remove unneeded ones, and add its own properties as needed.

Another way to arrive at the same final state would be to derive from a base without any properties and add all the properties needed. The predefined empty prototype (**proto:P_0**) has no properties. All other prototypes derive from an already existing prototype; circular derivation is not permitted. Now, we will let the prototype which we are creating derive directly from the empty prototype and add properties. This flattening of inherited properties produces the prototype's *fixpoint*. The fixpoint of the prototype created in fig. 4 can be found in fig. 5.

![Graphical Representation](image-a.png)  ![Concrete Syntax](image-b.png)

**Fig. 4:** Removing properties while deriving the Ghent Altarpiece from the Arnolfini Portrait

![Graphical Representation](image-a.png)  ![Concrete Syntax](image-b.png)

**Fig. 5:** The result of removing properties while deriving the Ghent Altarpiece from the Arnolfini Portrait.
In the proposed system we apply the closed world and the unique name assumptions. If the system used the open world assumption and one would ask whether the Arnolfini Portrait is located in Beijing, the system would only be able to answer that it does not know. In a closed world setting, the system will answer that the painting is not in Beijing. This conclusion is not based on the fact that the system sees that the painting is located in England, but because of the fact that there is no indication that it would be in Beijing. Under the non-unique name assumption, the system would not be able to answer how many paintings it knows about. Instead, it would only be able to tell that there are one or more. Without the unique name assumption, the resource names Ghent Altarpiece and Arnolfini Portrait may refer to the same real-world instance.

3.2 Formal presentation

The goal of this section is to give a formal presentation of the concepts discussed in the previous section. We separate the formal definition into two parts. First, we define the syntax of our prototype language. Then, we present the semantic interpretation and a couple of definitions which we used informally above.

Prototype Syntax  In this section we define the formal syntax of prototype-based knowledge bases. We define a set of syntactic material first, before we define the language.

**Definition 1 (Prototype Expressions).** Let $ID$ be a set of absolute IRIs according to RFC 3987 [7] without the IRI $\text{proto:}P_0$. The IRI $\text{proto:}P_0$ is the empty prototype and will be denoted as $P_0$. We define expressions as follows:

- Let $p \in ID$ and $r_1, \ldots, r_m \in ID$ with $1 \leq m$. An expression $(p, \{r_1, \ldots, r_m\})$ or $(p, *)$ is called a simple change expression. $p$ is called the simple change expression ID, or its property. The set $\{r_1, \ldots, r_m\}$ or $*$ are called the values of the simple change expression.

- Let $id \in ID$ and $base \in ID \cup P_0$ and add and remove be two sets of simple change expressions (called change expressions) such that each simple change expression ID occurs at most once in each of the add and remove sets and $*$ does not occur in the add set. An expression $(id, (base, add, remove))$ is called a prototype expression. $id$ is called the prototype expression ID.

Let $\text{PROTO}$ be the set of all prototype expressions. The tuple $\{P_0, ID, \text{PROTO}\}$ is called the Prototype Language.

Informally, a prototype expression contains the parts of a prototype which we introduced in the previous subsection. It has an id, a base (a reference to the prototype it derives from), and a description of the properties which are added and removed.
As an example, we could write down the example of fig. 4 using this syntax. The prototype expression of the Arnolfini Portrait would look like this:

\[
\text{(example:Arnolfini_Portrait,(proto:P_0,}
\text{(dc:creator,\{example:Jan_Van_Eyck\}),}
\text{(dc:format,\{example:Painting\}),}
\text{(example:location,\{example:National_Gallery\}),}
\text{∅))}
\]

The prototype for the Altarpiece would be written down as follows:

\[
\text{(example:Ghent_Altarpiece,(example:Arnolfini_Portrait,}
\text{(dc:creator,\{example:Hubert_Van_Eyck\}),}
\text{(example:location,\{example:Saint_Bavo\}),}
\text{\{example:location,*\}))}
\]

This syntax is trivially transformable into the concrete syntax which we used in fig. 4b and the other examples in the previous subsection.

**Definition 2 (dom).** The domain of a finite subset \( S \subseteq \text{PROTO} \), i.e., \( \text{dom}(S) \) is the set of the prototype expression IDs of all prototype expressions in \( S \).

**Definition 3 (Grounded).** Let \( PL = (P_∅, ID, \text{PROTO}) \) be the Prototype Language. Let \( S \subseteq \text{PROTO} \) be a finite subset of \( \text{PROTO} \). The set \( G \) is defined as:

1. \( P_∅ \in G \)
2. If there is a prototype \( (id,(base,add,remove)) \in S \) and \( base \in G \) then \( id \in G \).
3. \( G \) is the smallest set satisfying (1) and (2).

\( S \) is called grounded iff \( G = \text{dom}(S) \cup \{P_∅\} \). This condition ensures that all prototypes derive (recursively) from \( P_∅ \) and hence ensures that no cycles occur.

To illustrate how cycles are avoided by this definition, imagine that \( S = \{(A,(P_∅,∅,∅)),(B,(C,∅,∅)),(C,(B,∅,∅)),\} \). What we see is that there is a cycle between B and C. If we now construct the set \( G \), we get \( G = \{P_∅,A\} \) while \( \text{dom}(S) \cup \{P_∅\} = \{A,B,C,P_∅\} \), and hence the condition for being grounded is not fulfilled.

**Definition 4 (Prototype Knowledge Base).** Let \( PL = (P_∅, ID, \text{PROTO}) \) be the Prototype Language. Let \( KB \subseteq \text{PROTO} \) be a finite subset of \( \text{PROTO} \). \( KB \) is called a Prototype Knowledge Base iff 1) \( KB \) is grounded, 2) no two prototype expressions in \( KB \) have the same prototype expression ID, and 3) for each prototype expression \( (id,(base,add,remove)) \in KB \), each of the values of the simple change expressions in \( add \) are also in \( \text{dom}(KB) \).

**Definition 5 (R).** Let \( KB \) be a prototype knowledge base and \( id \in ID \). Then, the resolve function \( R \) is defined as: \( R(KB,id) = \) the prototype expression in \( KB \) which has prototype expression ID equal to \( id \).
Prototype Semantics

Definition 6 (Prototype-Structure). Let $SID$ be a set of identifiers. A tuple $pv = (p, \{v_1, \ldots, v_n\})$ with $p, v_i \in SID$ is called a Value-Space for the ID-Space $SID$. A tuple $o = (id, \{pv_1, \ldots, pv_m\})$ with $id \in SID$ and Value-Spaces $pv_i, 1 \leq i \leq m$ for the ID-Space $SID$ is called a Prototype for the ID-Space $SID$. A Prototype-Structure $O = (SID, OB, I)$ for a Prototype Language $PL$ consists of an ID-Space $SID$, a Prototype-Space $OB$ consisting of all Prototypes for the ID-Space $SID$ and an interpretation function $I$, which maps IDs from $PL$ to elements of $SID$.

Definition 7 (Herbrand-Interpretation).
Let $O = (SID, OB, I_h)$ be a Prototype-Structure for the prototype language $PL = (P, ID, PROTO)$. $I_h$ is called a Herbrand-Interpretation if $I_h$ maps every element of $ID$ to exactly one distinct element of $SID$.

As per the usual convention used for Herbrand-Interpretations, we assume that $ID$ and $SID$ are identical.

Next, we define the meaning of the constituents of a prototype. We start with the interpretation functions $I_s$ and $I_c$ which give the semantic meaning of the syntax symbols related to change expressions. These functions (and some of the following ones) are parametrized (one might say contextualized) by the knowledge base. This is needed to link the prototypes together.

Definition 8 ($I_s$). Interpretation for the values of a simple change expression. Let $KB$ be a prototype knowledge base and $v$ the values of a simple change expression. Then, the interpretation for the values of the simple change expression $I_s(KB, v)$ is a subset of $SID$ defined as follows:

$SID$, if $v = *$
$
\{I_h(r_1), I_h(r_2), \ldots, I_h(r_n)\}$, if $v = \{r_1, \ldots, r_n\}$

Definition 9 ($I_c$). Interpretation of a change expression. Let $KB$ be a prototype knowledge base and a function $ce = \{(p_1, vs_1), (p_2, vs_2), \ldots\}$ be a change expression with $p_1, p_2, \ldots \in ID$ and the $vs_i$ be values of the simple change expressions. Let $W = ID \setminus \{p_1, p_2, \ldots\}$. Then, the interpretation of the change expression $I_c(KB, ce)$ is a function defined as follows (We will refer to this interpretation as a change set, note that this set defines a function):

$\{(I_h(p_1), I_s(KB, vs_1)), (I_h(p_2), I_s(KB, vs_2)), \ldots\} \cup \bigcup_{w \in W} \{(I_h(w), \emptyset)\}$

Next, we define $J$ which defines what it means for a prototype to have a property.

Definition 10 ($J$). The value for a property of a prototype. Let $KB$ be a prototype knowledge base and $id, p \in ID$. Let $R(KB, id) = (id, (b, r, a))$ (the
resolve function applied to $id$). Then the value for the property $p$ of the prototype $id$, i.e., $J(KB, id, p)$ is:

$$I_c(KB, a)(I_h(p)), \text{ if } b = P_\emptyset$$

$$(J(KB, b, p) \setminus I_c(KB, r)(I_h(p))) \cup I_c(KB, a)(I_h(p)), \text{ otherwise}$$

Informally, this function maps a prototype and a property to 1) the set of values defined for this property in the base of the prototype 2) minus what is in the remove set 3) plus what is in the add set.

As an example, let us try to find out what the value for the creator of the Ghent Altarpiece described in the example of the previous subsection would evaluate to assuming that these prototypes were part of a Prototype Knowledge Base $KB$. For brevity we will write example:Ghent_Altarpiece as GA, example:Arnolfini_Portrait as AP, dc:creator as creator, example:Jan_Van_Eyck as JVE, and example:Hubert_Van_Eyck as HVE.

Concretely, we have to evaluate $J(KB, GA, creator) = (J(KB, AP, creator) \setminus I_c(KB, \emptyset)(creator)) \cup I_c(KB, add)(creator)$ where $add$ is the add change set of the GA prototype expression. First we compute the recursive part, $J(KB, AP, creator) = I_c(KB, add_{ap})(creator) = \{(creator, \{JVE\}), \ldots \}(creator) = \{JVE\}$. Where $add_{ap}$ is the add change set of the AP prototype expression. The second part (what is removed) becomes $I_c(KB, \emptyset)(creator) = \emptyset$. The final part (what this prototype is adding) becomes $I_c(KB, add)(creator) = \{(creator, \{HVE\}), \ldots \}(creator) = \{HVE\}$. Hence, the original expression becomes $\{(JVE) \setminus \emptyset \} \cup \{HVE\} = \{JVE, HVE\}$ as expected.

**Definition 11 (FP).** The interpretation of a prototype expression is also called its fixpoint. Let $pe = (id, (base, add, remove)) \in KB$ be a prototype expression. Then the interpretation of the prototype expression in context of the prototype knowledge base $KB$ is defined as $FP(KB, pe) = (I_h(id), \{(I_h(p), J(KB, id, p)) | p \in ID, J(KB, id, p) \neq \emptyset\})$, which is a Prototype.

**Definition 12 (I_{KB}:Interpretation of Knowledge Base).** Let $O = (SID, OB, I_h)$ be a Prototype-Structure for the Prototype Language $PL = (P_\emptyset, ID, PROTO)$ with $I_h$ being a Herbrand-Interpretation. Let $KB$ be a Prototype-Knowledge Base. An interpretation $I_{KB}$ for $KB$ is a function that maps elements of $KB$ to elements of $OB$ as follows: $I_{KB}(KB, pe) = FP(KB, pe)$

This concludes the definition of the syntactic structures and semantics of prototypes and prototype knowledge bases. For the semantics, we have adopted Herbrand-Interpretations, which are compatible with the way RDF is handled in SPARQL.

4 Inheritance

Our discussion of inheritance is based on the work by Lieberman [17], Cook et al. [5], de la Rocque Rodriguez [25], and Taivalsaari [26]. The combination of these
works provides a wide overview of different forms of inheritance. Despite the fact that the focus of these works is on object oriented programming (OOP) we chose them because prototype-based systems are much more developed in OOP than in knowledge representation. Many of the OOP concepts and concerns also apply to how inheritance mechanisms can be applied in Knowledge Representation.

Broadly speaking, inheritance means that an entity receives properties from another one because of a relation between the two. Two types of inheritance are common: class-based and prototype-based. In class-based systems there is a distinction between objects and classes. An object is an instantiation of a class or, as some say, a class is a blueprint for an object. A new class can be inherited from another one and will typically inherit all properties and methods from the base or parent class. The values associated with these properties are typically defined in the context of the instances. Prototype-based systems on the other hand only have one type of things: prototypes. A new prototype can be made by cloning an existing prototype (i.e., the base). The freshly created object now inherits from the earlier defined one and the values are defined directly on the prototypes. As we argued above, we chose the prototype-based inheritance to allow for both horizontal and vertical sharing. In the next sections we will describe the consequences of the choice of property based inheritance.

4.1 Prototype Dynamics

There are essentially two ways to achieve prototype-based inheritance. The first one, concatenation, would copy all the content from the original object to the newly created one and apply the needed changes to the copy. The second one, delegation, keeps a reference to the original object and only stores the changes needed in the newly created object. We decided to follow the second option (for now) because it more closely resembles what one would expect from a system on the web. Instead of centralizing all information into one place, one links to information made available by others. This type of inheritance makes it possible to automatically make use of enhancements made in the base prototypes. Furthermore, the option of making a copy of the object one extends from is still available; we will discuss this further in section 4.3. Note that this is also a space-time trade-off. Copying will occupy more space, but make look-up faster while delegation will be slower, but only the parts which have been changed have to be stored. Another option is to get parts of both worlds by caching frequently used prototypes for a set amount of time. In this case, one may retrieve outdated values. In our technical report [3], we describe a possible approach towards caching using existing HTTP mechanisms.

When parts of a knowledge base are not in the control of the knowledge engineer who is adding new information, it might be tempting to recreate certain prototypes to make sure that the prototypes one is referring to do not change over time, rendering the newly added information invalid.
4.2 A Prototype is-not-a Class

In class-based object oriented languages, deriving a class $A$ from a base class $B$ usually implies that an instance of $A$ can be used wherever an object of type $B$ is expected. In other words, the objects instantiated from the classes $A$ and $B$ follow the Liskov substitution principle [18]. Since class-based object-orientation is currently most common in popular programming languages, one might be tempted to emulate classes in a prototype-based language. Imagine, for instance, that we want to create a prototype `employee` to represent an employee of a company. One might be tempted to give this `employee` a property `name`, with some default value since all employees will have a name in the end. However, this is not necessary, or even desired, when working with prototype-based systems. Instead, the `employee` should only have properties with values which all or most employees have in common, like for example the company they work for. Any more specific properties should instead be put on the employees themselves. Moreover, the fact that a prototype derives from the created `employee` does not have any implication beyond the inherited properties. Put another way, there is no `is-a` relation between a concrete employee and the `employee` prototype from which it was derived. This is also clearly visible from the fact that a derived prototype has the ability to remove properties from the base. Moreover, any other prototype with the properties needed to qualify for being an employee can be seen as an employee; independently from whether it derives from the `employee` prototype or not. Next, we will discuss what it means to be ‘seen’ as an employee.

4.3 Object boundaries

Applications usually need to work with data with predictable properties. For instance, the employees from the example in the previous section need to have a name, gender, birthday, department, and social security number in order for the application to work. Hence, there is a need to specify the properties a prototype needs to have in order to be used for a specific application. This idea is not new and has also been identified in other knowledge representation research. Named Graphs are often used for this purpose, but they don’t capture shared ownership or inheritance. Further, resource shapes\(^8\) and shape expressions [22] have the core idea of determining whether a given RDF graph complies with a specification. The main goal of these is checking some form of constraints, but they could as well be used to identify instances in a dataset.

This need has been identified in many places in OOP literature. An object oriented programming language which allows variables to contain any object which fulfills a given interface definition is said to have a structural type system. Recent examples of programming languages with such type system include OCaml and Go, but to our knowledge the first programming language to use it was Emerald [1] and later School [25]. In these languages, if objects have a given set of operations (according to what they called an abstract type in Emerald, type

\(^8\) [https://www.w3.org/Submission/2014/SUBM-shapes-20140211/]
in School, or interface in Go), they would be treated as an instance of, or assignable to, a variable of that type.

One of the arguments against structural type systems is that it might happen that an object has the properties (or methods) of the type by accident. We can envision this happening in OOP because the names of methods have little semantic meaning connected to them (does the write() method write something to the disk or to the printer?). However, in a Semantic Web setting, the property names are themselves IRIs and chosen carefully not to clash with existing names (a http://xmlns.com/foaf/0.1/workplaceHomepage will always be ‘The workplaceHomepage of a person is a document that is the homepage of an organization that they work for.’). In other words the property names in the system under consideration in this paper do in principle not suffer from this problem.

5 Future Work

Since most past work in the research community has been focused on class-based knowledge representation, there are still many areas unexplored related to prototype-based knowledge representation on the web.

5.1 Relation to RDF and OWL

In this paper, we are suggesting a knowledge sharing language based on prototypes. Future work will need to investigate how to layer the prototype language on top of RDF. While most of this conversion and layering should be straightforward (e.g., the IRI of a prototype expression would also be the IRI of the RDF resource), some challenges remain. For example, one would need to define a protocol working on RDF graphs in order to locate and interact with a prototype. However, we believe that these challenges can be overcome.

5.2 A Hint of Class?

In this paper, we presented prototypes as a possible alternative to class-based systems such as OWL for Knowledge representation on the Web - at least for the purpose of scalable Knowledge Sharing. However, both ways - prototypes and class-based representations, have different use cases and reasons to exist: OWL is focusing on enabling reasoning whereas prototypes are focusing on enabling Knowledge Sharing. Exploring the exact boundaries of their respective use cases still remains a topic for future work.

Another interesting future research path would be the discovery of ‘hidden’ classes in the knowledge base. A hidden class would be formed by a group of objects with similar characteristics. These classes would be automatically discovered, perhaps with techniques like Formal Concept Analysis (FCA) [29], by

9 definition of foaf:workplaceHomepage from http://xmlns.com/foaf/spec/
collecting a large number of prototypes from the Web. Another approach to this would be to perform a hierarchical clustering of the prototypes with a scalable technique as proposed in [4]. After this clustering, it might be possible to extract a class hierarchy from the generated dendrogram.

### 5.3 Variations, Evaluations and Large Scale Benchmarks

The prototype system introduced in this paper is only an initial exploration. There are numerous variations possible by making different choices for the inheritance model (e.g. concatenation, multiple inheritance, etc.), the allowed values (intervals, literals, etc.), and solutions for resolving the values for non-local prototypes. These choices will have different implications for implementations and good evaluation metrics and large scale benchmarks should be designed to compare them. We presented initial work in this direction in a technical report [3] and publicly available software [https://github.com/miselico/knowledgebase](https://github.com/miselico/knowledgebase) (LGPLv3). We benchmarked the system using several synthetic data sets and observed that the theoretical model presented offers the scalability needed for use in production environment in a typical distributed web architecture.

### 6 Conclusions

During the last decade, Knowledge Representation (KR) research has been dominated by W3C standards whose development was influenced by the state of the mind that researchers in the involved research communities had at the time of creation. Several choices which were made which have far reaching consequences on the way knowledge representation is done on the Web today.

In this paper we tried to take a step back and investigate another option for KR which, in our opinion, has properties more suitable to deliver on the goals of horizontal and vertical sharing. Concretely, we introduced a system in which everything is represented by what we call prototypes and the relations between them. Prototypes enable both vertical sharing by the inheritance mechanism and horizontal sharing by direct reference to any prototype. We provided a possible syntax and semantics for the Prototype system and performed experiments with an implementation. The experiments showed that the proposed system easily scales up to millions of prototypes. However, many question still remain to be answered. First and foremost, this kind of Knowledge Representation needs to get traction on the Web, which is a considerable challenge - but one we believe can be achieved based on early feedback we obtained. Furthermore, a larger deployment of this kind of system would need a clear mechanism for resolving non-local prototypes. We did some experiments in this direction in a technical report using existing web technologies like HTTP for this, but still there are many options to investigate. We would like to see what kind of options others come up with to introduce useful parts of class-based systems into the prototype world. Finally, we hinted towards finding ‘hidden’ classes in the Prototype system. This would not only be an academic exercise, but would be very useful to be able
to compress knowledge base representations and reduce communication costs. We hope that this paper contributes constructively to the field of Knowledge Representation on the Web and that in the future, more researchers will explore different directions to see how far we can reach.
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